
UCLA
UCLA Electronic Theses and Dissertations

Title
Communication Optimization for Customizable Domain-Specific Computing

Permalink
https://escholarship.org/uc/item/6tp72870

Author
Xiao, Bingjun

Publication Date
2015
 
Peer reviewed|Thesis/dissertation

eScholarship.org Powered by the California Digital Library
University of California

https://escholarship.org/uc/item/6tp72870
https://escholarship.org
http://www.cdlib.org/


UNIVERSITY OF CALIFORNIA

Los Angeles

Communication Optimization for Customizable
Domain-Specific Computing

A dissertation submitted in partial satisfaction

of the requirements for the degree

Doctor of Philosophy in Electrical Engineering

by

Bingjun Xiao

2015



© Copyright by

Bingjun Xiao

2015



ABSTRACT OF THE DISSERTATION

Communication Optimization for Customizable
Domain-Specific Computing

by

Bingjun Xiao
Doctor of Philosophy in Electrical Engineering

University of California, Los Angeles, 2015

Professor Jingsheng Jason Cong, Chair

This dissertation investigates the communication optimization for customizable domain-specific

computing at different levels in a customizable heterogeneous platform (CHP) to improve the

system performance and energy efficiency.

Fabric-level optimization driven by emerging devices. Programmable fabrics (e.g., FPGAs)

can be used to improve domain-specific computing by >10x in energy efficiency over CPUs since

FPGAs can be customized to the application kernels in the target domain. But the programmable

interconnects inside FPGAs occupy >50% of the FPGA area, delay and power. We propose a

novel architecture of programmable interconnects based on resistive RAM (RRAM), a type of

emerging device with high density and low power. We optimize the layout and the programming

circuit of the new architecture. We also extend RRAM benefits to routing buffers. We observe

the high defect rate in the emerging RRAM manufacturing and further develop a defect-aware

communication mechanism. Conventional defect avoidance leaves a large portion of the chip in the

new architecture unusable. So we propose new defect utilization methodologies by treating stuck-

closed defects as shorting constraints in the routing of signals. We develop a scalable algorithm to

perform timing-driven routing under these extra constraints and successfully suppress the impact

of defects.

Chip-level optimization driven by accelerator-centric architectures. A chip can also be cus-
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tomized to an application domain by integrating a sea of accelerators designed for the frequently

used kernels in the domain. The design of interconnects among customized accelerators and shared

resources (e.g., shared memories) is a serious challenge in chip design. Accelerators run 100x

faster than CPUs and post a high data demand on the communication infrastructure. To address

this challenge, we develop a novel design of interconnects between accelerators and shared memo-

ries and exploit several optimization opportunities that emerge in accelerator-rich computing plat-

forms. Experiments show that our design outperforms prior work that was optimized for CPU

cores or signal routing. Another design challenge lies in the data reuse optimization within an

accelerator to minimize its off-chip accesses and on-chip buffer usage. Since the fully pipelined

computation kernel consumes large amounts of data every clock cycle, and the data access pattern

is the major difference among applications, existing accelerators use ad hoc data reuse schemes

that are carefully tuned per application to fit the data demand. To reduce the engineering cost

of accelerator-rich architectures, we develop a data reuse infrastructure that is generalized for the

stencil computation domain and can be instantiated to the optimal design for any application in the

domain. We demonstrate the robustness of our method over a set of real-life benchmarks.

Server-level and cluster-level optimization driven by big data. In the era of big data, work-

loads can no longer fit into a single chip. Most data are stored in disks, and we can only load a

small part of it into main memories during computation. Due to the low access speed of disks,

our primary design goal becomes minimization of the data transfer between disks and the main

memory. We select a popular big data application, convolutional neural network (CNN), as a case

study. We analyze the linear algebraic properties of CNN, and propose algorithmic modifications

to reduce the total computational workload and the disk access. Furthermore, when the application

data become even larger, it needs to be distributed among a cluster of server nodes. This motivates

us to develop an accelerator-centric computing cluster. We test two machine learning applica-

tions, logistic regression and artificial neural network (ANN), on our prototyping cluster and try

to minimize the total data transfer incurred during the computation in this cluster. We select the

distributed stochastic gradient descent (dSGD) as our training algorithm to eliminate the inter-node
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communication within a training iteration. We also deploy an in-memory cluster computing infras-

tructure, Spark, to eliminate the inter-node communication across training iterations. The baseline

Spark only supports CPUs, and we develop a software layer to allow Spark tasks to offload their

major computation to accelerators which are equipped by each server node. During the compu-

tation offloading, we group multiple tasks into a batch and transfer it to the target accelerator in

one transaction to minimize the setup overhead of the data transfer between accelerators and host

servers. We further realize accelerator data caching to eliminate the unnecessary data transfer of

training data based on the properties of iterative machine learning applications.
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CHAPTER 1

Introduction

1.1 Customizable Domain-Specific Computing

As pointed out in [19], in order to meet ever-increasing computing needs and overcome power den-

sity limitations, the computing industry has halted simple processor frequency scaling and entered

the era of parallelization, with tens to hundreds of computing cores integrated in a single proces-

sor, and hundreds to thousands of computing servers connected in a warehouse-scale data center.

However, such highly parallel, general-purpose computing systems still face serious challenges

in terms of performance, power, heat dissipation, space, and cost. Recently the research focus

has moved from parallelization to domain-specific customization as the next disruptive technology

[19], based on three observations:

First, each user or enterprise typically has a high computing demand in one or a few selected

application domains (e.g., graphics for game developers, circuit simulation for integrated circuit

design houses, financial analytics for investment banks). Therefore, it is possible to develop a

customizable computing platform where computing engines and communication infrastructures

can be specialized to a particular application domain, thereby gaining significant improvements in

power-performance efficiency compared to a general-purpose architecture.

Second, the performance gap between a totally customized solution (using an application-

specific integrated circuit (ASIC)) and a general-purpose solution can be very large. A case study

of the 128-bit key AES encryption algorithm was presented in [20]. An ASIC implementation in

0.18um CMOS achieves 3.86 Gbits/second at 350mW, while the same algorithm coded in Java
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and executed on an embedded SPARC processor yields 450bits/second at 120mW. This difference

implies a performance/power efficiency (measured in Gbits/second/W) gap of roughly 3 million.

Last, it is extremely costly and impractical to implement each application in ASIC. The nonre-

curring engineering cost of an ASIC design at the current 45nm CMOS technology is over $50M

[21], and the design cycle can easily exceed a year. There is a strong need for a novel architec-

ture platform that can be efficiently customized to a wide range of applications in a domain or a

set of domains to bridge the huge performance/power gap between ASICs and general-purpose

processors.

To realize the order-of-magnitude performance/power efficiency improvement via customiza-

tion, yet still leverage economy of scale, Center for Customizable Domain-Specific Computing

(CDSC) is developing a customizable heterogeneous platform (CHP), consisting of a heteroge-

neous set of adaptive computational resources with communication optimization at three different

levels. Fig. 1.1 illustrates an example CHP configuration. A CHP-oriented data center includes
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Figure 1.1: Customizable heterogeneous platform for domain-specific computing.

a sea of heterogeneous processor nodes equipped with CPUs, GPUs, FPGAs and accelerator-rich

chips to serve different user tasks for high energy efficiency. All of these processor nodes com-

municate with each other for joint tasks decomposed from big data applications. A CHP-oriented

accelerator-rich chip includes a sea of heterogeneous accelerators to execute different application

kernels in user tasks for high energy efficiency. All of these accelerators communicate through an

2



on-chip network which can be reconfigured to meet the data demand imposed by working accel-

erators. A CHP-oriented programmable fabric includes a sea of look-up tables (LUTs) which are

programmed to different basic operations in user application kernels. All of these LUTs are con-

nected by programmable interconnects which can be reconfigured to route the Boolean network

among basic operations.

As we can see, each level of the CHP is composed of the computing units and the communi-

cation infrastructure. While we can easily increase the number of computing units, it is usually a

big challenge to design a corresponding communication infrastructure to feed data into the huge

amount of these computing units in a timely manner. In addition, the data access consumes much

more energy than the arithmetic operation and has a high impact on the system energy efficiency.

Fig. 1.2 adopted from [1] shows the data for various operations in a 45nm technology, and gives

the energy breakdown of a simple in-order processor. While the architecture customization in
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Figure 1.2: Rough energy costs for various operations in 45nm 0.9V, adopted from [1].

our CHP can save energy consumption via the control part in the professor, the data access still

remains a big problem. This thesis focuses on the communication optimization in the CHP.
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1.2 Communication Optimization for Customizable Domain-Specific Com-

puting

In domain-specific computing, the communication pattern of an application can be obtained by

an offline compiler or a profiling analysis. With this knowledge, in the CHP the communication

infrastructure among the components can be customized to eliminate unnecessary contention and

arbitration and achieve high energy efficiency. Based on this observation, this dissertation inves-

tigates the energy-efficient communication optimization for the CHP, at fabric level, chip level,

and server/cluster level. Fabric-level communication optimization includes novel architecture of

programmable interconnects driven by emerging devices, and defect-aware routing to tolerate the

high defect rate in interconnects based on emerging technologies. Chip-level communication op-

timization includes novel interconnect designs between accelerators and shared memories, and

a data reuse infrastructure to reduce offchip accesses. Server/cluster-level communication opti-

mization includes algorithm redesigns of popular big data applications for disk access reduction,

and accelerator-centric cluster computing with data transfer minimization. These communication

optimizations are introduced in the following subsections. In each subsection, we discuss the re-

quirement of the CHP on each level and the design challenges, and also give a brief overview of

how we solved these challenges.

1.2.1 Programmable Interconnects Driven by Emerging Devices

Field programmable gate arrays (FPGAs) can be customized to user applications and provide>10x

improvement in power-efficiency over CPUs [19]. The programmable interconnects inside FPGAs

allow user applications with an arbitrary Boolean network to be mapped to FGPAs, but pay high

overhead for such a flexibility. The programmable interconnects account for 50 to 90% of the total

FPGA area [22, 23, 8], 70 to 80% of the total delay [24, 22, 25, 23, 8], and 60 to 85% of the total

power consumption [26, 22, 25, 23, 8].

Emerging technologies, especially emerging nonvolatile memory (NVM) technologies, lead
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to new opportunities for design improvement. Popular emerging NVMs include spin-transfer

torque RAM (STTRAM), phase-change RAM (PRAM), nanoelectromechanical (NEM) relay, and

resistive RAM (RRAM). All of these technologies have demonstrated CMOS-compatible fabri-

cation and can be integrated in metal layers over CMOS via a back-end-of-line (BEOL) process

[27, 28, 29, 30]; this leads to opportunities for high-density circuit designs. These NVMs also have

the desirable property of nonvolatility, which means that they can be turned off during standby to

save power. Various semiconductor companies (i.e., Micronic, Panasonic, and Spansio) are man-

ufacturing NVMs in mass volume [8]. Many studies focus on the memory applications of NVMs,

and there have also been a number of works on the introduction of NVMs to FPGA architectures

over the past few years [31, 32, 33, 34, 35, 36, 37, 38, 23, 39, 8, 40, 41, 42].

In Chapter 2 we present a novel FPGA architecture with RRAM-based programmable inter-

connects (FPGA-RPI), which are enabled by using the RRAM properties. Our RRAM-based pro-

grammable interconnects are composed of three disjoint structures: transistor-less programmable

interconnects, a programming grid, and an on-demand buffering architecture. Specific optimiza-

tions are performed on each structure. The transistor-less programmable interconnects are built by

RRAMs and metal wires alone, and are placed over CMOS transistors. An RRAM-friendly layout

is designed for this structure. It meets the tight space constraints coming from the stacked struc-

ture and, at the same time, fits into the footprint of the CMOS transistors below. The programming

transistors in the programming grid are heavily shared among RRAMs via the transistor-less pro-

grammable interconnects. The on-demand buffering architecture provides opportunities to allocate

buffers in interconnects during the implementation phase. It allows utilization of the application

information for a better allocation of buffers. Note that the feasibility of the disjoint structures, and

the feasibility of all their improvements mentioned above, is based on the use of RRAMs as pro-

grammable switches. Simulation results show that our RRAM-based programmable interconnects

achieve a significant reduction in area, delay, and power.

This work expands on the preliminary work in my master’s thesis [43], with a deeper exami-

nation of NVM candidates, the addition of the programming scheme, a discussion of the benefits
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of using our on-demand buffering architecture, and additional evaluations of each architectural

change. This work is published in IEEE Transactions on Very Large Scale Integration (VLSI)

Systems [44].

1.2.2 Defect-Aware Routing on Nanodevice-Based Programmable Interconnects

A number of FPGAs based on emerging nanodevices have been explored in the past few years [45,

38, 23, 35, 25, 41]. The emerging nanodevices include resistive RAM (RRAM) [45], phase-change

RAM (PCRAM) [38], nanoelectromechanical (NEM) relays [23, 35], and molecular switches

[25, 41]. They can be generalized as bistable switches which can be programmed between the

”on” and ”off” states [46]. A single nanodevice can function as a routing switch in place of a pass

transistor and its six-transistor SRAM cell in conventional FPGAs. Programmable interconnects

of FPGAs can therefore be built from nanodevices and have smaller footprints. In addition, these

nanodevices are fabricated among metal layers and do not contribute to the footprint of the CMOS

transistors below them. Note that conventional FPGAs prefer multiplexers to pass transistors as

the basic circuits in programmable interconnects for fewer configuration bits, though signals have

to pass more levels of gates in multiplexers. However, nanodevices provide configuration bit stor-

ages along with signal paths. Nanodevice-based FPGAs switch back to pass transistors for higher

performance [45, 38, 23, 25, 41]. These nanodevices are also nonvolatile devices and can save

significant leakage power. To summarize, nanodevice-based FPGAs show a significant potential

to save footprint, critical path delay and power consumption. For example, a NEM-relay FPGA

in [23] achieves savings of 43%, 28% and 37% respectively. A RRAM-based FPGA proposed in

[45] achieves savings of 80% , 56% and 39% respectively.

In nanodevice manufacturing, defects are a certainty, and reliability becomes a critical issue.

The projected defect rate of nanodevices can be up to 10−1, which is much higher than the level

of 10−9 to 10−12 in CMOS systems [47, 35]. A number of approaches have been proposed to

improve the FPGA yield by leveraging its reconfigurable structures. Among them, we choose

the component-specifc implementation [48, 49, 50, 35, 47, 41, 46] which works on a defect map
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obtained from testing as the basic framework of our defect tolerance techniques.

Defects in programmable nanodevices are manifested as losses of configurability. A defective

nanodevice may be stuck at an either ”on” or ”off” state [47, 46]. If the nanodevice is used in a

logic block, it leads to a stuck-at-1 or stuck-at-0 bit. If the nanodevice is used in programmable

interconnects, it leads to a stuck-closed or stuck-open switch.

Defect tolerance in logic blocks has been explored in recent years [50, 35, 47]. However, in an

FPGA chip, programmable interconnects usually occupy 2-4x more area than logic blocks [22, 23,

25], and are the dominant part. Tolerance of defects in programmable interconnects requires more

attention than that in logic blocks. The stuck-open switches in interconnects can be easily solved by

removing the broken edges from the routing graph [51, 41]. The authors of [41] showed that yield

can remain nearly 100%, even at a defect rate of stuck-open switches as large as 50%. However,

they ignored stuck-closed switches, which are much more challenging than stuck-open switches.

We will show that stuck-close switches need to remove >10x routing resources than stuck-open

switches when simple defect avoidance is used. However, the good thing is that a stuck-closed

switch can still be used opportunistically if we can guarantee that the two nodes shorted by the

switch are always mapped to the same net. They can be regarded as extra shorting constraints

during the routing phase [46], just as done for logic blocks in [35, 47]. Along with huge resource

savings, this method has two challenges: 1) Defects in programmable interconnects can propagate

over the entire chip, and their tolerance has to be solved in a more global way, with scalability

taken into account; 2) Existing FPGA routing algorithms work on a directed routing graph which

assumes that all the edges can programmed to be open or closed, and shorting constraints break

this assumption. The second challenge pushes some researchers to switch to algorithms that can

easily deal with shorting constraints, but lead to poor scalability and solution quality. For example,

the SAT-based method in [46] uses Boolean clauses to apply defect constraints, but has high time

complexity due to the large search space and is unable to develop a timing-driven flow based on

the satisfiability solver.

In Chapter 3 we first provide a complete defect analysis. Then we propose a scalable algorithm
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to perform timing-driven routing under shorting constraints. We start from the negotiation-based

procedure [52], the state-of-art routing algorithm of FPGAs, to maintain the circuit performance

and the tool runtime. We extend the idea of the resource negotiation to balance the goals of timing

and routability under shorting constraints. We also observe that a routing node will be logically

inconsistent with certain nets due to shorting edges. Therefore, we add a mechanism to achieve fast

pruning before routing of each net. We also develop several techniques to guide the router to map

the shorting clusters to those nets with more shared paths for better utilization of routing resources

while automatically balancing it with circuit performance. In addition, we discovered that some

logic blocks will become virtually unusable due to shorted pins found in the defect analysis. We

enhance the placement algorithm to recover these logic blocks. This work is published in the

Proceedings of 2013 Design Automation Conference [53].

1.2.3 Optimized Interconnects Between Accelerators and Shared Memories

Energy efficiency has become one of the primary design goals in the many-core era. A recent trend

to address this is the use of on-chip accelerators as coprocessors [54, 55, 56, 57, 58]. Application-

specific accelerators can fully explore parallelism and customization and provide a 100x improve-

ment in energy efficiency over general-purpose processors [58, 20, 59]. As predicted by ITRS

[21], future computing platforms may integrate hundreds or thousands of accelerators on a chip

to improve their performance and energy efficiency. Accelerator-rich computing platforms also

offer a good solution for overcoming the “utilization wall” as articulated in the recent study re-

ported in [60]. As scaling down continues, there will be tens of billions of transistors on a single

chip. However, it has been demonstrated that a 45nm chip filled with 64-bit operators will only

have around 6.5% utilization (assuming a power budget of 80W) [60]. This means that an archi-

tecture with a massive number of homogeneous cores may not work since only a limited number

of cores can work in parallel. However, we can implement tens of billions of transistors into a

sea of heterogeneous accelerators and launch the corresponding accelerators upon user demand.

This methodology does not expect all the accelerators to be used all the time, but expects most
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computation tasks to be executed by the most energy-efficient hardware.

Though the computation parts of accelerators are heterogeneous, the memory resources in

accelerators are homogeneous and can be shared among accelerators [18, 61]. The transistors

saved from memory sharing can be used to implement more accelerators to cover more application

kernels.

One of the key challenges to realizing memory sharing among accelerators is how to design

the interconnects between accelerators and shared memories. Since accelerators run >100x faster

than CPU cores [59], accelerators perform many independent data accesses every clock cycle. This

requires a high-speed, high-bandwidth interconnect design with many conflict-free data channels

to prevent accelerators from starving for data. There are very few works on optimization of inter-

connects between accelerators and shared memories. The work in [62] uses shared buses as the

interconnects. The work in [61] assumes a network-on-chip (NoC) that connects all the accelera-

tors and shared memories together. The work in [18] uses interconnects similar to shared buses in

local regions, and an NoC for global interconnects. All still treated the data ports of accelerators

like ports of CPU cores. They will suffer either performance inferiority from lack of support to

meet the high data demands of accelerators, or a huge transistor cost from hardware duplication to

meet the accelerator demand.

In Chapter 4 we identify three optimization opportunities that emerge in accelerator-rich plat-

forms, and exploit them to develop novel interconnects between accelerators and shared memories:

• An accelerator contains multiple data ports, and in the interconnect design the relations of the

ports from the same accelerator should be handled differently compared to the ports from dif-

ferent accelerators. We propose a two-step optimization rather than optimizing all the ports

of all accelerators globally in a single procedure. Many unnecessary connections associated

with each individual accelerator are identified and removed before all the accelerators are

optimized together.

• Due to the power budget in dark silicon, only a limited number of accelerators will be pow-
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ered on in an accelerator-rich platform. The interconnects can be partially populated to just

fit the data access demand limited by the power budget.

• Accelerators are heterogeneous. Some accelerators will have a higher chance of being turned

on or off together if they belong to the same application domain. This kind of information

can be used to customize the interconnect design to remove potential data path conflicts and

use fewer transistors to achieve the same efficiency.

This work is published in the Proceedings of 2013 International Conference on Computer-Aided

Design [63].

1.2.4 Data Reuse Optimization for Stencil Access Patterns

Accelerator-centric architectures can bring 10-100x energy efficiency by offloading computation

from general-purpose CPU cores to application-specific accelerators [64]. The engineering cost of

designing massive heterogeneous accelerators is high, but can be much reduced by raising their

abstraction level beyond RTL to C by high-level synthesis (HLS) [65]. Data access optimization

has a strong impact on HLS results. This significantly motivates recent work on data reuse [66, 67]

and memory partitioning [12, 68, 13, 14, 69] in HLS.

External memory bandwidth is a significant bottleneck for system performance and power

consumption [1, 70, 71]. Data reuse is an efficient technique for using on-chip memories to reduce

external memory accesses. When an application contains a data array with multiple references, we

can allocate a reuse buffer and keep each array element in the buffer from its first access until its

last access. Then each array element needs to be fetched from the external memory only once, and

the off-chip traffic is reduced to the minimum. Loop transformation can be applied to improve data

locality and reduce the size of the data reuse buffer [66, 67].

When the loops in an application are fully pipelined, an accelerator needs to perform multiple

load operations from the same reuse buffer every clock cycle. To avoid contention on memory

ports, memory partitioning of the reuse buffer is required. Since the transistor count of memory
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control logics is proportional to the number of memory banks after partitioning, the optimization

goal of memory partitioning is to minimize the number of memory banks. The constraint is that

the multiple array elements to be loaded every clock cycle are always stored in different memory

banks. The work in [12, 68] provides solid frameworks of memory partitioning. Further opti-

mizations, including memory access rescheduling [13] and multidimensional arrays [14], are also

proposed. But none of these can guarantee the optimal solution for a given case in terms of the

number of banks. The reason is that their optimization space is limited to uniform memory par-

titioning; i.e., all the memory banks have to be of the same size. It is an unnecessary constraint

which was assumed by commodity HLS tools, e.g., [72]. Other work partitions different fields of

a single data structure into multiple memory banks for data parallelism based on profiling results

[69]. It is orthogonal to the problems on multiple array references in [12, 68, 13, 14] and this work.

In Chapter 5 we go beyond the limitation of uniform memory partitioning, and propose a novel

method based on nonuniform memory partitioning. As a result, we can achieve fewer memory

banks than the optimal solutions in prior work [12, 68, 13, 14] which were limited to uniform

memory partitioning. As an early-stage exploration of nonuniform memory partitioning, we focus

on stencil computation, a popular communication-intensive application domain. We develop a

microarchitecture with novel structures of memory systems which achieve the theoretical minimum

number of memory banks for any stencil access patterns. Experimental results show that we can

reduce 25 − 100% of various resources, including BRAMs, logic slices, and DSPs, compared to

prior work [14], along with slightly improved timing. This work is published in the Proceedings

of 2014 Design Automation Conference [73].

1.2.5 Computation and Communication Optimization in Convolutional Neural Network

Driven by Big Data

As the capability of data collection continuously increases, the data processing and analytics relies

more on machine learning to automatically mine out more insights from the big data. Biologically

inspired deep learning based on artificial neural networks (ANNs) has gained its popularity in re-
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cent years since the network complexity can be easily scaled up with the increasing data volume to

capture a better data model. Among the different kinds of ANNs, convolutional neural networks

(CNNs) have achieved good success, particularly in computer vision applications, e.g., the recog-

nition of handwritten digits [74, 75], and the detection of faces [76, 77]. In the 2012 ImageNet

contest [78], a CNN-based approach named SuperVision [17] outperformed all the other tradi-

tional image recognition algorithms. On one hand, CNNs keep the advantage of artificial neural

networks which use a massive network of neurons and synapses to automatically extract features

from data. On the other hand, CNNs further customize their synapse topologies for computer

vision applications to exploit the feature locality in image data.

The success of CNNs promises wide use for many future platforms to recognize images, e.g.,

micro-robots, portable devices, and image search engines in data centers. It will be beneficial to

improve the implementation of the CNN algorithm to reduce the computational cost. One direction

is to improve the CNN algorithm using hardware accelerators, e.g., GPUs and field-programmable

gate arrays (FPGAs) [79, 80, 81]. Another orthogonal direction is to reduce the theoretical num-

ber of basic operations needed in the CNN computation from the algorithmic aspect, as will be

discussed in this thesis.

In Chapter 6 we first reveal the linear algebraic properties in the CNN computation. Based on

these properties, we invent an efficient algorithm that can be applied to generic CNN architectures

to reduce the arithmetic operations without any penalty on the image recognition quality or hard-

ware cost. Furthermore, we develop a communication-avoidance algorithm to minimize the disk

access. Part of this work was published in the Proceedings of 2014 International Conference on

Artificial Neural Networks [82].

1.2.6 Accelerator-Centric Cluster Computing with Communication Optimization

As we enter the era of big data, the data volume to be timely processed becomes increasingly

larger. Meanwhile, the performance improvement of a single CPU server has slowed down in

recent years. To meet the increasing computation demand from big data, there are two major
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directions in computing solutions. One is horizontal scaling, i.e., add more server nodes to a

system. The other is vertical scaling, i.e., improve the performance of a single node by hardware

accelerators. There are two popular candidates for hardware accelerators: GPGPUs and FPGAs.

In this thesis, we mainly consider FPGAs.

The use of FPGAs discussed above is often limited to single-node solutions. In the era of

big data, user data are usually partitioned into many data blocks and stored on many servers in a

cluster. It is important to exploit parallelism among data blocks by distributing computing tasks to

these servers. This capability is missing in single-node solutions of FPGAs. To exploit both cluster

parallelism and microarchitecture customization, FPGA-centric cluster computing solutions are a

promising trend. Microsoft recently developed such a cluster, where all the servers in its cluster are

equipped with an FPGA and can work together to accelerate a single application [83]. However,

this development at Microsoft is limited to the single application of Bing search. All the proposed

methodologies are coupled with the properties of this search application.

On the other hand, the existing methodologies for the pure-CPU clusters are general enough

to cover most big data applications. One popular category among them is the MapReduce frame-

work, e.g., Google MapReduce [84], Apache Hadoop [85] and Spark [86]. These systems accept

the parallel programming model MapReduce as user inputs. The MapReduce model allows users

to express their computation in terms of a Map function that processes all the data blocks in par-

allel, and a Reduce function that merges all the mapped outputs with the same keys to produce a

final result. This parallel programming model has even been used to synthesize FPGA accelerator

designs by the compilation flows in [87, 88]. These flows map the program parallelism which is

explicitly expressed in the MapReduce programming model to the hardware duplication of the cus-

tomizable pipelines in FPGAs. However, their scope is still limited to single-node FPGA solutions.

An enhanced compilation flow in [89] further supports partitioning of jobs in users’ MapReduce

programs among the FPGAs, GPUs and CPUs in a cluster. After the job partitioning, the compiler

generates an optimized MPI host program for the collaboration of the FPGAs, GPUs and CPUs in

a cluster on the target application. However, while this flow may provide a good static solution for
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a standalone application, it cannot handle the situation when multiple applications are launched in

the cluster.

Instead of using the MapReduce model for design optimization, we want to keep the capabil-

ity of the existing MapReduce systems that automatically distribute map and reduce tasks from

user applications to the servers in a cluster. If we enhance these MapReduce systems so that the

map and reduce tasks can further get acceleration from the FPGA devices installed on the local

servers of these tasks, we will be able to achieve both cluster parallelism and microarchitecture

customization. There are some research projects along this direction. In [90], Hadoop is deployed

on a server with NetFPGAs connected via an Ethernet switch. However, in this system MapRe-

duce programmers need to perform low-level interactions with the FPGA device in their designs

of Map and Reduce functions. In addition, no results are provided to show whether this system

can be extended to a cluster of multiple servers. In [91], Hadoop is deployed on a cluster of Xilinx

Zynq SoC devices [92] where CPU cores and programmable logics are fabricated on the same

chip. However, this methodology is tightly coupled with the underlying Zynq platform and is hard

to port to clusters with commodity CPU servers.

We observe that there are several challenges in building a general MapReduce system with

FPGA accelerators:

1. The methodology to support FPGA accelerators in the MapReduce system should not be

specific to a single application, but should allow multiple different jobs to share the system

during the runtime.

2. The methodology should not be platform-specific, but should be feasible for clusters of com-

modity servers.

3. The methodology should not require MapReduce programmers to acquire knowledge about

FPGAs, but should abstract away FPGA hardware details from them.

In Chapter 7 we build a MapReduce system extended from Spark [86] to support FPGA accel-

erators and solve the challenges listed above. We prototype our system in a Xeon cluster equipped
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with FPGAs, and run multiple machine learning applications on big data. Note that with hardware

accelerators, the communication often becomes the system bottleneck. Our cluster computing

solution also optimizes the data transfer at different levels as follows:

1. We redesign algorithms to minimize the inter-node communication within a training itera-

tion.

2. We exploit the in-memory processing of Spark to minimize the inter-node communication

across training iterations.

3. We group multiple tasks in a batch to offload to an FPGA device to minimize the setup

overhead of the data transfer between FPGAs and host servers.

4. We analyze the properties of iterative machine learning applications and cache the training

data in FPGA device memory to minimize the data transfer between FPGAs and host servers.

Experimental results validate the effectiveness and scalability of our approach.
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CHAPTER 2

Programmable Interconnects Driven by Emerging Devices

2.1 Introduction

Field programmable gate arrays (FPGAs) can be customized to user applications and provide>10x

improvement in power-efficiency over CPUs [19]. The programmable interconnects inside FPGAs

allow user applications with an arbitrary Boolean network to be mapped to FGPAs, but pay high

overhead for such a flexibility. The programmable interconnects account for 50 to 90% of the total

FPGA area [22, 23, 8], 70 to 80% of the total delay [24, 22, 25, 23, 8], and 60 to 85% of the total

power consumption [26, 22, 25, 23, 8].

Emerging technologies, especially emerging nonvolatile memory (NVM) technologies, lead

to new opportunities for design improvement. Popular emerging NVMs include spin-transfer

torque RAM (STTRAM), phase-change RAM (PRAM), nanoelectromechanical (NEM) relay, and

resistive RAM (RRAM). All of these technologies have demonstrated CMOS-compatible fabri-

cation and can be integrated in metal layers over CMOS via a back-end-of-line (BEOL) process

[27, 28, 29, 30]; this leads to opportunities for high-density circuit designs. These NVMs also have

the desirable property of nonvolatility, which means that they can be turned off during standby to

save power. Various semiconductor companies (i.e., Micronic, Panasonic, and Spansio) are man-

ufacturing NVMs in mass volume [8]. Many studies focus on the memory applications of NVMs,

and there have also been a number of works on the introduction of NVMs to FPGA architectures

over the past few years [31, 32, 33, 34, 35, 36, 37, 38, 23, 39, 8, 40, 41, 42].

In this chapter we present a novel FPGA architecture with RRAM-based programmable inter-
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connects (FPGA-RPI), which are enabled by using the RRAM properties. Our RRAM-based pro-

grammable interconnects are composed of three disjoint structures: transistor-less programmable

interconnects, a programming grid, and an on-demand buffering architecture. Specific optimiza-

tions are performed on each structure. The transistor-less programmable interconnects are built

by RRAMs and metal wires alone, and are placed over CMOS transistors. An RRAM-friendly

layout is designed for this structure. It meets the tight space constraints coming from the stacked

structure and, at the same time, fits into the footprint of the CMOS transistors below. The program-

ming transistors in the programming grid are heavily shared among RRAMs via the transistor-less

programmable interconnects. The on-demand buffering architecture provides opportunities to al-

locate buffers in interconnects during the implementation phase. It allows utilization of the ap-

plication information for a better allocation of buffers. Note that the feasibility of the disjoint

structures, and the feasibility of all their improvements mentioned above, is based on the use of

RRAMs as programmable switches (to be discussed in Section 2.2.2.2). Simulation results show

that our RRAM-based programmable interconnects achieve a significant reduction in area, delay,

and power.

This chapter expands on the preliminary work [45], with a deeper examination of NVM candi-

dates, the addition of the programming scheme, a discussion of the benefits of using our on-demand

buffering architecture, and additional evaluations of each architectural change.

2.2 Background

2.2.1 Conventional FPGA

Fig. 2.1 shows a conventional FPGA architecture. It is a typical island-based type, which is

made up of an array of tiles. Each tile consists of one logic block (LB, also called configurable

logic block, or CLB), two connection blocks (CB) and one switch block (SB). Each LB contains

a cluster of basic logic elements (BLEs), typically look-up tables (LUTs), to provide customizable

logic functions. Each LB also contains local routing multiplexers (MUXs) to provide connections
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Figure 2.1: A typical FPGA architecture. LB = logic block (or CLB). CB = connection block. SB

= switch block.

among BLEs. LBs are connected to the routing channels through CBs, and the segmented routing

channels are connected with each other through SBs. Fig. 2.1 also depicts two typical circuit

designs of CBs and SBs based on MUXs and buffers described in [93]. The selector pins of each

MUX are connected to a group of storage cells that determine the connectivity of the MUX. The

storage cells can be SRAMs, anti-fuses or flash cells [94]. SRAM-based FPGAs are currently

popular due to their standard CMOS manufacturing processes [94]. In this work we focus our

analysis on SRAM-based FPGA architectures. Note that the circuits presented in Fig. 2.1 have

copies of up to the number of pins per side of LBs in a single CB, and up to the number of tracks

per channel in a single SB. We see that CBs and SBs make up the interconnects of FPGAs, and

pay a high logic complexity for flexibility.

The FPGA programmable interconnects usually contain three types of components: SRAM-

based storage of configuration bits, MUX-based routing switches, and buffers. All three compo-

nents are nontrivial parts in FPGAs, as shown in Fig. 2.2.1 Though CMOS-based programmable

1 This breakdown is based a recent commercial FPGA (details in Section 2.5.1) and shows a large percentage of
LB area. The increasing overhead of programmable interconnects pushes FPGA vendors to larger and more complex
LBs. In evaluations [22, 23, 8] in academia, the proportion of programmable interconnects is >75%, which pro-
vides sufficient improvement space for these interconnects. We will show in Section 2.5.4 that after the overhead of
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Figure 2.2: Area breakdown of different components in an FPGA based on an architectural model

[2] that mimics the Xilinx Virtex7 FPGAs [3]. All three components (SRAM bits, routing switches

and routing buffers) take up significant area in programmable interconnects.

interconnects in FPGAs have been optimized, there are fundamental limitations in all three com-

ponents of programmable interconnects (shown in Fig. 2.2):

1. Most FPGAs use SRAMs to store programming bits [94]. Each SRAM cell uses more than

six transistors to store only one bit. Modern FPGAs enable serial bitstream programming

by storing configuration bits in latch nodes embedded in a shift register structure, with an

area overhead no less than the SRAM-based storage. In addition, these storage media are

volatile—this causes excessive power consumption during standby.

2. MUX-based routing switches in FPGAs are implemented in tree structures with serial pass

transistors for less SRAM-based storage of select bits. Each pass transistor has to be wide

enough to provide sufficient drive, and this leads to a large footprint.

3. In most cases, routing buffers in FPGAs exceed the buffering demand of a given applica-

tion. The quantity and positions of routing buffers placed in each track of programmable

interconnects are optimized to meet the worst-case demand of the track.

programmable interconnects is significantly reduced by our technologies, smaller LBs will be preferred.
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2.2.2 FPGAs with Emerging NVMs

With the recent development of emerging nonvolatile memory (NVM) technologies, a number of

novel FPGA architectures based on those technologies have been proposed.

2.2.2.1 Replace SRAMs with NVMs

In [31, 32, 33, 34, 35, 36, 37] the SRAM-based configuration bits are moved to STTRAMs,

PRAMs, NEM relays, or RRAMs, as shown in Fig. 2.3a. FPGA area is reduced since NVMs

SRAM 1T1RSRAM 1T1R

SRAM

(a) Replace SRAMs with emerging NVMs [31,

32, 33, 34, 35, 36, 37].

SRAM 1T1RSRAM 1T1R

SRAM

(b) Use NVMs as programmable switches [38,

23, 39, 8, 40].

(c) Integration of CMOS, NVMs and nanowire in field-programmable nanowire

interconnect (FPNI) [41, 42].

Figure 2.3: FPGA with emerging nonvolatile memories.

have a 5 to 25x higher density than SRAMs [34] and/or can be placed over CMOS transistors

[32, 33, 36]. The nonvolatility of NVMs also saves the excessive leakage power during standby and

the long configuration loading time at boot-up [34]. The main disadvantage of NVMs is the poor

performance of write operations in terms of latency, energy, and endurance, although their read
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operations are competitive with SRAMs [34]. These drawbacks in write operations are masked

when they are used to store FPGA configuration bits; this is because there are write accesses to

these bits only during FPGA programming [23]. The number of programming cycles is expected

to be small (e.g. <500 [95]) for typical FPGA users. Note that in [31, 32, 33, 34, 35, 36, 37],

NVMs are applied to not only the SRAMs in programmable interconnects, but also the SRAMs in

logic blocks.

2.2.2.2 Use NVMs as Programmable Switches

In [38, 23, 39, 8, 40], emerging NVMs, including PRAMs, NEM relays and RRAMs, are used more

aggressively as programmable switches in place of SRAM-based pass transistors in conventional

FPGA, as shown in Fig. 2.3b. This kind of use is enabled by a common property of these emerging

NVMs. That is, the connection between two terminals of these devices can be programmed to

turn on or turn off. By applying specific programming voltages, the resistance between the two

terminals can be switched between the “on” state and the “off” state. The programmed resistance

value can be kept either under operating voltages or without supply voltage due to nonvolatility.

This kind of NVM use saves the area of SRAMs and also the pass transistors that build routing

switches. The use of RRAM in our work belongs to this category.

There are still many challenges to using NVMs as programmable switches in FPGAs. One of

the key challenges is how to solve the tight space constraints in a layout where CMOS, NVMs and

metal wires are stacked together. Another key problem is the programmability of NVMs integrated

in interconnects.2 NVMs, such as PRAMs and RRAMs, have only two terminals. When they are

used as routing switches, the two terminals are shared between the programming and signal paths.

Their programming circuits need careful design; otherwise there will be interference between the

two modes of operation. Furthermore, all of the work referenced above focuses on the replacement

2NEM relays are exempted from this issue. An NEM relay can have four terminals—two for the reconfigurable
connection and two for programming. Programming circuits of this kind of NVM in the application of routing switches
can remain the same as those used in the memory application [23]. The main problem with NEM relays is their large
cell sizes (to be discussed in Section 2.3.1).
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of routing switches with NVMs. However, as the author of [23] concludes, routing buffers become

a bottleneck after this replacement and thus need further improvement.

2.2.2.3 Integrate NVMs with Nanowire Crossbars

A field-programmable nanowire interconnect (FPNI) [41, 42] is an attempt to further introduce

nanowire crossbars to FPGAs. As shown in Fig. 2.3c, the programmable interconnects are imple-

mented by nanowire crossbars and RRAM cross-points over CMOS logics. The structure is quite

different from the typical island-based FPGA architecture. It shows significant area reduction but

requires that the feature size of nanowire crossbars be much smaller than that of CMOS logics to

achieve higher RRAM density. Another problem is that in the path between two cells, at least two

long nanowires have to be driven, even if the two cells are adjacent. Due to the large capacitance

of these long nanowires and fine granularity of logic cells, the FPGA performance decreases by

30%, as reported in [41]; the dynamic power increases by 17.5%, as reported in [25].

2.3 The FPGA-RPI Architecture

We focus on the FPGA programmable interconnects, which are the dominant components in

FPGA. As discussed in Section 2.2.2.1, much work already exists that introduces emerging tech-

nologies to logic blocks [31, 32, 33, 34, 35, 36]. Our work can be combined with these studies for

further improvement. As analyzed in Section 2.2.2.2, using NVMs as programmable switches is

clearly a good idea. Although there are still problems with this method, we will show that they can

be solved by the methodologies proposed in this work.

2.3.1 Choice of NVMs

First, we need to decide which type of NVM to use in our work. Different NVMs have their own

advantages/shortcomings when used as programmable switches. For example, STTRAM usually
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has an on/off ratio below 10. This ratio is sufficient for a memory application but far from enough

for a routing switch. The NEM relay has the highest on/off ratio since it shows almost zero off-

current [96]. However, it has a complex structure with a large fabrication size of 92.5F 2 (F is

the feature size) and three metal layers [23]. The area of NEM relays can easily exceed that of

the CMOS transistors below them, especially in cases where the area of an FPGA tile is much

reduced by emerging technologies. In contrast, one RRAM device can be fabricated within an

F 2 region and one metal layer [7]. The cell area of a PRAM can also be as small as that of an

RRAM. However, the programming of PRAMs relies on temperature and is hard to control. In

contrast, RRAMs can be set/reset by applying high positive/negative voltages [6, 7]. In addition,

RRAMs provide more freedom in tuning their device properties than PRAMs. We can choose

some fabrication technologies to manufacture RRAMs with a very small write latency (<5ns [5])

or a very high endurance (>1012 [97]) for the memory application. We can also choose some

other fabrication technologies to manufacture RRAMs with a very high on/off ratio (∼ 106 [6]) for

the application of routing switches. In contrast, the on/off ratio of PRAMs fabricated by different

technologies usually remains around 103 [98]. There will be problems with both leakage and signal

integrity if PRAMs are used as routing switches. Therefore we choose the RRAMs described in

[6] to act as the routing switches in our work.

2.3.2 Overall Architecture

In FPGA-RPI, the programmable interconnects are composed of three disjoint structures:

• Transistor-less programmable interconnects

• A programming grid

• An on-demand buffering architecture

This composition takes routing buffers from programmable interconnects and puts them in a sepa-

rate architecture. It enables an RRAM-friendly layout, sharing of more programming transistors,
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and on-demand buffer allocation (to be discussed in Section 2.3.3, Section 2.3.4, and Section 2.3.5

respectively). The transistor-less programmable interconnects correspond to SRAM-based config-

uration bits and MUX-based routing switches in conventional FPGAs. In FPGA-RPI, they are built

by RRAMs and metal wires alone and are placed over CMOS transistors, as shown in Fig. 2.4. The

Figure 2.4: In FPGA-RPI, switch blocks and connection blocks in transistor-less programmable

interconnects are placed over logic blocks in the same die according to existing RRAM fabrication

structures [4, 5, 6, 7].

programming grid and the on-demand buffering architecture will be optimized to consume much

fewer CMOS transistors than logic blocks. FPGA-RPI then becomes a highly compact array, as

shown in Fig. 2.5. The area of FPGA-RPI is almost solely determined by logic blocks, which take

only 10 to 50% of the conventional FPGA area [22, 23, 8].

2.3.3 RRAM-Friendly Layout Design

In the structure of the transistor-less programmable interconnects, RRAMs and metal wires are

stacked over CMOS transistors. The layout will be very different from that of conventional FPGAs

and will be applied with very tight space constraints. In this section we provide an RRAM-friendly

layout design which solves these constraints and at the same time fits into the footprint of the

CMOS transistors below. First we give the circuit schematic of the transistor-less programmable

interconnects in Fig. 2.6. We use a universal type switch block [99] for the RRAM-friendly layout

design. We are aware that the universal type needs 1.26% more routing tracks than the Wilton type

[100]. However, the area of programmable interconnects in our FPGA-RPI will be significantly

24



!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!

%#
!

%#
! !

!
&&'(!

!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!

%#
!

%#
! !

!
&&'(!

!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!
%#

!

%#
! !

!
&&'(!

!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!

%#
!

%#
! !

!
&&'(!

!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!

%#
!

%#
! !

!
&&'(!

!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!

%#
!

%#
! !

!
&&'(!

!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!

%#
!

%#
! !

!
&&'(!

!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!

%#
!

%#
! !

!
&&'(!

!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!"#!

$#!

%#!

%#!

%#
!

%#
! !

!
&&'(!

Figure 2.5: Overview of FPGA-RPI where the FPGA area is mainly contributed by logic blocks

instead of programmable interconnects.

Logic blockLogic block

pin1 pin2 pin3 pin4

RRAM
t ktrack1

track22

(a) An RRAM-based connection block.

t k t ktrack1 track2

track3track8

track4track7

track5track6

(b) An RRAM-based switch block.

Figure 2.6: Circuit schematics of transistor-less programmable interconnects.
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reduced. Our FPGA-RPI can afford the increase in routing channel width. The layout design for

Fig. 2.6 is shown in Fig. 2.7 (the number of tracks in Fig. 2.7 is increased to six to show scalability).

It addresses the following design issues:

Figure 2.7: An RRAM-friendly layout design of the programmable interconnects in FPGA-RPI

using the RRAM fabrication structure shown in Fig. 2.4. Here, each metal via (marked as a red

point) at the intersection between wires of M9 and M5–M8 refers to a vertical connection between

them through metal via(s).

1. To ease the FPGA-RPI fabrication, the RRAM layer is designed to be located between the

M9 and M8 layers. It is close to the top, which is the same as the RRAM fabrication structure

shown in the far right part of Fig. 2.4.

2. The placement of all metal wires is designed to avoid any blockage caused by a metal via.

This blockage issue occurs only in switch blocks where there are overlaps of metal wires

from at least three layers. Fig. 2.8 shows how we address this issue. In the abstract structure

26



of FPGA-RPI switch blocks, as shown in Fig. 2.8a, the location of any via that connects a

metal layer is limited to the perimeter of the rectangular box assigned to that layer. Then,

in the 3D view in Fig. 2.8b, the via blockages caused by vertical connections to the bottom

metal layer are located at the most outside box, and vice versa. With the application of this

principle, metal wires will naturally avoid all via blockages.

M9M9

M7

(a)

M9
Metal Via

M6

Metal Via
RRAM
M7 M5M7
M6
M5

M5

M5
(b)

Figure 2.8: An illustration of how via blockages are avoided by metal wires in our layout

design of switch blocks. (a) An abstract structure of FPGA-RPI switch blocks (M9 and M8

are omitted here for clarity). (b) 3D view to show how via blockages are avoided by metal

wires. The RRAM layer is omitted here for clarity. For demonstration purposes, vertical

connections are bounded in a plane to construct the case most challenging for via blockage

avoidance.

3. RRAMs can easily fit into the layout design in Fig. 2.7 without extra area overhead. As

stated in Section 2.3.1, the size of an RRAM cell can be close to or even smaller than the

width of a metal wire [7].

4. Each metal layer in M5 to M9 consists of a set of parallel metal wires without any turns.
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This reduces fabrication complexity and avoids the high resistance of turning points.

5. The metal wires in the metal layers M1 to M4 within the logic block boundary in Fig. 2.7 are

left for the routing within logic blocks. They are sufficient for practical FPGA logic blocks.

We verify this by producing a compact layout of the configurable logic blocks used in the

Xilinx Virtex6 and Virtex7 families according to their datasheets [101, 3].

6. Though our design uses multiple metal layers, a signal rarely goes through many metal

layers. While a signal is transmitted from one logic block to another, the straight paths in

switch blocks are used most frequently. To save extra latency on metal via, we place these

paths in M8 and M7, which are close to the RRAM layer. Only when a signal reaches a logic

block, does it need to access metal layers at lower levels, i.e., M1–M4, from the RRAM layer.

7. The metal wires in the top metal layer M9 in the middle of the switch block in Fig. 2.7 are

left for the power and clock grids.

8. The CMOS and metal wire resources in the gaps between logic block boundaries in Fig. 2.5

are left for the programming grid and the on-demand buffering architecture.

9. The RRAMs in the middle of the switch block in Fig. 2.7 can be used to implement ba-

sic logic elements and local interconnects in logic blocks for further improvement (to be

discussed in Section 2.6).

2.3.4 Programming Schematic

2.3.4.1 Basic Programming Schematic

To program the RRAMs integrated in programmable interconnects, there must be a programming

transistor at each of the two terminals of an RRAM, as shown in Fig. 2.9. The RRAM can be

switched between the “on” and “off” states by turning on both the programming transistors and

applying the programming voltages (paired as (Vp, 0) or (0, Vp)), as shown in Fig. 2.9. The values
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Figure 2.9: Programming circuits for RRAMs in interconnects. The two programming transistors

will apply programming voltages to program the RRAM between them. Vp is the threshold voltage

that switches the RRAM state.

of programming voltages may be the same as those in [8]. The authors of [38] propose a different

schematic where some PRAMs are not connected directly to any programming transistors.3 The

paths for programming currents going to these NVMs need to contain some other NVMs that have

direct accesses to programming transistors. When we want to program the NVMs to the “off” state

in the path, some NVMs will be turned off before the other NVMs and will block the programming

current for the other NVMs. Therefore, we only consider the design of a programming grid which

can guarantee that each of the two terminals of any RRAM connects to a programming transistor.

A basic programming schematic is to allocate two programming transistors for each RRAM.

2.3.4.2 Programming Transistor Sharing

The problem with the basic programming grid is the large area of two programming transistors

compared to a single RRAM cell which undermines the area savings brought by the high density

of RRAMs. We built a programming grid to allow RRAMs to share programming transistors.

In the connection block in Fig. 2.6a, there are six nodes (four logic block pins and two routing

tracks). We allocate only six programming transistors, one per node. Then each terminal of the

eight RRAMs connects to a programming transistor. In this case, each programming transistor

3 Though [38] is based on PRAMs, the programming schematics of RRAMs and PRAMs could be instructive to
each other since both of these two NVMs are two-terminal devices, as discussed in Section 2.3.1.
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is shared by all the RRAMs in the same row/column. This kind of sharing in connection blocks

has already been proposed in [8]. However the authors of [8] did not apply the sharing to switch

blocks, in which the area is 4x larger than connection blocks. The reason is that in their work, the

sharing paths are blocked by the transistors in switch blocks, as shown in Fig. 2.10. This problem

Switch block design in [6]
Buffer in 
interconnects

RRAM

P i

RRAM

Blocked pathsProgramming 
transistors

1

Figure 2.10: In an existing work [8], sharing paths are blocked by transistors (marked as dotted

lines).

does not exist in our transistor-less programmable interconnects, where buffers are taken away and

put in a separate structure. As shown in Fig. 2.11, a programming transistor in our architecture

can be shared by RRAMs, not only in one switch block but also across adjacent switch blocks

and connection blocks. In our transistor-less programmable interconnects, any RRAM is between

either a track in a routing channel or a pin of a logic block, and it never touches an intermediate

node in the interconnects. We allocate programming transistors only at these nodes, and then there

will be programming transistors at the two terminals of all RRAMs. Table 2.1 shows a comparison

of programming transistor counts in programmable interconnects based on CMOS, the schematic

in [8], and this work. We can achieve a 12x programming transistor reduction in switch blocks

compared to [8]. Note that this improvement also stems from the 50% reduction of RRAMs in our

transistor-less switch blocks. In [8] two unidirectional buffers are used for the connection between

two tracks, and each buffer needs one RRAM to control.4 In our transistor-less switch blocks, only

one RRAM is needed to connect two tracks since there are no unidirectional buffers.
4 The switch block design in [8] is being replaced by directional switches [102] and is not used in our work either.
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Figure 2.11: In our work, one programming transistor can be shared by RRAMs among switch

blocks and connection blocks.

Table 2.1: Comparison of programming transistor counts in programmable interconnects based on

CMOS, the schematic in [8], and this work. N represents the routing channel width. M represents

the number of logic block pins accessible by one routing channel.

CMOS Work in [8] This work

N ×M MUX in CB M
(
N + 13

√
N
)

N +M N +M

N ×N SB 64N 24N 2N

100× 14 MUX in CB 3220 114 114

100× 100 SB 6400 2400 200

one tile 12840 2628 228
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2.3.4.3 Programming Transistor Selection

An important problem that has been ignored in previous work is the selecting circuit of program-

ming transistors. In a memory system made up of 1T1C DRAM cells or 1T1R PCRAM (or

RRAM cells), the row-column structure is often used to select a programming transistor, simi-

lar to Fig. 2.12. Contemporary FPGAs can contain 108 configuration bits [103]. The selecting
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Figure 2.12: Row/column addressing for the programming transistor array of RRAMs in inter-

connects. If two programming transistors in one array are selected simultaneously, two other

transistors will be selected parasitically.

circuit will require only ∼ 2 × 104 drivers (one per row/column) for the entire FPGA. It will not

significantly increase the area of the programming grid which is dominated by the O(108) pro-

gramming transistors for all RRAMs (or for SRAMs in conventional FPGAs). Note that in the

memory application of RRAMs, an RRAM is dedicated to only one programming transistor. To

program an RRAM which is used as a routing switch in programmable interconnects, we need to

select two programming transistors, as discussed in Section 2.3.4.1. This is equivalent to a dual-

port random access memory. This kind of access may cause problems in the structure designed for

single-port access, as shown in Fig. 2.12.

To realize the dual-port random access without malfunction, one choice is to follow a simple

solution in the memory application, where the programming transistors are doubled in all cells, as
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shown in Fig. 2.13a.

However, we could have a better choice that utilizes the structure of our programming grid to

completely eliminate the extra increase in programming transistor counts. In the memory applica-

tion, pseudo dual-port accesses are supported in a single-port memory if there are multiple memory

banks and the memory controller can guarantee that the two simultaneous requests always access

two different banks. For FPGA-RPI, we can also partition the programming transistors into differ-

ent banks. The partitioning must guarantee that the two programming transistors of any arbitrary

RRAM belong to different banks. We create a feasible partition of five banks based on the struc-

ture of our programming grid, as shown in in Fig. 2.13b. Recall that in Section 2.3.4.2, we allocate

programming transistors at all pins of logic blocks and all tracks in routing channels. The pro-

gramming transistors in y-directional routing channels are assigned to two banks named channel 0

and channel 1 by a parity of channel indices; so are the programming transistors in x-directional

routing channels. The programming transistors at the logic block pins are assigned to a separate

bank.

2.3.5 On-Demand Buffering Architecture

In our FPGA-RPI, buffers are taken away from programmable interconnects and put in the on-

demand buffering architecture. This section will discuss the structure, the prerequisite, and the

benefits of this architecture.

2.3.5.1 Circuit Schematic and Layout

Fig. 2.14 shows the circuit structure and layout of the on-demand buffering architecture in our

FPGA-RPI. A limited number of buffers are prefabricated in routing channels. They can be

connected to the tracks in channels via RRAMs. Buffers are shared among tracks in the same

channel. Only a track with a high demand for a buffer will be programmed to use a buffer. The de-

mand depends on the routing paths of the user application that is implemented on FPGA-RPI. This
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Figure 2.13: Two solutions to solve parasitic selection: (a) double programming transistors at

each programming node, and (b) partition programming transistors into five banks, where the two

programming transistors at the terminals of any arbitrary RRAM lie in two different banks.
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Figure 2.14: The circuit structure and layout of the on-demand buffering architecture in our FPGA-

RPI. R = repeater.

mechanism brings benefits of both area and performance; these will be analyzed in the following

sections.

To simply the interconnects between shared buffers and routing tracks, we attach each buffer

to a routing track via one single RRAM. Therefore we choose the regenerative feedback repeater

described in [104] as our buffer cell. This cell design has one signal terminal and can provide drive

in both signal directions, as opposed to the conventional unidirectional buffers. As a result, it saves

at least half of the buffers by serving the function of two complementary unidirectional buffers

with only one repeater.

2.3.5.2 Overhead and Prerequisite

The area overheads of the on-demand buffering architecture are composed of two parts. First,

the buffers themselves consume the CMOS area. Second, we also need to allocate programming

transistors to program the RRAM-based connections between the buffers and the transistor-less

programmable interconnects. The connections are the same as RRAM-based multiplexers used
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in connection blocks in Fig. 2.6a, and their overhead is small as discussed in Section 2.3.4.2.

Recall the comparison in Table 2.1 and assume every channel has 100 tracks and 10 buffers. The

connection between the tracks and buffers in one channel is implemented by a 100×10 multiplexer

which costs 110 programming transistors. Among them, 100 programming transistors are placed

at the 100 routing tracks and can be shared with switch blocks (similar to the sharing between

switch blocks and connect blocks discussed in Section 2.3.4.2). Therefore, the exact area overhead

of the programming part of the on-demand buffering is only 10 transistors per routing channel.

The on-demand buffering architecture can also be implemented in conventional CMOS tech-

nology, but the area overhead of the multiplexers between buffers and the rest of the interconnects

is much higher. According to the cost of the N × M MUX in Table 2.1, the area overhead is

2300 extra transistors. This large overhead undermines the benefits of the on-demand buffering

architecture and prevents this technology from being applied to conventional FPGAs. In summary,

the on-demand buffering architecture requires efficient programmable connections between buffers

and routing tracks enabled by emerging technologies like RRAMs.

2.3.5.3 Savings of Unnecessary Buffers

In conventional FPGAs, the locations of buffers in programmable interconnects are predetermined

during FPGA design. For example, as shown in Fig. 2.1, each switch from one track segment to

another in a switch block (SB) contains a routing buffer . The motivation for this conservative

over-buffering is to avoid a potential large RC delay caused by an unbuffered connection between

two long unbuffered track segments. But this may not be always necessary, especially in short

routing paths. Buffers are needed only in the limited number of routing paths that are long enough

to exhibit a quadratic increase in RC delay.

Buffers with fixed locations also result in unnecessary buffers in non-critical paths. Fig. 2.15

shows a typical delay distribution of all paths in a typical MCNC benchmark ‘tseng’ mapped onto

a conventional FPGA at 32nm technology node. The paths with less criticality (light color in

Fig. 2.15) usually go from an FF through a few logic blocks to another FF, and can be relaxed for
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Figure 2.15: Delay distribution of all paths in a typical application for mapping onto FPGA. Most

paths can be relaxed for less use of buffers.

less use of buffers. In conjunction with the paragraph above, we conclude that a routing path needs

buffers only if it is a long and critical path.

2.3.5.4 Performance Benefit

The fixed locations of buffers in conventional FPGAs also lead to a deviation from optimal timing

results. A case study in Fig. 2.16 shows the timing benefit offered by the on-demand buffering

architecture in FPGA-RPI when compared to the fixed buffer pattern in a conventional FPGA. To

simplify the problem, we assume in this case that the RC delay of a wire with the length of one

block is 0.5RwireCwire = 10ps, and that the buffers in interconnects are considered ideal buffers

with infinite drive, no input/output capacitance, and a fixed intrinsic delay of 90ps. The optimal

length of a wire between two adjacent buffers would be

k =

√
Tbuffer

0.5RwireCwire
= 3

In conventional FPGAs, we suppose that the patterns of pre-fabricated buffers in interconnects

already follow this optimal result to distribute buffers evenly with a distance of three blocks (as
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shown in Fig. 2.16).5 Since the starting point of each net is unknown before fabrication (the offset

can be 0, 1 or 2), the patterns are staggered among different tracks in the same channel, as shown

in Fig. 2.16. When a net is driven by routing congestion to a specific track, it is forced to use all

the buffers in the track. The table in Fig. 2.16 lists all the possible delays of a net from the logic

block “start” to the logic block “end” according to the settings in the conventional FPGA discussed

above. The buffers at the logic block pins are not counted in the delay calculation. As shown in

Fig. 2.16, the worst-case delay in a conventional FPGA is 590ps. On the contrary, the on-demand

buffering architecture in our FPGA-RPI will not suffer from the deviation from the optimal buffer

placement in interconnects as does the conventional FPGA. Buffers are allocated exactly one per

three blocks, resulting in a total delay of only 450ps in Fig. 2.16.

2.3.5.5 Glitch Hazard and Elimination

The regenerative feedback repeater proposed in [104] is chosen as the buffer cell in our buffering

architecture. It is vulnerable to glitches which are shorter than half of the repeater’s delay td.

The authors of [104] concluded that the use of the repeater was limited to FPGA architectures

that use self-timing or clocking to eliminate glitches. But the experiments in [104] were based

on 1.2µm which is more than 10 generations away from the current technology node. We revisit

this glitch issue at the 32nm technology node and find that this hazard is much alleviated. As

shown in Fig. 2.17, when there is a glitch from combinational logics within a logic block (LB),

the glitch will go through the RC network formed by routing wires before reaching a regenerative

feedback repeater. The RC network will act as a low pass filter and will put a lower bound on the

width of a signal that can pass the network. This lower bound can be estimated by the RC delay

of the network. According to ITRS [105], the RC delay of the metal wire with a constant length

increases by 50% with every generation advancement. Meanwhile, the delay of gate decreases

as scaling down continuous. These two trends significantly reduce the probability that glitches

5 In fact it is not always the case in conventional FPGAs. The distribution of buffers is not usually designed for
optimal delay for the sake of area reduction and power consumption savings.
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Figure 2.17: Illustration of glitch elimination. Glitches < 0.5td are filtered out by the RC network

of wire segments before regenerative feedback repeaters. Our on-demand buffering architecture

always guarantee sufficient RC delay of wires for this filtering.

exposed to a repeater are shorter than 0.5td. In addition, our on-demand buffering architecture

guarantees that the wire segments before any repeater are long enough to filter out all glitches

that are shorter than 0.5td. The timing optimization in Section 2.3.5.4 is achieved when buffers

in routing paths are allocated with an RC delay equal to td per segment. Fig. 2.18 shows the

simulation results of the scenario in Fig. 2.17. We set the width of the glitch coming from the
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Figure 2.18: SPICE simulation results of the scenario in Fig. 2.17. Simulation settings can be

found in Section 2.5.1. Wire segments are modeled as a distributed RC network.
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logic block to be 0.4td. The buffer cells in our architecture can still work correctly. Note that in

conventional FPGAs without our on-demand buffering architecture, <0.5td glitches may still be

exposed to regenerative feedback repeaters due to fixed repeater locations in interconnects. For

example, the leftmost repeater in trackk in Fig. 2.16 may have glitch hazard since it immediately

follows its predecessor without protection from wires.

2.4 Design Tool Support

2.4.1 CAD Flow

To evaluate performance and energy consumption of FPGA-RPI via widely used benchmarks, such

as MCNC benchmarks, we need a CAD flow that is able to accept these benchmarks as input. The

CAD flow for conventional FPGAs has been extensively studied [2]. We adopt it and modify it into

a flow for our FPGA-RPI, as shown in Fig. 2.19. The input of the flow is the user application to

Circuit Design

Logic Optimization and 
Technology Mapping (ABC)

Architecture

Mapped Netlist

Architecture 
Logic 

Specification
BC‐Netlist
Generator

Timing‐driven Packing (T‐VPACK)
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Architecture

Power Estimation 
(fpgaEVA_LP2)

Architecture 
Routing 

Specification

Placement and Routing (VPR‐RPI)

PowerArea Delay

Figure 2.19: Customized CAD flow for FPGA-RPI. An enhanced P&R tools is developed for

FPGA-RPI.
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be implemented on FPGA-RPI. The output includes the placement and routing (P&R) result used

for programming the application on FPGA-RPI, as well as an estimation of area, delay, and power

consumption. The main changes of FPGA-RPI compared to the conventional FPGA are in the

programmable interconnects, and we develop a new P&R tool VPR-RPI to adapt to the changes.

We will introduce the features of this tool in the following Sections 2.4.2, 2.4.3, and 2.4.4.

2.4.2 Equivalent Circuit Model for Interconnect

To perform the timing and power analysis for FPGA-RPI, we first develop an equivalent circuit

model for the FPGA-RPI routing structure. Fig. 2.20 shows the equivalent circuit of a represen-

tative routing path from the output pin of a logic block to the input pin of another logic block in

FPGA-RPI and makes a comparison with that of a conventional FPGA. In the circuit model, the

R
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Figure 2.20: Extracted equivalent circuit model of the FPGA-RPI routing structure and comparison

with a conventional FPGA.

MUXs in connection blocks and switch blocks are replaced by the RRAMs, of which one is the

“on” state and the others are at the “off” state. The wire segments are still modeled as distributed

RC lines, but with buffers if allocated. The RC values of wire segments are updated to reflect the

tile area reduction in FPGA-RPI.
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2.4.3 On-Demand Buffer Allocation Algorithm

2.4.3.1 Role in the Flow

To fully utilize the benefits of the on-demand buffering architecture in FPGA-RPI, we develop an

algorithm to choose the suitable positions for buffers that will be allocated in programmable inter-

connects. This will be performed after FPGA routing. Given all the nets routed in programmable

interconnects, the goal is to find a buffer option that minimizes the critical delay. The constraint

is the total number of prefabricated buffers in each channel. Since the on-demand buffering archi-

tecture in FPGA-RPI allows a buffer allocation which is similar to that in ASIC, we considered

implanting into FPGA-RPI several state-of-art methods of ASIC buffer allocation [106, 107, 108].

After comparison of their optimization scenarios with ours, we decided to create a new algo-

rithm that borrows the concepts of buffer placement for minimal delay in ASICs [106] and the

negotiation-based iterative approach for FPGA routing [52].

2.4.3.2 Optimization Without Resource Constraints

We first focus on the delay minimization without constraints of buffer resource. As analyzed in

Section 2.3.5.4, more buffers do not necessarily lead to better timing. We extend a method of buffer

placement in ASIC [106] to FPGA-RPI. Buffers are placed in suitable positions in each routed net

in FPGA-RPI that connects an output pin and multiple input pins of logic blocks together through

programmable interconnects. Each net is equivalent to a routing tree with one source and multiple

sinks. We perform a depth-first search on the routing tree to construct a set of delay/Cdownstream

pairs that correspond to different buffer options for every subtree (Cdownstream refers to downstream

capacitance). During the combination of buffer options from two subtrees in the search, if both

delay and Cdownstream of a buffer option are larger than those of another option, the former one will

be pruned. The complexity of the algorithm is O(B2), where B is the total number of legal buffer

positions in a routing tree.
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2.4.3.3 Consideration of Resource Constraints

If the number of buffer allocated in Section 2.4.3.2 exceeds that of available buffers in some re-

gions, we need to consider the constraint of buffer resource during delay minimization. The method

that we use is inspired by the negotiation-based routing iteration procedure in [52]. That proce-

dure minimizes the critical delay under the constraint of track resource in every channel, which is

similar to our problem. In our case, we add the buffer overuse cost to the delay of a buffer option

as one of the metrics for pruning buffer options (the other metric is still Cdownstream). The total cost

of a buffer option y for a subtree i of a routing tree is expressed as

Cost(y) =Crit(i) · delay(y)

+ [1− Crit(i)] · DNF · h(y) · p(y)
(2.1)

Crit(i) is the largest criticality among all the paths through which subtree i goes. Criticality of

a timing-critical path is close to one, and criticality of a non-critical path is close to zero. DNF

is the delay normalization factor. h(y) and p(y) are the historical and present overuse of buffer

resources, respectively, in buffer option y. p(y) will grow as iteration continues, and the buffers in

uncritical paths will be pushed away from congested regions or even be removed. A brief outline

of our methodology is provided in Algorithm 1.

2.4.4 VPR-RPI: the P&R Tool for FPGA-RPI

To deal with the novel routing structure of FPGA-RPI in the P&R step of CAD flow, we developed

an advanced tool named VPR-RPI (VPR for RRAM-based programmable interconnects) on the

base of the state-of-art FPGA P&R tool in academia, VPR [2, 109]. The main contributions of this

tool are as follows:

1. VPR-RPI can deal with the routing graph of FPGA-RPI as shown in Fig. 2.21b. In this

figure the gray blocks are I/O blocks and logic blocks of FPGA, and the diagonal wires are

the routing paths available in switch blocks. The switch blocks and connection blocks in
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Algorithm 1: A brief outline of the buffer allocation algorithm under the constraint of buffer

resources.
Input : Routing trees RT1, RT2, RT3, ..., RTn

Output: A buffer option Y = {y1, y2, ..., yn} that defines buffer allocation in each RTi

1 while ∃ overused buffers do

2 foreach RTi do

3 rip-up yi and update buffer congestion p(y);

4 yi = AllocBuf (RTi) in [52] with Cost(y) in Eq. 2.1 ;

5 update buffer congestion p(y);

6 end

7 update historical buffer congestion h(y);

8 end

Routing succeeded with a channel width factor of 6.
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Figure 2.21: Overview of the two tools, VPR and VPR-RPI.
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VPR-RPI are placed over logic blocks and provide connections for logic blocks nearby in a

different way than that of the conventional FPGA shown in Fig. 2.21a.

2. VPR-RPI is integrated with the algorithm to perform the on-demand buffer allocation de-

scribed in Section 2.4.3. The tool can display where buffers are needed for allocation in the

final routing result, as shown in Fig. 2.22. The positions for the allocation of buffers are

marked with a black delta shape. The interconnect view of the routing result in Fig. 2.22b

is quite similar to that of ASIC. We describe the good performance of FPGA-RPI in Sec-

tion 2.5.

(a) Routing resource view. (b) Routing result view

Figure 2.22: View of the buffer allocation result generated by VPR-RPI.

2.5 Simulation Results

2.5.1 Settings

We tried to mimic the architecture of the commercial FPGA, the Xilinx Virtex7 family, for mean-

ingful evaluations. It uses 28 nm processes [3]. Due to lack of technology libraries, we are unable
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to choose the exact 28nm models for our experiments. Instead, we choose the nearby 32nm tech-

nology node. We use the settings of eight 6-input look-up tables (6-LUTs) per logic block (LB);

these are used starting from Virtex5 to the most recent Virtex7 [3]. The routing channel width

is obtained with the help of the FPGA Editor in the Xilinx ISE environment. We refer to the in-

telligent FPGA Architecture Repository (iFAR) [9] for other less important architectural settings

that are not provided by the Virtex7 datasheets [3]. We estimate the timing parameters using the

lookup tables in ITRS 2011 [105] and SPICE simulation with PTM device models [110, 111]. The

RRAM model is extracted from the measurement results of the RRAMs fabricated by the process

in [6]. Its “on” resistance is ∼ 103ohm and its “off” resistance is ∼ 109ohm. We also perform a

sensitivity analysis on the RRAM parameters. The 20 largest MCNC benchmark circuits [112] are

used as the input of the CAD flow for conventional FPGA and FPGA-RPI, and comparisons are

made on the output of the CAD flow from the aspects of area, delay and power.

2.5.2 Optimize the On-Demand Buffering Architecture

Compared to a conventional FPGA, FPGA-RPI has a unique on-demand buffering architecture.

Before evaluation, we need to explore the new parameters related to this architecture. We found

that a uniform distribution of buffers over routing channels best serves the buffer demands of

different applications, similar to the uniform distribution of routing channel widths arrived at [2].

Then we need to decide how many buffers to prefabricate per routing channel. In addition, the size

of the buffers needs to be optimized again since the buffering solution has changed as compared to

a conventional FPGA. Based on the observation that a smaller buffer size will increase the number

of buffers demanded by each channel, we explore these two parameters simultaneously. Note that

both of the parameters have an impact on both the area and performance of FPGA-RPI. Therefore,

we use the area-delay product as the optimization goal. Fig. 2.23 shows the result. Here, buffer

size is normalized to the optimal size of the conventional FPGA in iFAR[9]. The area-delay product

is calculated from the geometric mean of the results over the 20 benchmarks and normalized to the

value of the case without any buffer allocated. The drop of the area-delay product curve in Fig. 2.23
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Buffer sizes and area-delay products are normalized.

is a result of the timing improvement when buffer demand is not fully satisfied. The rise of the

curve is a result of the larger area with more buffers. Based on the enlarged portion of Fig. 2.23,

we determine that in our FPGA-RPI the number of buffers per channel is four, and the buffer size

is 0.2 times that used in a conventional FPGA (based on the optimal settings in iFAR).

2.5.3 Evaluation of FPGA-RPI

2.5.3.1 Footprint

Fig. 2.24 provides an area comparison of programmable interconnects in different architecture set-

tings. It shows the area reduction breakdown of the FPGA programmable interconnects achieved

by different technologies proposed in this work. Starting from the baseline FPGA, we first replace

the routing switches and their SRAMs in programmable interconnects with RRAM-based switches

(as discussed in Section 2.2.2.2 and Section 2.3.2). These RRAMs are placed over CMOS tran-

sistors, and their footprint fits into that of the CMOS transistors below; this is guaranteed by our

RRAM-friendly layout design in Section 2.3.3. So we can safely skip the area of RRAMs and

metal wires in this evaluation. The contribution of RRAMs to the CMOS footprint will be their

programming transistors shown in Fig. 2.24. Then we apply our programming transistor sharing
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(as discussed in Section 2.3.4.2). Last, we implement our on-demand buffering architecture (as

discussed in Section 2.3.5.1). The final area savings are 96% of the programmable interconnects,

which corresponds to 50% of the total FPGA area (recall the FPGA area breakdown in Fig. 2.2).

2.5.3.2 Performance

Fig 2.25 shows a performance comparison of programmable interconnects in different architecture

settings.6 The speedup of FPGAs with the three technologies applied step by step mainly stems

from the shorter signal paths due to the area reduction. This observation corresponds with that

of the 3D FPGAs [22]. In addition, the on-demand buffering architecture also drives the buffer

solutions closer to the optimal. The geometric mean of the delay reduction achieved by our FPGA-

RPI is 55%.
6 The improvement trend is not always consistent for every benchmark due to certain delay noise in VPR [113].
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2.5.3.3 Power Consumption

Fig. 2.26 shows a leakage power comparison of programmable interconnects in different architec-

ture settings. Note that the programming transistors of RRAMs are not counted in the evaluations

of leakage power since the programming grids will be completely turned off during the operation of

FPGAs. Our FPGA-RPI reduces the leakage power of programmable interconnects by 79%. Note

that RRAM is also nonvolatile. Power gating can be applied to RRAM-based FPGAs to further

reduce the leakage power during standby. Fig. 2.27 shows a dynamic power comparison of pro-

grammable interconnects in different architecture settings. All of the three technologies applied

step by step lead to area reduction and thus smaller capacitances of shorter wire interconnects. In

addition, the on-demand buffering architecture removes many unnecessary buffers in both short

paths and uncritical paths. The geometric mean of the dynamic power savings achieved by our

FPGA-RPI is 56%.
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2.5.4 Impact on LB Architectural Design

The increasing overhead of programmable interconnects pushes FPGA vendors to larger and more

complicated logic blocks (LBs). For example, the Xilinx FPGAs in the Virtex family before Vir-

tex5 put eight 4-input look-up-tables (4-LUTs) in one LB [114]. The FPGAs starting from Virtex5

to the most recent Virtex7 switched to eight 6-LUTs in one LB [3]. The proportion of LBs in

today’s FPGAs is close to 50%, and this large proportion masks the benefits coming from the

improved programmable interconnects. In literature [22, 23, 8], researchers intentionally chose

smaller LBs as their architecture settings to highlight the benefits from programmable intercon-

nects. Here, we provide a more complete study to see which LBs will lead to a smaller footprint,

higher speed, and lower power consumption for both logic and routing parts. Fig. 2.28 shows

the overall footprints, delays, and power consumptions in the FPGA architectures with LBs made

up of 6-LUTs and 4-LUTs. Before we apply our RRAM-based programmable interconnects, the

FPGA architecture with more complicated LBs is generally comparable or even better than that

with simpler LBs. After we improve the programmable interconnects with our FPGA-RPI, the

FPGA architecture with simpler LBs is better since it receives more benefits from our techniques.

This architectural change further reduces the total area, delay, and power consumption by averages

of 34%, 7.6% and 25%, respectively.

2.5.5 Sensitivity Analysis

Since the RRAM is an emerging technology, its device parameters tend to be hard to control. This

motivates us to conduct a sensitivity analysis for RRAM parameters. The key parameter of RRAMs

is the on/off ratio. We sweep the on/off ratio by two orders of magnitude, and Fig. 2.29 shows the

impact. The analysis is performed on the FPGA-RPI with 4-LUT, and the results are shown in

the form of gains compared to the conventional FPGA with 6-LUT. On each curve in Fig. 2.29, the

on/off ratio is fixed and there is a tradeoff between the “on” resistance Ron and the “off” resistance

Roff. Larger Roff leads to smaller leakage power and larger energy savings. Larger Ron leads to
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Figure 2.28: Comparisons of FPGA architectures with more complicated LBs and simpler LBs.

53



2.2

2.4

y/
Cy
cl
e 
(x
)

1.8

2

Parameters used 
by our experimentsot

al
 E
ne

rg
y

1.4

1.6

Roff/Ron swept from 105 to 107

by our experiments
uc
tio

n 
of
 T
o

0.4 0.6 0.8 1 1.2 1.4 1.6 1.8 2
1.2

Total Speedup (x)

Re
du

Total Speedup (x)

Figure 2.29: Sensitivity analysis of the RRAMs on/off ratio for FPGA-RPI. Each line corresponds

with a fixed on/off ratio. There is a tradeoff between delay and power savings on each line.

larger resistance on signal paths and smaller speedup. We suggest trading off energy savings for

larger speedup since we can apply power gating to save more energy by using the nonvolatility of

RRAMs. When we switch from a line of a smaller on/off ratio to one of a larger ratio in Fig. 2.29,

we will achieve improvement in both performance and power savings.

2.6 Interconnect Improvement in LBs

There are local interconnects in logic blocks (LBs). We can improve the local interconnects as

we do for the global interconnects. For the sake of simplicity, we consider a basic LB model

taken from [2] and shown in Fig. 2.30. Note that there are large MUXes between the input pins of

LBs and those of basic logic elements (BLEs). They allow each of the BLE inputs to connect to

any of the LB inputs or any of the BLE outputs. This feature of being fully-connected simplifies

the design of CAD tools and is implemented in many commercial FPGAs [2]. The structure of

these local interconnects is similar to the N ×M MUXes used in connection blocks in Fig. 2.6a.

We can also build them by RRAMs and apply our programming transistor sharing as discussed
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Figure 2.30: The internal structure of a state-of-art LB described in [2].

in Section 2.3.2 and Section 2.3.4.2. Fig. 2.31 shows the area reduction achieved by RRAM-

8 BLEs ‐ 255 Local Interconnects ‐ 401

(a) Baseline FPGA. Total area = 1370 um2.

Global Interconnects ‐ 712

8 BLEs ‐ 255 Prog trans – 5.97

(b) FPGA with RRAM-based local interconnects. Total area = 973 um2.

Global Interconnects ‐ 712

8 BLE 255 P t 5 97 G I 27 58 BLEs ‐ 255 Prog trans – 5.97

(c) FPGA-RPI also with our renovated global interconnects. Total area = 289 um2.

G.I. – 27.5

Figure 2.31: Area comparison of a single tile in an FPGA. The white parts belong to LBs. Each

LB contains eight 6-LUTs. The number of LB inputs is 27, optimized by design experience in [9].

based local interconnects. The reduction of the LB area due to RRAM-based local interconnects

is 60%. It further increases the overall FPGA area reduction enabled by RRAMs. It also leads

to extra benefits in performance and power savings due to shorter signal paths, as discussed in

Section 2.5.3 and [22]. Since there are many different kinds of LB structures in modern FPGAs,

we only use Fig. 2.30 as a case study and expect that the area reduction will vary for different types

of LB designs.
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2.7 Conclusion and Future Work

This chapter presents FPGA-RPI, a novel FPGA architecture with RRAM-based programmable

interconnects. Programmable interconnects are the dominant part of conventional FPGA. We use

RRAMs to build programmable interconnects and optimize their structures for the RRAM prop-

erties. A customized CAD flow is provided for FPGA-RPI, with an advanced P&R tool named

VPR-RPI that was developed for FPGA-RPI to deal with its novel structures. Results show that

the programmable interconnects of FPGA-RPI have a 96% smaller footprint, 55% higher perfor-

mance, and 79% lower power consumptions compared to other FPGA counterparts. Note that no

die-stacking is needed to achieve this degree of area reduction and speedup. If 3D integration

technology is introduced in the future to stack several FPGA-RPIs together, at least 2x more im-

provement in density and speedup can be expected according to the experimental results on 3D

architectures in [22].

Though this work shows the significant benefits of NVMs that can be brought to FPGAs and

offers solutions to important technical challenges, there are still problems to solve to make NVM-

based FPGAs ready for manufacturing. A common problem in NVM-based FPGAs [31, 32, 33,

34, 35, 36, 37, 38, 23, 39, 8, 40, 41, 42] is the degraded NVM stability. During FPGA operations,

NVMs have to continuously being monitored to control signal paths in programmable intercon-

nects and suffer from constant voltage stresses. When NVMs are used as routing switches in

FPGA interconnects [38, 23, 39, 8, 40, 41, 42], the reliability of CMOS gates might also degrade.

When voltages are applied to the two terminals of an RRAM for programming, the CMOS gates

in logic cells which are directly connected to the RRAM will be exposed to this high voltage and

can suffer from pulse stresses. Given the high benefits of NVM-based FPGAs, it is worthwhile to

solve these reliability problems in order to make real products from this technology. Chapter 3 in

this thesis is an example of such efforts.
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CHAPTER 3

Defect-Aware Routing on Nanodevice-Based Programmable

Interconnects

3.1 Introduction

As discussed in the previous chapter, it is beneficial to introduce nanodevices to FPGAs. In fact, a

number of FPGAs based on emerging nanodevices have been explored in the past few years [45,

38, 23, 35, 25, 41]. The emerging nanodevices include resistive RAM (RRAM) [45], phase-change

RAM (PCRAM) [38], nanoelectromechanical (NEM) relays [23, 35], and molecular switches [25,

41]. They can be generalized as bistable switches which can be programmed between the ”on”

and ”off” states, as shown in Fig. 3.1a [46]. A single nanodevice can function as a routing switch

“on” 
t t

I SRAM
state

“off”  “on”

“on” “off”
V0 “off” 

state
Vth

on   off
“on” 
state

state

(a) (b)

SRAM

Figure 3.1: Illustration of nanodevices. (a) Hysteresis characteristic of a two-terminal RRAM

nanodevice. (b) Function as a routing switch in place of a pass transistor and its six-transistor

SRAM cell.

in place of a pass transistor and its six-transistor SRAM cell in conventional FPGAs, as shown
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in Fig. 3.1b. Programmable interconnects of FPGAs can therefore be built from nanodevices and

have smaller footprints. In addition, these nanodevices are fabricated among metal layers and do

not contribute to the footprint of the CMOS transistors below them. Note that conventional FPGAs

prefer multiplexers to pass transistors as the basic circuits in programmable interconnects for fewer

configuration bits, though signals have to pass more levels of gates in multiplexers. However,

nanodevices provide configuration bit storages along with signal paths. Nanodevice-based FPGAs

switch back to pass transistors for higher performance [45, 38, 23, 25, 41]. These nanodevices are

also nonvolatile devices and can save significant leakage power. To summarize, nanodevice-based

FPGAs show a significant potential to save footprint, critical path delay and power consumption.

For example, a NEM-relay FPGA in [23] achieves savings of 43%, 28% and 37% respectively. A

RRAM-based FPGA proposed in [45] achieves savings of 80% , 56% and 39% respectively.

In nanodevice manufacturing, defects are a certainty, and reliability becomes a critical issue.

The projected defect rate of nanodevices can be up to 10−1, which is much higher than the level of

10−9 to 10−12 in CMOS systems [47, 35]. A number of approaches have been proposed to improve

the FPGA yield by leveraging its reconfigurable structures. They can be categorized into several

groups, including component-specific implementation [48, 49, 50, 35, 47, 41, 46], design-specific

testing [115, 116, 117], and adding redundancy to FPGA architecture [118, 119]. Among them,

component-specific implementation provides the highest level of defect tolerance at a modest area

overhead. That’s because it provides implementations adaptive to each defect. Defect-tolerant

CAD tools are needed to configure FPGAs to work around all detected faults. Component-specific

implementation proves beneficial for alleviating process variation as well, which is another main

issue as feature sizes scale toward atomic limits [120]. The overhead of component-specific im-

plementation is that the manufacturer needs to try programming every nanodevice in an FPGA

chip to obtain the defect map. Then the defect-tolerant CAD flow needs to be performed for every

defective chip. Given the high defect rate of nanodevices, all the approaches that target at defect

tolerance in the nano era choose component-specific implementation [48, 49, 50, 35, 47, 41, 46].

Our work also belongs to this group.

58



Defects in programmable nanodevices are manifested as losses of configurability. A defective

nanodevice may be stuck at an either ”on” or ”off” state [47, 46]. If the nanodevice is used in a

logic block, it leads to a stuck-at-1 or stuck-at-0 bit. If the nanodevice is used in programmable

interconnects, it leads to a stuck-closed or stuck-open switch.

Defect tolerance in logic blocks has been explored in recent years [50, 35, 47]. However, in

an FPGA chip, programmable interconnects usually occupy 2-4x more area than logic blocks [22,

23, 25], and are the dominant part. Tolerance of defects in programmable interconnects requires

more attention than that in logic blocks. The stuck-open switches in interconnects can be easily

solved by removing the broken edges from the routing graph [51, 41]. The authors of [41] showed

that yield can remain nearly 100%, even at a defect rate of stuck-open switches as large as 50%.

However, they ignored stuck-closed switches, which are much more challenging than stuck-open

switches. In Section 3.2, we will show that stuck-close switches need to remove >10x routing

resources than stuck-open switches when simple defect avoidance is used. However, the good

thing is that a stuck-closed switch can still be used opportunistically if we can guarantee that the

two nodes shorted by the switch are always mapped to the same net. They can be regarded as

extra shorting constraints during the routing phase [46], just as done for logic blocks in [35, 47].

Along with huge resource savings, this method has two challenges: 1) Defects in programmable

interconnects can propagate over the entire chip, and their tolerance has to be solved in a more

global way, with scalability taken into account; 2) Existing FPGA routing algorithms work on a

directed routing graph which assumes that all the edges can programmed to be open or closed,

and shorting constraints break this assumption. The second challenge pushes some researchers to

switch to algorithms that can easily deal with shorting constraints, but lead to poor scalability and

solution quality. For example, the SAT-based method in [46] uses Boolean clauses to apply defect

constraints, but has high time complexity due to the large search space and is unable to develop a

timing-driven flow based on the satisfiability solver.

The contributions of this chapter are as follows. First it provides a complete defect analysis.

Then we propose a scalable algorithm to perform timing-driven routing under shorting constraints.
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We start from the negotiation-based procedure [52], the state-of-art routing algorithm of FPGAs,

to maintain the circuit performance and the tool runtime. We extend the idea of the resource nego-

tiation to balance the goals of timing and routability under shorting constraints. We also observe

that a routing node will be logically inconsistent with certain nets due to shorting edges. Therefore,

we add a mechanism to achieve fast pruning before routing of each net. We also develop several

techniques to guide the router to map the shorting clusters to those nets with more shared paths for

better utilization of routing resources while automatically balancing it with circuit performance. In

addition, we discovered that some logic blocks will become virtually unusable due to shorted pins

found in the defect analysis. We enhance the placement algorithm to recover these logic blocks.

3.2 Quantitative Defect Analysis

This section provides a complete impact analysis of both stuck-open and stuck-close defects in

programmable interconnects. To the best knowledge of the authors, this is the first work that

systematically evaluates the impacts of the two defect types and observes new phenomenon.

3.2.1 Impact on Routing

As mentioned in Section 3.1, defects in programmable nanodevices are manifested as losses of

configurability [47, 46]. When these nanodevices are used as routing switches in programmable

interconnects, the defects can be categorized into two types. The stuck-open defect indicates that

the connection between two nodes cannot be used. The stuck-closed defect indicates that the two

nodes on the two sides of the switch will always be shorted. Fig. 3.2 shows an example of the two

types of defects.1 To solve a stuck-open defect, e.g., the switch between routing track A and B in

Fig. 3.2, we can avoid using it during the routing process. The impact of removing a single edge

from the routing graph is very limited since there are always many alternative paths between two

1 For demonstration purpose, only one routing track per channel is shown in the figure. Routing buffers are also
omitted. FPGAs have more complex structures and our tool works on a generalized structure.
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Figure 3.2: Illustration of stuck-open and stuck-closed defects of nanodevice-based routing

switches in programmable interconnects. LB⇒ logic block.

arbitrary nodes in programmable interconnects.

However a stuck-closed defect, e.g., the switch between routing track C and D in Fig. 3.2, has

a much higher impact. When track C and D are mapped to two different nets during routing, a

logic conflict will occur due to the stuck-closed switch between the two tracks. A simple solution

to guarantee logic consistence is to avoid using the two routing tracks shorted by any stuck-closed

switch (as shown in Fig. 3.3). This is equivalent to avoidance of all the routing switches connected

C

routing track to avoid
routing switch to avoidD

stuck-at-close defect
routing track to avoid

Figure 3.3: Solve a stuck-closed defect by simple defect avoidance. All of the 15 switches shown

in this figure need to be discarded due to a single stuck-closed switch.

61



to the two routing tracks. In this case, all of the 15 switches shown in Fig. 3.3 need to be avoided.

The overhead of solving a stuck-closed defect can be 15x that of solving a stuck-open defect when

simple defect avoidance is used by the defect-tolerant CAD tool. To quantify the impact of a

stuck-closed defect, we develop an approximate model based on probability. Let’s use denotation

in Table 3.1. Then the probability of a routing track a that is connected with at least one stuck-

symbol meaning

r defect rate of stuck-closed switches

n number of switches that a routing track is connected with

Table 3.1: Denotation of settings for defect impact analysis.

closed switch is

P(a) = 1− (1− r)n ≈ nr for r � 1.

It is also the probability of this track to be disabled due to the stuck-closed switch(es). Every

routing switch is connected with two routing tracks. A switch s will be avoided if either of the two

routing tracks is disabled, at probability

P(s) = 1− (1− P(a))2 ≈ 2nr − n2r2 ≈ 2nr for r � 1. (3.1)

This indicates that for stuck-closed defects, the effective defect rate is enlarged by 2n times. De-

pending on the structure of programmable interconnects, n could be 6–100 [2, 41, 45]. We perform

simulations to verify our analytic model using a typical MCNC benchmark [112] mapped onto the

RRAM-based FPGA architecture (n = 6) in [45] and also a heavily modified version of VPR.2.

Fig. 3.4 shows an impact comparison between the stuck-open and stuck-closed defects. The

tolerance level of stuck-closed defects is 10x lower than that of stuck-open defects when simple

defect avoidance is used. Eq. (3.1) also leads to a dilemma. When we want to improve routability

by adding more switches, i.e., by increasing n, we may not achieve desirable results due to the

deteriorating impact of stuck-closed defects. To overcome these difficulties, we need to utilize

2 VPR is a state-of-art FPGA CAD tool in academia [2, 109]
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Figure 3.4: Impact comparison of the stuck-open and stuck-closed defects on routability. Delay

going down to zero ⇒ unroutable. ∼10x gap observed between the impacts of the two defect

types.

stuck-closed switches by treating them as shorting constraints during routing instead of simple

avoidance.

3.2.2 Impact on Placement

Another problem brought on by stuck-closed defects is shorted pins of logic blocks. As shown

in Fig. 3.2, consecutive stuck-closed switches can form shorting paths. Some shorting paths may

happen to connect pins of logic blocks together. Take the two physical logic blocks P and Q with

shorted pins in Fig. 3.2 for example. If the two netlist logic blocks which are placed at P and Q do

not share common nets in their inputs or outputs, logic inconsistency will be found during routing.

Considering the large number of paths between two arbitrary pins of logic blocks, the expectation

of the number of logic blocks with shorted pins is not trivial. Again we perform simulations to

evaluate this impact using the same settings in Section 3.2.1. Fig. 3.5a shows that >60% logic

blocks are involved with shorted pins at a stuck-closed defect rate of 5%. It indicates that though

the logic inconsistency of placed logic blocks like P and Q can be solved by rejecting all the

physical logic blocks with shorted pins during placement, it is not practical to reject >60% of

logic blocks. Fig. 3.5b further shows that the number of logic blocks with shorted pins will also
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increase as the number of routing tracks per channel increases. This leads to another dilemma.
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Figure 3.5: The number of logic blocks (LBs) with shorted pins over different stuck-closed defect

rates and numbers of routing tracks in channel.

When we want to improve routability by adding more routing tracks, more paths will be created

between pins of logic blocks, and more blocks will be involved with shorted pins. To overcome

these difficulties, we need to recover the logic blocks with shorted pins via an enhanced placement

algorithm.

3.3 Defect-Tolerant Routing

The FPGA routing resources and their connections are represented as a directed graphG = (V,E),

as show in Fig. 3.6. The node set V corresponds to input/output pins of logic blocks as well

as routing tracks, the edge set E to routing switches (with buffers). The edges of stuck-open

defects will be removed from the graph before routing. The edges of stuck-closed defects will be

marked as shorting edges, e.g., es = (vk → vl). Nodes shorted by the shorting edges will form an

electrically shorted cluster (ES-cluster), e.g., {c, d, e, g, h} in Fig. 3.6. Associated with each node

v is a constant delay d(v) and a congestion cost c(v) determined by the competition among signals

for v. Each net i in a netlist to be mapped onto the FPGA will place a source node si and multiple
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Figure 3.6: Example of a routing graph with shorting constraints. Bold red arrows indicate short-

ing edges. Nodes {c, d, e, g, h} shorted by the shorting edges form an electrically shorted cluster

(ES-cluster) as highlighted.

sink nodes tij in the graph. A routing problem is to find a routing tree RTi = (Vi, Ei) ⊆ G to

connect si to all tij , for every i and j. A valid routing solution requires that every node is included

in only one routing tree, i.e., ∀v ∈ V, c(v) ≤ 1. If the shorting constraints are applied to the routing

solution, it also requires that a successor node is included in the same tree as its precedent node,

i.e.,

∃es = (vk → vl)

vk ∈ Vi of RTi

⇒ vl ∈ Vi (3.2)

This section include several technologies to enhance routing under shorting constraints.

3.3.1 Enforcement of Shorting Constraints

The basic idea of the enforcement of shorting constraints in our tool is that we do not immediately

remove the ES-cluster from the routing graph if any node in the cluster is used by a routing tree.

For better solution quality, at the first few routing iterations, we allow multiple routing trees to use

the nodes in the same ES-cluster and put circuit performance as the primary optimization goal.

Then we gradually increase the penalty on the violation of shorting constraints to guarantee that

the final routing solution complies with all the shorting constraints. The negotiation-based routing
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[52] balances circuit performance and resource overuse via the concept of node congestion. We

extend the congestion concept so that negotiation can be performed between circuit performance

and shorting constraints as well. Fig. 3.7 is an illustration of our method. When we add one

c cc c c cc cc c c c
c(f)=1 c(f)=1 c(f)=1 c(f)=1

d g d gg d g d gc(g)=1 c(d)=1 c(g)=1 c(d)=1 c(g)=1

e h e hh h e h
c(h)=1 c(h)=1 c(h)=1c ff(e)=1c(h) 1 c(h) 1 c(h) 1ceff(e) 1

(a) (b) (c) (d)

Figure 3.7: Our extension of the congestion concept for routing under shorting constraints. (a)

Add node c to a routing tree. (b) Recursively add all the successor nodes and increase congestions.

(c) Add node d to another routing tree. (d) Replace the congestion cost with the effective cost for

precedent nodes, e.g., node e.

node to a routing tree, e.g., node c in Fig. 3.7(a), we recursively add all the successor nodes in the

ES-cluster to the tree, e.g., nodes g and h in Fig. 3.7(b), and increase all of their congestions by

one. Other routing tress can compete for node g and h as well as node c, but with the penalty of

their congestion costs. As the routing iteration continues, the router will exponentially increase

the weight of the congestion costs in the node costs to eliminate any constraint violation. Other

routing trees can still use node d freely since it does not violate any shorting constraint, as shown

in Fig. 3.7(c). But adding node e to other routing trees will incur a violation though its congestion

has never been increased, as shown in Fig. 3.7(d). That’s because node e is a predecessor node of

other used nodes in the ES-cluster. To apply shorting constraints, we replace the congestion cost

with an effective cost:

ceff(vl) = max{c(vl), c(vl1), c(vl2), · · · , c(vln)} (3.3)

where vlk for 1 ≤ k ≤ n are all the sink nodes in an ES-cluster of routing nodes that are reachable

from vk. Here sink nodes refer to the nodes without any outgoing shorting edges. In Fig. 3.7(d),
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the qualified sink nodes for node e are node c and d. By our extension of the congestion concept,

the route could utilize all the nodes in ES-clusters as much as it can while balancing with circuit

performance.

3.3.2 Prune Invalid Solutions Before Routing

We also observe that there are nodes that will always be logically inconsistent with certain nets

due to shorting edges. It takes many iterations for the router to figure out the inconsistency via

the increasing congestion of these nodes. Therefore we add a mechanism to quickly prune these

invalid routing solutions by analysis of shorting edges. Fig. 3.8 shows an example. Track 1 is

1 2 3

PLB
i j k

NLB PLBa

i j k
track shorted to pin: reject all nets other than {i, j, k}

NLBNLB

Figure 3.8: Example of fast pruning of invalid routing solutions. Any routing solution that maps

track 1 to the net in set {i, j, k} can be pruned ahead of time.

shorted to pin a of the PLB. It should only be used by net i, j or k since the netlist logic block

(NLB) placed in the PLB contains only net i, j and k as inputs. We mark track 1 incompatible with

all the nets in set {i, j, k}. We will calculate the incompatible node set for every net before routing.

We temporarily remove all the incompatible nodes from the routing graph during the routing of a

net to reduce the solution space.

67



3.3.3 Smart Mapping of ES-Clusters to Nets

3.3.3.1 Motivation

Since the shorting constraints are new to the FPGA router, we want to develop some techniques to

help the router converge at a solution that maps the ES-clusters to suitable nets for better utilization

of routing resources. Fig. 3.9 shows a motivation example. To route a net from s2 to t21, there exist

sources output pins routing tracks input pins sinksp p g p p

f t11ic
s1 a

t12

j
gd

ks2 b

tle hrouting choice t21le h
shorting edge

g

Figure 3.9: To route a net from s2 to t21, there exist two shortest paths—one via node d and the

other via node e as highlighted. We guide the router to route via node e for better utilization of

resources.

two shortest paths, one via node d and the other via node e as highlighted. Conventional FPGA

routers treat nodes d and e equally. However the shorting edge from node d to c leads to a waste of

node c. On the other hand, the shorting edge from node e to h saves resources. It motivates us to

guide the router to map ES-clusters to those nets in more shared paths.

3.3.3.2 Categorization of ES-Clusters

We discover that different techniques should be applied to large ES-clusters and small ES-clusters

respectively. As shown in Fig. 3.10, while the small ES-cluster can be fully utilized by both net 1

and net 2, the large ES-cluster can be fully utilized only by net 2. This indicates that the benefits of

68



using small ES-clusters can be judged locally during the routing of a net, since smaller ES-clusters

have simple topologies and are usually fully utilized as long as they have paths shared with the

net. The mapping of large ES-clusters needs to be planned globally before routing since partial
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Figure 3.10: A distribution of ES-clusters with different sizes in a defective nanodevice-based

FPGA. Along with it is an example of the different potentials of small ES-clusters and large ES-

clusters exposed to the same nets.

utilization is a more common case, and we want to maximize the utilization ratio over more net

candidates. The global and local strategies for large ES-clusters and small ES-clusters are also

determined by the exponential relationship between cluster size and cluster amount, as shown in

Fig. 3.10.

3.3.3.3 Global Planning of Large ES-Clusters

We formulate the global planning of large ES-clusters to nets as a search for a subset of edges in

a weighted bipartite graph (Q,C,E), with net set Q, cluster set C and edge set E. The weight of

an edge e = (q, c) ∈ E refers to the length of the shared path between an ES-cluster c and a net

q (with reference to its source and sink locations). The goal is to find an edge subset E ′ ⊆ E to

attain the upper bound of
∑

e∈E′ w(e). The constraint is that no two edges in the subset E ′ share

a common cluster. The optimal solution can be obtained by a greedy algorithm which selects the
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edge of each ES-cluster ci to the net with the largest w(q, ci) among ∀q ∈ Q. Let us denote such q

that maximizes the weight for ci as q(ci). The optimality of the greedy algorithm can be proved as

follows:

Proof. Since

w(q, c) ≥ 0,∀q ∈ Q, c ∈ C

we have

∀c ∈ C, ∃(q, c) ∈ E ′

otherwise, we can always add (q, c) to E ′ to make
∑

e∈E′ w(e) larger. Then

max
∑
e∈E′

w(e) = max

|C|∑
i=1

w(q, ci)

Since

∀ci ∈ C,w(q, ci) ≤ w (q(ci), ci)

we have ∑
e∈E′

w(e) ≤
|C|∑
i=1

w (q(ci), ci)

Here we assume that a net can be assigned with multiple ES-clusters. In practice we find that

due to the limited connectivity of the routing graph, a net is usually able to use only one ES-cluster

out of all the clusters assigned to it. To eliminate the waste of clusters, we add the constraint that

no two edges share a common net. Now the problem becomes the maximum weighted bipartite

graph matching. The optimal solution can be obtained by using the augmenting path algorithm.

3.3.3.4 Runtime Mapping of Small ES-Clusters

When the router routes a net and has multiple routing node candidates to traverse towards the sink

of the net, we guide the router to prefer the node which is connected to an ES-cluster with its path
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towards the sink, on the condition that this bias does not hurt timing. We enhance the cost function

of a node candidate v into

Cost(v) = Crit(RTi) · d(v) + [1− Crit(RTi)] · D · ceff(v)/s(v) (3.4)

s(v) is a factor added by us to guide the router. It is equal to one plus the distance of the path

shared between the involved ES-cluster and the net towards its sink. The other parts in the formula

remain unchanged. Crit(RTi) is the largest timing criticality among all the paths in the routingRTi

tree to route net i and ranges between 0–1. d(v) is the delay. D is the delay normalization factor.

ceff(v) is the effective congestion cost. In this enhanced cost function, s(v) plays role only when

Crit(RTi) is small and ceff(v) is large, i.e., applied only to an uncritical path under a tight budget

of routing resources. The proposed cost function enables our use of ES-clusters to automatically

balance circuit performance and routability.

3.3.4 Implementation

Given the denotations in Table 3.2, Algorithm 2 shows how we implement our defect-tolerant

routing into the negotiation-based routing procedure [52].

Denotations Meanings

v, u routing nodes

si the source node of net i

tij the jth sink of si

RTi routing tree of si

e = (vk, vl) reconfigurable edge that connects vk to vl in routing graph

es = (vk, vl) shorting edge that connects vk to vl in routing graph

c(v) congestion of v which records how many routing trees use this node

Table 3.2: Denotation table for defect-tolerant routing.

Step 1 of Algorithm 2, discussed in Section 3.3.3.3, maps large ES-clusters to more suitable
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Algorithm 2: Implementation of our defect-tolerant routing in Pathfinder.
Input : source nodes si for each net i and their corresponding sink nodes tij
Output: RTi = (Vi, Ei) ∈ G for k → ∀i,

s.t. ∀es = (vl → vk), vk ∈ Vi of RTi ⇒ vl ∈ Vi

1 global planning of large ES-clusters;

2 while ∃ overused resources do
3 foreach si do
4 rip-up RTi and ∀v ∈ Vi of RTi, update ceff(v) in eq. (3.3);

5 set RTi := si;

6 foreach tij of si do
7 Set priority queue PQ := RTi with

PathCost(v) := Crit(RTi) · delay(v),∀v ∈ RTi;

8 while tij not found do
9 pop lowest cost node v from PQ;

10 foreach u := fanout(v) do
11 add u to PQ with PathCost(u) := PathCost(v) + Cost(u) shown in

eq. (3.4);

12 end

13 end
14 foreach node v in path from RTi to tij do
15 update ceff(v) in eq. (3.3);

16 RecursiveAdd(v, RTi);

17 end

18 end

19 end
20 ∀v, update historical congestion based on ceff(v) in eq. (3.3);

21 perform timing analysis and update Crit(RTi);

22 end

23 RecursiveAdd(v, RTi) begin
24 foreach u where ∃es = (v → u) do
25 RecursiveAdd(u, RTi);

26 end

27 end
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nets. The updates of congestion in Step 4, Step 15 and Step 20, discussed in Section 3.3.1, apply

constraints to successor nodes in the routing. The calculation of node cost Cost(u) in Step 11,

discussed in Section 3.3.3.4, maps small ES-clusters to more suitable nets. The recursive addition

of nodes to routing trees in Step 16, discussed in Section 3.3.1, applies constraints to predecessor

nodes in the routing.

3.4 Defect-Tolerant Placement

3.4.1 Methodology

In this section we enhance the placement algorithm to recover the logic blocks which become

virtually unusable due to shorted pins. First we show that though it sounds like a good idea to place

two netlist logic blocks (NLBs) with shared nets in two physical logic blocks (PLBs) with shorted

pins, it is not practical. We discover that even the check of logic consistency on the placement of

a group of PLBs with shorted pins cannot be divided into sub-problems and therefore is hard to

solve. As shown in Fig. 3.11, NLB pair (b,d) in the netlist has a shared input and output which

match the shorted pins of PLB (B,D). NLB pair (b,c) has shared inputs which match the shorted

pins of PLB (B,C). However the connection of (b,c,d) does not match the shorted pins of (B,C,D)

but matches (B,E,D). In addition, it is not desirable that the placement constraint of a PLB depends

on the NLB placed in another PLB—e.g. PLB B and C in Fig. 3.11. Here we propose a cost-

effective way to decorrelate the placement of multiple logic blocks. We reduce the ES-cluster size

of shorted pins by disabling pins so that there is only one pin left in each cluster. All the other pins

disabled in each cluster will be mapped to don’t-cares for their logic blocks. Then we do not need

to consider logic relationships among logic blocks and only need to focus on placement of logic

blocks with different numbers of pins. This method works based on two of our observations. The

first observation is that in a netlist there are many logic blocks that do not fully utilize their pins, as

shown in Fig. 3.12. The second observation is that most ES-clusters contain only two shorted pins
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Figure 3.11: Example of the challenge in the placement of logic blocks with shorted pins. (a) A

netlist. (b) Logic blocks with shorted pins (checked pad⇒ output pin). Though the connections of

(b,d) and (b,c) in the netlist match the shorted pins of (B,D) and (B,C) respectively, the connection

of (b,c,d) does not match (B,C,D) but matches (B,E,D).
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Figure 3.12: Distribution of logic blocks over different numbers of used inputs in a netlist after

logic synthesis. Logic synthesis is performed by the Berkeley ABC tool [10] using a 4-LUT FPGA

library. Pins are not fully utilized in many logic blocks.
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and only half of them need to be disabled, as shown in Fig. 3.13a.3 Therefore many logic blocks

remain with the full pin set, as shown in Fig. 3.13b.
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Figure 3.13: (a) Count of ES-clusters over different numbers of shorted pins. (b) Distribution of

physical logic blocks (PLBs) over different numbers of active inputs (i.e., not disabled) after pin

disabling.

3.4.2 Implementation

3.4.2.1 Simulated Annealing

Simulated annealing [121] serves as the placement engine in VPR [2, 109], a state-of-art CAD tool

in academia. Algorithm 3 shows how we implement our defect-tolerant placement in simulated

annealing.

In step 1 of Algorithm 3, we first check hard violation for shorted pins of logic blocks against

circuit rules. For example, in Fig. 3.11, the output pins of PLB A and J are shorted. In this case,

we have to disable one of them — let’s say PLB J, to avoid logic conflict.

In step 2 of Algorithm 3, we disable shorted pins in each ES-cluster to decorrelate the place-

ment of multiple NLBs, as discussed in Section 3.4.

3 See Section 3.5.1 for simulation settings.
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Algorithm 3: Integration of our defect-tolerant placement in simulated annealing.
Input : PLB set P , NLB set V .

Denote :
|p| := # of inputs of a PLB p ∈ P

|v| := # of inputs of a NLB v ∈ V

Output:
An injective function f : V → P ,

s.t. ∀v ∈ V , f(v) = p ∈ P and |v| ≤ |p|.

1 Check and disable PLBs with hard violation;

2 Check and disable part of shorted pins;

3 Initial random placement, s.t. f(v) = p⇒ |v| ≤ |p|;

4 while Simulated annealing continues to improve timing do

5 · · ·

6 Randomly select two PLBs p1 and p2;

7 foreach (i, j) ∈ {(1, 2), (2, 1)} do

8 if |f−1(pi)| ≤ |pj| or f−1(pi) = null then

9 Swap: {f−1(p1), f
−1(p2)} → {f−1(p2), f

−1(p1)} ;

10 end

11 end

12 · · ·

13 end
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In step 3 of Algorithm 3, we need to generate an initial placement of NLBs at PLBs as the

starting point of simulated annealing. For every NLB, we randomly search for a PLB with sufficient

active pins. Note that the NLBs with more inputs have fewer PLB candidates. To maximize the

number of NLBs that can be placed at PLBs in the given FPGA, we place the NLBs in decreasing

order in terms of the number of inputs.

In step 9 of Algorithm 3, during the random swap of the two NLBs placed at two PLBs, we

also need to check whether active pins suffice the swapped case. It is also possible that a PLB is

not placed with any NLB. In this case, the check can be exempted.

3.4.2.2 Analytical Placement

Recent trends indicate that analytical placement is taking the place of simulated annealing as the

mainstream placement method for FPGAs. For example, Xilinx released the Vivado®tool suite

to replace its ISE®tool suite which was used for decades [122]. The Vivado®tool suite adopts

analytical placement, and its runtime becomes 4x faster than its simulated annealing baseline. Our

defect-tolerant placement can also be easily migrated into analytical placement. Enhancement is

needed only in the legalization step in analytical placement. In this step, legalization is applied to

each type of logic block sequentially. Each type of NLBs will be spread from unaligned locations

optimized by an analytical solver for minimum cost function to nearby slots of PLBs with the

same type. We can limit the spread of each NLB within those PLBs with sufficient active pins.

Algorithm 4 shows how we enhance the legalization. This legalization flow will be applied to

each type of logic block. Note that we call the function OriginalLegalization(V, P ) used in the

original analytical placement. The task of this function is to spread NLBs in set V from unaligned

locations to PLBs in set P . We apply this function to NLBs in set V in a decreasing order of

input pins since NLBs with more pins have fewer PLB candidates. By doing so, this flow could

maximize the utilization of PLBs.
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Algorithm 4: Implementation of our defect-tolerant placement in the legalization step of

analytical placement.
Input : PLB set P , NLB set V .

Denote :
|p| := # of inputs of a PLB p ∈ P , Pi := {p| |p| = i}

|v| := # of inputs of a NLB v ∈ V , Vi := {v| |v| = i}

Output:
An injective function f : V → P ,

s.t. ∀v ∈ V , f(v) = p ∈ P and |v| ≤ |p.

1 Pc := ∅;

2 n := max(i);

3 f := null;

4 for i = n, n− 1, n− 2, · · · , 1 do

5 Pc := Pc ∪ Pi;

6 fi : Vi → Pc := OriginalLegalization(Vi, Pc);

7 add fi to f ;

8 end

78



3.5 Simulation Results

3.5.1 Settings

We implemented our defect tolerance methods in mrVPR [45], a modified version of the state-of-

art VPR tool in FPGA CAD society [2, 109]. We chose the RRAM-based FPGA architecture in

[45] as our experiment platform.4 The technology node is 45nm as in [45]. The channel width

is fixed when routability is evaluated. The nanodevice defect rate is set to 10% as reported in the

papers published in recent years [47, 35], and stuck-open type and stuck-closed type account for

this rate in equal proportion. We also provide sensitivity analysis on the defect rate. All experi-

ments are performed on the 20 largest MCNC benchmark circuits [112] and also on two relatively

large (> 10k LUTs) circuits from the QUIP benchmark design set [123, 124]. Three different

tool settings are used and compared: 1) conventional tool setting for defect-free circuits, 2) simple

avoidance of logic blocks and routing resources affected by defects as discussed in Section 3.2, and

3) our method with defect utilization beyond avoidance (namely adaptive defect recovery). Note

that we are unable to apply the SAT-based method in [46] to these benchmarks for comparison

due to its impractical runtime for large designs. Comparisons of area and timing are made on the

results of the three settings above.

3.5.2 Results

First we verify our defect-tolerant placement. Fig. 3.14 shows the area usage of benchmarks after

placement. While simple defect avoidance has an average of 2.01x area compared to the defect-

free case, our adaptive defect recovery has only 1.14x area. That’s because we can recover most

of logic blocks which become virtually unusable due to shorted pins. The result can be made even

better if we improve logic synthesis to match the distribution in Fig. 3.12 to that in Fig. 3.13b.

4 VPR does not provide opportunities to manipulate local interconnects within clustered logic blocks (CLBs). To
evaluate and tolerate defects in these parts, we move these parts outside of CLBs by setting the CLB structure to a
single logic block.
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Figure 3.14: Area usage of benchmarks after placement.

Next, we verify our defect-tolerant routing. Fig. 3.15 shows the routability of benchmarks

using the two defect-tolerant methods. Since simple defect avoidance wastes too many routing

1.5
Routable

Our Adaptive Defect Recovery
Unroutable

0
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1Our Adaptive Defect Recovery
Simple Defect Avoidance

Benchmarks
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Figure 3.15: Routability of benchmarks using simple defect avoidance and our adaptive defect

recovery.

resources, 37% of the benchmarks become unroutable. Our adaptive defect recovery can still keep

100% routability since we successfully use stuck-closed switches. We also perform experiments

to justify the effect of smart mapping of ES-clusters to nets. We find that the routability is im-

proved from 90.9% to 100%. Fig. 3.16 shows the critical delay of benchmarks after routing. This

comparison is made on only those benchmarks routable in the case of the simple defect avoidance

in Fig. 3.15. Simple defect avoidance shows an average of 1.43x critical delay compared to the

defect-free case. That’s because the tight budget of routing resources caused by simple defect
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Figure 3.16: Critical delay of benchmarks after routing.

avoidance leads to deviation of routing results from the optimal. Our adaptive defect recovery

has only an average of 1.07x critical delay (some benchmarks show even better timing than the

defect-free cases due to VPR routing noise [113]). This proves that our method balances circuit

performance and routability under shorting constraints.

Fig. 3.17 is a comparison of runtime complexity between the SAT-based method with defect

utilization in [46] and our method. The SAT-based method in [46] shows a high runtime com-

plexity due to the large search solution. In contrast, our method shows complexity similar to the

conventional CAD tool for the defect-free case.

To verify the benefits of our method over different defect rates, we also perform a sensitivity

analysis. Fig. 3.18 shows the overall yield of all the benchmarks over multiple defect rates. Yield

here is defined as the success rate of a circuit benchmark to fit into the logic resources in the given

FPGA chip and be routable under given routing resources. Logic resource constraints are set to

1.2x of the defect-free case in this experiment.5 Our method gains significantly higher yield over

simple defect avoidance. Moreover, the improvement on yield is most significant when the defect

5 In practice, the maximum utilization of logic blocks on an FPGA chip is usually less than 80% for the sake of
routability.
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Figure 3.17: A comparison of runtime complexity. The scales of benchmarks are evaluated as the

number of nodes in the form of an and-inverter graph (AIG) of benchmarks.
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Figure 3.18: Yield comparison over multiple defect rates.
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rate is high. This indicates the capability of our adaptive defect recovery to find more successful

implementations in the ”difficult region.”

3.6 Conclusion

This chapter focuses on defect tolerance for nanodevice-based programmable interconnects of FP-

GAs. First, we observe that the stuck-closed defects of nanodevices incur much higher impact

than the stuck-open defects. Instead of simply avoiding the stuck-closed defects, we use them by

treating them as shorting constraints in the routing. We develop a scalable algorithm to perform

timing-driven routing under these extra constraints. We also enhance the placement algorithm to

recover logic blocks which become virtually unusable due to shorted pins. Simulation results show

that our method is effective for defect tolerance of nanodevice-based FPGAs.
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CHAPTER 4

Optimized Interconnects Between Accelerators and Shared

Memories

4.1 Introduction

After discussion about the fabric-level communication optimization in the previous two chapters,

we go up to the chip-level design in the chapter. Energy efficiency has become one of the primary

design goals in the many-core era. A recent trend to address this is the use of on-chip accelerators

as coprocessors [54, 55, 56, 57, 58]. Application-specific accelerators can fully explore parallelism

and customization and provide a 100x improvement in energy efficiency over general-purpose

processors [58, 20, 59]. As predicted by ITRS [21], future computing platforms may integrate

hundreds or thousands of accelerators on a chip to improve their performance and energy efficiency.

Accelerator-rich computing platforms also offer a good solution for overcoming the “utilization

wall” as articulated in the recent study reported in [60]. As scaling down continues, there will be

tens of billions of transistors on a single chip. However, it has been demonstrated that a 45nm chip

filled with 64-bit operators will only have around 6.5% utilization (assuming a power budget of

80W) [60]. This means that an architecture with a massive number of homogeneous cores may

not work since only a limited number of cores can work in parallel. However, we can implement

tens of billions of transistors into a sea of heterogeneous accelerators and launch the corresponding

accelerators upon user demand. This methodology does not expect all the accelerators to be used all

the time, but expects most computation tasks to be executed by the most energy-efficient hardware.

Though the computation parts of accelerators are heterogeneous, the memory resources in
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accelerators are homogeneous and can be shared among accelerators [18, 61]. The transistors

saved from memory sharing can be used to implement more accelerators to cover more application

kernels.

One of the key challenges to realizing memory sharing among accelerators is how to design

the interconnects between accelerators and shared memories. Since accelerators run >100x faster

than CPU cores [59], accelerators perform many independent data accesses every clock cycle. This

requires a high-speed, high-bandwidth interconnect design with many conflict-free data channels

to prevent accelerators from starving for data. There are very few works on optimization of inter-

connects between accelerators and shared memories. The work in [62] uses shared buses as the

interconnects. The work in [61] assumes a network-on-chip (NoC) that connects all the accelera-

tors and shared memories together. The work in [18] uses interconnects similar to shared buses in

local regions, and an NoC for global interconnects. All still treated the data ports of accelerators

like ports of CPU cores. They will suffer either performance inferiority from lack of support to

meet the high data demands of accelerators, or a huge transistor cost from hardware duplication to

meet the accelerator demand.

In this chapter we identify three optimization opportunities that emerge in accelerator-rich plat-

forms, and exploit them to develop novel interconnects between accelerators and shared memories:

• An accelerator contains multiple data ports, and in the interconnect design the relations of the

ports from the same accelerator should be handled differently compared to the ports from dif-

ferent accelerators. We propose a two-step optimization rather than optimizing all the ports

of all accelerators globally in a single procedure. Many unnecessary connections associated

with each individual accelerator are identified and removed before all the accelerators are

optimized together.

• Due to the power budget in dark silicon, only a limited number of accelerators will be pow-

ered on in an accelerator-rich platform. The interconnects can be partially populated to just

fit the data access demand limited by the power budget.
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• Accelerators are heterogeneous. Some accelerators will have a higher chance of being turned

on or off together if they belong to the same application domain. This kind of information

can be used to customize the interconnect design to remove potential data path conflicts and

use fewer transistors to achieve the same efficiency.

4.2 Preliminary

4.2.1 Interconnect Requirement Between Accelerators and Shared Memories

Interconnects between CPU cores and shared memories (L2 cache) have been the subject of much

attention over recent years [125, 126, 127, 128]. When there are not many CPU cores on the chip,

shared bus is commonly used as the design choice for interconnects [125]. When the number

of CPUs scaled up in recent years, designers changed to network-on-chip (NoC) [126, 127] or a

combination of buses and NoC [128]. The effectiveness of these interconnects is based on the

assumption that each CPU core performs a load/store every few clock cycles. Therefore, a sim-

ple interconnect, e.g., Fig. 4.1(a), can arbitrate the data channel alternatively among CPU cores

without reducing much of their performance. In contrast, accelerators run >100x faster than

CPU CPU CPU acc acc acc

system bus

shared L2 cache

y

mem 
bank

mem 
bank

mem 
bank

mem 
bankbank bank bank bank
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1
Figure 4.1: Difference between memory sharing among general-purpose CPU cores and among

accelerators. (a) A simple interconnect for CPU cores. (b) Demanding interconnects for accelera-

tors.
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CPUs [59], and each accelerator needs to perform several loads/stores every clock cycle. The in-

terconnects between accelerators and shared memories need to be high-speed, high-bandwidth and

contain many conflict-free data channels to prevent accelerators from starving for data, as shown

in Fig. 4.1(b). An accelerator needs to have at least n ports if it wants to fetch n data every cycle.

The n ports of the accelerator need to be connected to n memory banks via n conflict-free data

paths in the interconnects.

Another problem with conventional interconnect designs is that the interconnect arbitration

among requesting accelerators is performed upon each data access. NoC designs even perform

multiple arbitrations in a single data access as the data packet goes through multiple routers. Since

accelerators implement computation efficiently but have no way of reducing the number of nec-

essary data accesses, the extra energy consumed by the interconnect arbitration during each data

access will become a major concern. The arbitration upon each data access also leads to a large

and unexpected latency for each access. Since accelerators aggressively schedule many operations

(computation and data accesses) into every time slot [65], any late response of data access will stall

many operations and lead to significant performance loss. Many accelerator designs prefer small

and fixed latencies to keep their scheduled performance, and because of this many accelerators

[18] have to give up memory sharing.

Though the works in [62, 18, 61] are on memory sharing among accelerators, they still use

either shared buses or meshed-based NoC which were designed and optimized for the data demand

of CPUs.

4.2.2 Configurable Crossbar to Meet Accelerator Demand

In this work we design the interconnects into a configurable crossbar as shown in Fig. 4.2. The

configuration of the crossbar is performed only upon accelerator launch. Each memory bank will

be configured to connect to only one accelerator (only one of the switches that connect the memory

bank will be turned on). When accelerators are working, they can access their connected memory

banks just like private memories, and no more arbitration is performed on their data paths. Fig. 4.2
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Figure 4.2: Interconnects designed as a configurable crossbar between accelerators and shared

memories to keep data access cost small. X : switch turned on.

shows that acc 1, which contains three data ports (i.e., demands three data accesses every cycle),

is configured to connect memory banks 1–3. We are aware that there are other design choices for

the configurable network between accelerators and shared memories. However the crossbar design

contains the fewest logics (only one switch) in the path from an accelerator port to a memory bank,

and thus helps minimize the data access latency. In Section 4.6.1 we will show that we managed

to achieve access latency of only one clock cycle in an FPGA implementation so that the timing of

access to shared memories acts exactly as private memories within accelerators.

4.2.3 Problem Formulation

The primary goal of the crossbar design is that for any set of accelerators that are powered on

in an accelerator-rich platform and require t memory banks in total, a feasible configuration of

the crossbar can be found to route the t data ports of the accelerators to t memory banks. A full

crossbar that connects every accelerator port to every memory bank provides a trivial solution.

However, it is extremely area-consuming. We would like to find a sparsely-populated crossbar

(e.g., Fig. 4.2) to achieve high routability. We give the definition of routability as follows:

Definition 1. Suppose the total number of accelerators in an accelerator-rich platform is k; the
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number of data ports of the accelerators is n;1 the number of memory banks in the platform is

m; and the maximum number of accelerators that can be powered on under power budget in dark

silicon is c. The routability of the crossbar is defined as: the probability that the a randomly

selected workload of c accelerators out of the total k accelerators can be routed to c× n memory

banks via c× n separate data paths in the crossbar.

The goal of this work is to optimize the crossbar for the fewest switches while keeping high

routability.

4.3 Optimization Inspired by Accelerators with Multiple Ports

4.3.1 Identification of Unnecessary Switches

A fundamental difference between CPU cores and accelerators is that one accelerator needs multi-

ple data ports to perform multiple loads/stores every cycle. This difference appears as a challenge

if interconnect designers choose to duplicate hardware that were optimized for single-port cores to

match multi-port accelerators. This difference can also be used as an optimization opportunity. In

our crossbar design, though every data port of every accelerator is an individual input at one side of

the crossbar, the relations of the ports from the same accelerator are handled differently compared

to the ports from difference accelerators. Fig. 4.3 shows an example of this different handling in

the crossbar optimization. It is meaningful to provide connections from accelerator ports 1 and 5

to the same memory bank 2 since accelerator 1 may be powered off and may leave memory bank 2

for accelerator 2 to use. However it is not necessary to place switches to connect from accelerator

ports 1–3 to the same memory bank 1, as ports 1–3 belong to the same accelerator 1 and will be

either routed together or turned off together. We will always route them to different memory banks

and can eliminate their unnecessary competition for shared resources during the crossbar design.2

1 For simplicity, we assume that all the accelerators have the same number of data ports. More discussions about
it can be found in Section 4.7.

2 If an accelerator requires two of its data ports to connect to the same memory bank, it means that the accelerator
is over-designed, and its internal structure can be modified to combine these two ports into one.
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Figure 4.3: As the multiple ports of the same accelerator are powered on/off together, it is not

necessary to provide switches to connect them to the same memory banks. Dashed switches with

(x,y) coordinates (1,1), (2,1), (4,2), (6,3), (5,4) can be removed. This shows the different impact

of ports from the same accelerator and those from different accelerators on the crossbar design.

The dashed switches in Fig. 4.3 depict an example of how we remove unnecessary switches for

resource savings. After switch removal, both accelerators 1 and 2 still keep the full access of the

four memory banks.

4.3.2 Minimum Cost of Accelerator Sub-Crossbar

Motivated by the optimization opportunity described above, we first perform optimization of

switches in the sub-crossbar associated with each single accelerator before going to global op-

timization among accelerators. Suppose an accelerator ai has n data ports, and has an accessible

memory range R(ai) of r = |R(ai)| banks in an initial crossbar design.

Definition 2. The accessible memory range R(ai) of accelerator ai is defined as the maximum

set of memory banks such that for any memory bank t ∈ R(ai), there exists at least one crossbar

switch to connect t to any of the n data ports of the accelerator.

For any memory bank, all the switches that connect this memory bank to the data ports of the
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accelerator will be removed except one switch. Each memory bank will be connected with only

one switch for each accelerator, and there will be only r switches in the sub-crossbar associated

with each accelerator. Note that r is the minimum switch cost of the sub-crossbar that connects an

accelerator to its accessible memory range with r = |R(ai)| banks. Removal of any switch will

lead to the reduction of the accessible memory range.

4.3.3 Sub-Crossbar Design for Routing Flexibility

Now the remaining problem is how to place the r switches to keep high flexibility of routing.

Fig. 4.4 is an example of how we place these switches in the sub-crossbar of an accelerator with

three data ports and seven accessible memory banks. We alternate the switch positions as shown in

Fig. 4.4(a) and get an interleaving connection graph in Fig. 4.4(b). This design holds an important

property: for any three continuous memory banks in the accelerator’s accessible range (e.g., [j +

2, j+4] ∈ [j, j+6] in the figure), there always exists a feasible routing solution to connect the three

data ports of the accelerator to the three memory banks. This kind of design can be generalized as

follows. In the sub-crossbar of an accelerator with n data ports and an accessible memory range

[j, j + l − 1] (j, l ∈ N , l ≥ n), the only switch connected with memory bank s ∈ [j, j + l − 1] is

placed at the crosspoint that connects the pth data port of the accelerator where

p = s mod n (4.1)

Then we can prove

Theorem 1. For the sub-crossbar generated by Eq.(4.1) for the accelerator ai with an accessible

memory range [j, j + l − 1], any n continuous memory banks [t, t+ n− 1] ∈ [j, j + l − 1] can be

routed to the n data ports of ai in n separate data paths.

Proof. For any n continuous memory banks [t, t+n− 1], their remainders divided by n will cover

1, 2, ..., n, and therefore all the n data ports of the accelerator will be connected to at least one of

the n memory banks. Since each memory bank has only one switch to connect to the accelerator

data port, the connections are one to one and go through n different data paths.
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Figure 4.4: Our design with interleaving connections between an accelerator and its accessible

memory range. (a) Switch positions in the sub-crossbar of the accelerator. (b) Connectivity graph.

Any three continuous memory banks can be routed to the three data ports of the accelerator via

separate paths. (c) Our interconnect optimization within the single accelerator can be virtualized

as an interval (i.e., its accessible memory range) in which any segment with length of 3 (memory

banks) can be routed to the accelerator.
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4.3.4 Virtualized Interface for Global Optimization Among Accelerators

Our interconnect optimization within the single accelerator with n data ports can be virtualized as

an interval (i.e., its accessible memory range) in which any segment with length of n can be routed

to the accelerator, as shown in Fig. 4.4(c). The interval length is equal to the number of switches

in the sub-crossbar of the accelerator. The global optimization among accelerators will focus on

the length and position of the accessible memory range of each accelerator over the whole range of

shared memories in the accelerator-rich platform, as shown in Fig. 4.5(a). This can be formulated

acc 1 acc 2 acc 3 acc 1 acc 2 acc 3

R(a1), length = 2 R(a1), length = 2R(a1), length  2

R(a2), length = 3

R(a3), length = 2

R(a1), length  2

R(a2), length = 4

R(a3), length = 2

mem mem mem mem mem

( 3), g

mem mem mem mem mem

( 3), g

mem mem mem

(a)
mem mem mem mem mem

(b)
mem mem

1
Figure 4.5: The interface for global optimization among accelerators. (a) Global optimization

only needs to consider the lengths and positions of accessible memory ranges of accelerators to

reduce the total number of switches while keeping a high probability of finding segments without

overlaps. (b) If the multiple data ports of an accelerator are grouped into a larger multi-channel

port to converge the interconnect design to the CPU scenario, we will lose a large design space and

get an inefficient design.

as a well-defined problem: reduce the sum of interval lengths while keeping high routability. The

routability means the probability that in the accessible memory ranges of a set of working accelera-

tors, e.g., accelerators 2 and 3 in Fig. 4.5(a), a segment can be found in each memory range without

overlaps (bold red segments in Fig. 4.5(a)). Its mathematical expression is as follows. Given any

k accelerators {a1, a2, · · · , ak} and their accessible memory ranges R(ai) = [si, ei], i = 1..k, we

can find a set of non-overlapping intervals {[s′(ai1), s
′(ai1) + n− 1], [s′(ai2), s

′(ai2) + n− 1], ...}
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associated with each accelerator powered on such that

∀ai, [s
′(aij ), s

′(aij ) + n− 1] ⊆ R(ai) = [sij , eij ]

Note that though the multiple data ports of an accelerator can be grouped into a larger multi-

channel port to converge the interconnect design to the CPU scenario, we will lose a large design

space. As shown in Fig. 4.5(b), after grouping the two data ports of each accelerator into one

(shared memories also need to do so to be matched in interconnects), the design loses at least three

degrees of freedom:

• The accessible memory range of an accelerator has to be divisible by the number of data

ports of the accelerator.

• The position of the accessible memory range has to be aligned to the boundary divisible by

the number of data ports of the accelerator.

• The number of shared memory banks has to be divisible by the number of data ports of the

accelerator.

As a result, Fig. 4.5(b) has to use more switches (larger accessible memory range) to achieve the

same routability as Fig. 4.5(a).

4.4 Optimization Inspired by Accelerators in Dark Silicon Age

4.4.1 Minimal Design with 100% Routability

4.4.1.1 Example Design

In a computing platform based on many CPU cores, the interconnects need to satisfy the data

demand when all the CPU cores are working in parallel. In an accelerator-rich computing platform,

however, only a limited number of accelerators will be powered on due to the power budget of

dark silicon as described in Section 4.1. Inspired by this, we can have a partial population of
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accessible memory ranges, as shown in Fig. 4.6. This design targets the case where there are

acc 1 acc 2 acc 3 acc 4 acc 5 acc 6

R(a1), length = 2

R(a2), length = 4

R(a3), length = 6
R(a4), length = 6

R(a ) length = 4R(a5), length = 4

R(a6), length = 2

mem mem mem mem mem mem mem mem

1 2 3 4 5 86 7

1Figure 4.6: Minimal crossbar design that targets the case of six accelerators in total, and at most

four accelerators powered on due to the power budget in dark silicon age. All the C4
6 = 15 possible

combinations of four accelerators out of the six can be routed to shared memories. Removal of any

switch will break the 100% routability guarantee.

six accelerators in the platform and when the power budget limits at most four accelerators to be

powered on simultaneously (as an initial attempt, we assume that the limit of a working accelerator

count is independent of the types of accelerators powered on). The total number of switches used

in Fig. 4.6 is 24, which is calculated as the sum of interval lengths (recall Section 4.3.4). When

accelerators 2–5 are powered on, we can find a segment in the accessible memory range of each of

the four accelerators so that there are no overlaps of the four segments (as marked in bold and red

in Fig. 4.6). Readers can easily figure out that for all the C4
6 = 15 possible combinations of four

accelerators out of the six, there always exists a feasible routing solution like this case. It means

that even though the crossbar is partially populated, it still guarantees a 100% routability.
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4.4.1.2 Optimality Analysis

The design in Fig. 4.6 is also minimal in two aspects:

• The platform has the minimum number of memory banks, i.e., 4× 2 = 8 banks.

• The crossbar uses the minimum number of switches to achieve the 100% routability. Re-

moval of any switch from the crossbar will break the 100% routability guarantee.

Though the second item is not intuitive, we can prove it in a theoretical way. Denote the total

number of accelerators in the platform as k, the number of data ports of an accelerator as n, the

maximum number of working accelerators due to dark silicon as c, and the total number of memory

banks in the platform as m. We prove the following theorem.

Theorem 2. The lower bound of switches to guarantee a 100% routability is (k − c+ 1)m, when

the number of memory banks m is set to be the lower bound cn.

Proof. If a memory bank is connected with fewer than (k − c + 1) switches, it is accessible by

fewer than (k− c+1) accelerators. It means that there are at least k− (k− c) = c accelerators that

cannot access this memory bank due to the lack of switches. However, when we power on these c

accelerators, they need to be routed to all the m = cn memory banks in the platform since each of

them requires n memory banks, which contradicts the last statement. Therefore, for each memory

bank, it must contain at least (k − c + 1) switches to connect to at least (k − c + 1) accelerators.

This results in a total of at least (k − c+ 1)m switches.

We can apply Theorem 2 to the case of Fig. 4.6 and calculates the minimum number of switches

as (6− 4 + 1)× 8 = 24 which is exactly the number of switches used in Fig. 4.6

There could be minimal designs other than Fig. 4.6. The reason why we choose the design in

Fig. 4.6 is that it is a locality-driven design that leads to the easier timing closure. Though Fig. 4.6

is just an illustration, rather than the real layout, we can see that each accelerator can only access

the memory banks nearby. Accelerator 1 will not jump to connect to memory bank 8. This kind of
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design is layout-friendly and facilitates placement in post-synthesis to achieve smaller wire length

and latency (verified in our experiments in commodity FPGA in Section 4.6.1).

4.4.1.3 Algorithm for Generating Minimal Design

The methodology used to generate the minimal design in Fig. 4.6 is generalized as follows. For the

accelerator set {a1, a2, · · · , ak} in an accelerator-rich platform, the accessible memory range of ai

is R(ai) = [si, ei]. It can be generated by Algorithm 5. Readers can check that the total number

Algorithm 5: Algorithm for generating the minimal crossbar with 100% routability.
Input : the settings of the target accelerator-rich platform (k, c, n) defined in Definition 1

Output: accessible memory ranges of k accelerators {[s1, e1], [s2, e2], ..., [sk, ek]}

1 for i = 1..k do

2 if i ≤ k − c+ 1 then si = 1 ;

3 else si = (i+ c− k − 1)n+ 1 ;

4 if i ≤ c then ei = i× n ;

5 else ei = m ;

6 end

of switches is equal to (k − l + 1)m by calculating the sum of these interval lengths.

4.4.1.4 Proof of 100% Routability

Then we prove

Theorem 3. The crossbar generated by Algorithm 5 guarantees the 100% routability for any c

accelerators {ai1 , ai2 , ..., aic} powered on.

Proof. Without loss of generality, we assume that {ai1 , ai2 , · · · , aic} has been sorted in the as-

cending order, i.e., i1 < i2 < · · · < ic. Since there are only m = cn memory banks in the
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platform, we divide the memory banks into c groups and distribute them among the c accelerators.

That is, the memory banks assigned to the jth working accelerator aij are [(j − 1)n + 1, jn]. We

need to prove that these memory banks are covered by the accelerator’s accessible memory range

R(aij ) = [sij , eij ]. Since i1 < i2 < · · · < ic, we have ij ≥ j and ij ≤ k − c+ j. They indicate

eij ≥ min (ij × n,m) ≥ min (j × n,m) ≥ jn

and

sij ≤ max (1, (ij + c− k − 1)n+ 1)

≤ max (1, ((k − c+ j) + c− k − 1)n+ 1)

≤ (j − 1)n+ 1

respectively. Therefore

[(j − 1)n+ 1, jn] ⊆ R(aij ) = [sij , eij ]

4.4.2 Design with 100% Routability when Optimality is Unreachable

4.4.2.1 Example Design

When the number of memory banks m is larger than the minimum requirement cn, there is no

explicit mathematical equation to get the tight lower-bound on the number of switches. Even when

there is only one data port in each accelerator and the design case is reduced to a classical crossbar

that routes signals in circuits, there is no solution known to be optimal. The work in [11] shows

that a crossbar that is designed to route any c out of k input signals to m output signals, i.e., the

classical (k, n, c) concentrator, only has a loose lower-bound of the number of switches. It will be

harder to compose a minimal crossbar design in the emerging scenario of accelerators and their

shared memories in an accelerator-rich platform. What we can do is to design a crossbar that

exploits any opportunity to reduce the number of switches and is able to converge to the minimal

design when the number of memory banks m approaches cn. Fig. 4.7 shows our design extended
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1Figure 4.7: Crossbar design when the number of memory banks increases from the minimum eight

in Fig. 4.6 to ten. Since the accessible memory ranges of accelerators are scattered, there are fewer

conflicts on data paths. The number of switches can be reduced to 18 while still keeping the 100%

routability.

from Fig. 4.6 when the number of memory banks increases from the minimum eight to ten. Since

the accessible memory ranges of accelerators are scattered compared to Fig. 4.6, there are fewer

conflicts on data paths. While keeping the 100% routability of any four accelerators out of the six,

the total number of switches is reduced from 24 to 18.

4.4.2.2 Algorithm for Partial Crossbar Generation with 100% Routability Guarantee

The methodology to generate the design in Fig. 4.7 is generalized as follows. For the accelerator set

{a1, a2, · · · , ak} in an accelerator-rich platform with the accessible memory rangeR(ai) = [si, ei],

we first evenly distribute {s1, s2, ..., sk} over the m memory banks. Then we pass {s1, s2, ..., sk}

to Algorithm 6 to obtain {e1, e2, ..., ek}. Instead of giving a complex expression of the number

of switches generated by Algorithm 6, we plot the average number of switchers per accelerator

port in crossbars generated by Algorithm 6 in Fig. 4.8. As shown in Fig. 4.8(a), as the number of

memory banks approaches the minimal design condition m = cn = 100, the number of switches
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Algorithm 6: Algorithm to generate crossbar with 100% routability.
Input : starting points of accessible memory ranges of k accelerators {s1, s2, ..., sk}

Output: accessible memory ranges of k accelerators {[s1, e1], [s2, e2], ..., [sk, ek]}

1 a = {0, 0, ..., 0︸ ︷︷ ︸
k zeros

};

2 for i = 1..k do

3 for j = 1..c do

4 a(j) = max(a(j), si + jn− 1);

5 end

6 ei = a(1);

7 a = {a[2..c], 0};

8 end
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Figure 4.8: The average number of switches per accelerator port in crossbars generated by Algo-

rithm 6. In this experiment, we initially set k = 200, n = 10, c = 10, and m = 300. (a) Sweep m

from 100 to 500. (b) Sweep k from 200 to 2,000.
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converges to the minimum (k− c+ 1)m = 19100, i.e., an average of 9.55 switches per accelerator

port. As shown in Fig. 4.8(b), as the number of accelerators in the platform is swept over a wide

range from 200 to 2,000, the average number of switchers per accelerator port is kept around 9.73,

which shows the scalability of our crossbar design.

4.4.2.3 Proof of 100% Routability

Then we prove

Theorem 4. The crossbar generated by Algorithm 6 guarantees the 100% routability for any c

accelerators {ai1 , ai2 , ..., aic} powered on.

Proof. Without loss of generality, we assume that {ai1 , ai2 , · · · , aic} has been sorted in the ascend-

ing order, i.e., i1 < i2 < · · · < ic. The end points generated by Algorithm 6 satisfy

eij = max
t=1..c

(sij−t+1 + tn− 1) (4.2)

For the given c accelerators {ai1 , ai2 , ..., aic}, we can assign cnmemory banks to these accelerators

by determining the starting point s′(aij ) of each assignment recursively as follows:

s′(aij ) = max(sij , s
′(aij−1

) + n)

Then we have

s′(aij ) ≥ sij

and by induction we can prove

s′(aij ) ≤ max
t=1..c

(sij−t+1
+ (t− 1)n)

By using the property of the sorted set {ai1 , ai2 , ..., aic} that

ij−t ≤ ij − t

and

j ≤ p⇒ sij ≤ sip
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we further have

s′(aij ) ≤ max
t=1..c

(sij−t+1
+ (t− 1)n) ≤ max

t=1..c
(sij−t+1 + (t− 1)n)

Combined with Eq. (4.2), we have

s′(aij ) + n− 1 ≤ eij

and

[s′(aij ), s
′(aij ) + n− 1] ⊆ [saij

, eaij
]

By further removing some starting segments in the last c accelerators by taking advantage of

their last positions and correspondingly fewer conflicts, we can get the crossbar design similar to

Fig. 4.7.

4.4.3 Smaller Design with 95% Routability

4.4.3.1 Example Design

All of the designs described above guarantee the 100% routability of any c accelerators powered

on. To keep the 100% routability, these designs use many switches to handle the limited number of

difficult cases. Next, we explore the opportunities found in sacrificing certain routability to further

reduce the number of switches. Fig. 4.9 gives an example of removing two extra switches from

the design in Fig. 4.7. The accelerators 2–5 can still be routed to shared memories after switch

removal. Out of all the C4
6 = 15 possible combinations of four accelerators powered on, only the

accelerator set {1, 2, 3, 4} and {3, 4, 5, 6} cannot be routed. These unroutable cases usually contain

many accelerators with adjacent IDs and large overlaps among their accessible memory ranges. In

most cases, it is more likely that the cworking accelerators have distributed IDs, and the routability

will not suffer from overlap congestion of their accessible memory ranges.
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1Figure 4.9: Removal of two switches from Fig. 4.7 to sacrifice routability for switch savings. In

this design, the accelerators 2–5 can still be routed to shared memories after switch removal. Out

of all the C4
6 = 15 possible combinations of four accelerators powered on, only the accelerator set

{1, 2, 3, 4} and {3, 4, 5, 6} cannot be routed.

4.4.3.2 Methodology and Effectiveness

The shape of the accessible memory ranges of all the k accelerators generated by Algorithm 6

looks like the outer parallelogram in Fig. 4.10. The area of the parallelogram is the sum of all the

accessible memory ranges, which is also the total number of switches. To reduce the number of

switches, we apply horizontal transformation to the parallelogram to make it slim, and correspond-

ingly with smaller area, as shown in Fig. 4.10. The area reduction can be easily calculated as d×k,

which enables us to precisely control the number of switches in this reduction process. Fig. 4.11

shows the effectiveness of our methodology; it displays the experimental results on the routability

after reduction of switch count. The routability of the crossbar is measured using a Monte Carlo

test. 10,000 random test vectors are generated. Each test vector contains 10 working accelerators

randomly selected out of the total 200 and is tested as to whether the 10 accelerators can be routed

to shared memories or not. The routability of the crossbar is estimated as the percentage of test

vectors which can be successfully routed. As shown in Fig. 4.11, ∼ 70% of switch savings can be
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Figure 4.10: Methodology of switch count reduction by horizontal transformation of accessible

memory ranges of accelerators. The number of switches reduced in this process can be precisely

calculated as d× k (the area difference between the outer parallelogram and inner parallelogram).
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achieved by sacrificing 5% of routability. For the test vectors where not all of the 10 accelerators

can be routed together, the worst case is to schedule part of the 10 accelerators to run first, and then

the other part to run later. The upper-bound of the overall runtime of the accelerator-rich comput-

ing platform to execute these 10,000 test vectors will become (95%× 1 + 5%× 2) = 1.05x, which

is a very small overhead. We also checked the 474 unroutable test vectors and found that 446

test vectors could be routed by removing only one accelerator from the task list. In practice, the

accelerator-rich computing platform will not keep full workloads all the time, and we can resched-

ule the removed accelerator to fill an empty slot when the platform uses fewer than 10 accelerators.

This creates new research opportunities for the accelerator manager in an accelerator-rich platform

[58].

4.5 Optimization Inspired by Accelerator Heterogeneity

4.5.1 Background

Different from homogeneous CPUs, heterogeneous accelerators are designed for different applica-

tions. While the executions of k CPU cores can be modeled as k independent random variables,

the executions of k accelerators can be modeled as k random variables with a covariance matrix.

The accelerators that belong to the same application domain will have a higher probability of being

powered on or off together. For example, the medical imaging domain [19, 129] has accelerators

“denoise,” “gaussianblur,” “segmentation,” “registration,” “reconstruction,” etc. When the user of

an accelerator-rich platform works on some tasks related to medical imaging, the medical imaging

accelerators will be likely powered on together. Fig. 4.12(a) shows an example of the execution

correlations among heterogeneous accelerators. Here, we still assume that there are 200 accelera-

tors in the platform, as in Section 4.4. We generate 10,000 random test vectors, and each test vector

contains 10 working accelerators selected out of the total 200 accelerators. We divide the 200 ac-

celerators into 20 application domains as {a1..a9}, {a10..a19}, ..., {a190..a199}. The covariance of

accelerators within the same application domain is set to 0.9, and that from different domains is set
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Figure 4.12: Optimization opportunities brought by accelerator heterogeneity. (a) Execution corre-

lations among heterogeneous accelerators. Accelerators within the same application domain have

a higher probability of being powered on or off together. (b) We can scatter the accelerators within

the same application domain throughout the shared memories so that they have fewer overlaps in

their accessible memory range and will be easier to route.

to 0 for the generator of the random test vectors. These settings reflect the fact that the executions

of accelerators within the same domain are strongly correlated, and those from different domains

are independent random variables. Each crosspoint (ai, aj) in Fig. 4.12(a) shows the frequency of

the two accelerators ai and aj appearing in the same test vector with workloads of ten accelerators.

Fig. 4.12(a) shows that accelerators within a domain have a higher probability of appearing in the

same set of workloads.

4.5.2 Methodology and Effectiveness

The heterogeneity of accelerators described above can be used to further optimize our crossbar.

As mentioned in Section 4.4.3.1, the test cases that contain many accelerators with adjacent IDs

and large overlaps among their accessible memory ranges will be difficult to route. Since we have

the information about which accelerators have a higher probability of being powered on together,

we can scatter these accelerators throughout the shared memories to increase their routability, as
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shown in Fig. 4.12(b).

To exploit this optimization opportunity, we add an extra layer between the accelerators and

crossbar topology: physical accelerator IDs p1, p2, ..., pk. The k accelerators in the platform

{a1, a2, ...ak} will be mapped to {p1, p2, ..., pk} so that the accelerators with high correlations are

scattered in {p1, p2, ..., pk}. The crossbar topology is now determined by R(p1), R(p2), ..., R(pk).

The overlaps of accessible memory ranges R(pi) and R(pj) can be precalculated and stored in a

matrix {Dij}. Our task is to find an optimal mapping P : {a1, a2, ...ak} ← {p1, p2, ..., pk}, such

that the cost function

cost(P ) =
∑

i,j=1..k,i6=j

Cov(ai, aj)D(pi, pj)

is minimized. An exhaustive search of such an optimal mapping needs to try all the possible k!

candidates and is impractical. We implemented the simulated annealing algorithm to solve this

optimization problem. Fig. 4.13 shows the effectiveness of our optimization on the accelerator

mapping. For the crossbar with the same number of switches, the routability is increased by
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Figure 4.13: 30% reduction of switch count at 95% routability after optimization of accelerator

mapping based on accelerator heterogeneity.
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∼ 30% after we optimize accelerator mapping to scatter highly correlated accelerators to reduce

their conflicts on data paths. In other words, we have more routability to trade off for a smaller

number of switches to be used in a crossbar. While keeping the 95% routability, the number of

switches is further reduced by ∼ 30%, as shown in Fig. 4.13

4.6 Verification and Comparisons

4.6.1 Verification on Commodity FPGA

Table 4.1: Comparison of private memories, shared memories via buses [18], and our crossbar in

FPGA implementation and testing.

memory usage interconnect cost in # of LUTs accelerator subtask runtime

private memories 3328KB (177%) 0 10.3us

shared memories via buses similar to [18] 768KB (41%) 50043 (33%) 117us

shared memories via our crossbar 768KB (41%) 3169 (2%) 10.3us

We implement an automatic tool to generate the hardware of our crossbar design. We create an

accelerator-rich platform [58] in a Xilinx®Virtex6 FPGA chip in a ML605 board [64] and integrate

our crossbar to bridge the accelerators and shared memories in the platform. We also implement

two other versions for comparison. The first one is accelerators using private memories without

sharing. The second one is accelerators accessing shared memories via shared buses similar to that

in [18]. The bus hardware is provided by the Xilinx AXI4 bus IP. Table 4.1 shows the experimental

results. Due to limited FPGA resources, we implement only six accelerators in the accelerator-rich

platform under test. The primary goal of this experiment is to verify whether our automatically

generated crossbar works in real hardware and meets timing. The percentages in Table 4.1 are in

terms of the total FPGA resources available in the Virtex6 chip. Table 4.1 shows that memory

sharing leads to significant memory savings. It also shows that our partial crossbar between accel-

erators and shared memories consumes little area but achieves the same accelerator performance

as private buffers. That is because, unlike bus interconnect, there is no arbitration on the crossbar
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interconnects for each data access. Instead, arbitration is performed when the accelerator manager

in our platform schedules workloads to a set of accelerators and configures the crossbar to build

data paths. In this experiment, our crossbar is implemented in combinational logic which guaran-

tees that the clock cycle count of accelerator performance is the same as that of private buffers.

The locality-driven design of our crossbar described in Section 4.4 guarantees that the data paths

through the crossbar can meet timing constraints. As a result, accelerators using our crossbar have

11.3x better performance than those using a traditional network.

4.6.2 Comparison with Prior Work

Since this work is the first attempt to optimize interconnects between accelerators and shared mem-

ories, there is no prior work for us to use as a comparison. However, we choose a recent work on

the crossbar design that routes signals in PLDs [11] for comparison. The work in [11] optimized

the crossbar topology to maximize the difference of the positions of switches connected by dif-

ferent input signals. Fig. 4.14 shows the comparison of our crossbar design with the design in

[11]. In the experiments in [11], the number of crossbar inputs was 168, the number of outputs

was 24, and the number of signals to route was 12. To match their settings, we set k = 28, n = 6,

c = 2, and m = 24 in our experiments. As shown in Fig. 4.14, our crossbar design outperforms

the work in [11]. This is because the work in [11] performs optimization for general-purpose sig-

nal routing, while our crossbar design fully exploits the optimization opportunities that emerge in

accelerator-rich computing platforms as identified in this work.

4.7 Conclusion and Future Work

This chapter provides several optimization technologies on the interconnects between accelera-

tors and shared memories. It intensively exploits the optimization opportunities that emerge in

accelerator-rich computing platforms: 1) The multiple data ports of the same accelerators are pow-

ered on/off together, and the competition for shared resources among these ports can be eliminated
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Figure 4.14: Comparison of our crossbar design with the design in [11]. Our crossbar design

outperforms the work in [11] since the work in [11] performs optimization for general-purpose

signal routing; our crossbar design fully exploits the optimization opportunities that emerge in

accelerator-rich computing platforms as identified in this work.
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to save interconnect transistor cost; 2) In dark silicon, the number of active accelerators in an

accelerator-rich platform is usually limited, and the interconnects can be partially populated to just

fit the data access demand limited by the power budget; 3) The heterogeneity of accelerators leads

to execution patterns among accelerators and, based on the probability analysis to identify these

patterns, interconnects can be optimized for the expected utilization. Experiments show that our

interconnect design outperforms prior work that was optimized for CPU cores or signal routing.

As this is the first work on optimization of interconnects in the scenario of accelerators in

dark silicon, our primary goal is to identify new research opportunities and potential benefits as

presented in this work. Many opportunities exist for further improvement. For example, to focus

on the demonstration of the benefits achieved by the technologies proposed in this work, we simply

assume that all the accelerators have n data ports. When each accelerator has a different number

of data ports, a new design space is opened. Another example is that in this work, we mainly focus

on the routability optimization in the simplified case where the c accelerators are powered on at the

same time. In practice, the thermal design power (TDP) constraint is considered in dark silicon,

and different types of accelerators contribute different power consumptions. Also, computation

tasks will come in one by one, and accelerators will be powered on and off successively. All of

these are interesting research problems that need further investigation. We believe that accelerator-

rich computing platforms are promising computer architectures and will encourage more research

opportunities than the interconnect design.

111



CHAPTER 5

Data Reuse Optimization for Stencil Access Patterns

5.1 Introduction

Accelerator-centric architectures can bring 10-100x energy efficiency by offloading computation

from general-purpose CPU cores to application-specific accelerators [64]. The previous chap-

ter covers the global communication optimization in the accelerator-centric architectures. In this

chapter, we focus on the communication within each accelerator. The engineering cost of designing

massive heterogeneous accelerators is high, but can be much reduced by raising their abstraction

level beyond RTL to C by high-level synthesis (HLS) [65]. Data access optimization has a strong

impact on HLS results. This significantly motivates recent work on data reuse [66, 67] and memory

partitioning [12, 68, 13, 14, 69] in HLS.

External memory bandwidth is a significant bottleneck for system performance and power

consumption [1, 70, 71]. Data reuse is an efficient technique for using on-chip memories to reduce

external memory accesses. When an application contains a data array with multiple references, we

can allocate a reuse buffer and keep each array element in the buffer from its first access until its

last access. Then each array element needs to be fetched from the external memory only once, and

the off-chip traffic is reduced to the minimum. Loop transformation can be applied to improve data

locality and reduce the size of the data reuse buffer [66, 67].

When the loops in an application are fully pipelined, an accelerator needs to perform multiple

load operations from the same reuse buffer every clock cycle. To avoid contention on memory

ports, memory partitioning of the reuse buffer is required. Since the transistor count of memory
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control logics is proportional to the number of memory banks after partitioning, the optimization

goal of memory partitioning is to minimize the number of memory banks. The constraint is that

the multiple array elements to be loaded every clock cycle are always stored in different memory

banks. The work in [12, 68] provides solid frameworks of memory partitioning. Further opti-

mizations, including memory access rescheduling [13] and multidimensional arrays [14], are also

proposed. But none of these can guarantee the optimal solution for a given case in terms of the

number of banks. The reason is that their optimization space is limited to uniform memory par-

titioning; i.e., all the memory banks have to be of the same size. It is an unnecessary constraint

which was assumed by commodity HLS tools, e.g., [72]. Other work partitions different fields of

a single data structure into multiple memory banks for data parallelism based on profiling results

[69]. It is orthogonal to the problems on multiple array references in [12, 68, 13, 14] and this work.

In this chapter we go beyond the limitation of uniform memory partitioning, and propose a

novel method based on nonuniform memory partitioning. As a result, we can achieve fewer mem-

ory banks than the optimal solutions in prior work [12, 68, 13, 14] which were limited to uniform

memory partitioning. As an early-stage exploration of nonuniform memory partitioning, we focus

on stencil computation, a popular communication-intensive application domain. We develop a mi-

croarchitecture with novel structures of memory systems which achieve the theoretical minimum

number of memory banks for any stencil access patterns. Experimental results show that we can

reduce 25 − 100% of various resources, including BRAMs, logic slices, and DSPs, compared to

prior work [14], along with slightly improved timing.

5.2 Preliminary

5.2.1 Stencil Computation

Stencil computation comprises an important class of kernels in many application domains, such

as image processing, constituent kernels in multigrid methods, and partial differential equation

solvers. These kernels often contribute to most workloads in these applications. Even in recent
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technologies on memory partitioning [13, 14] which were developed for general applications, all

the benchmarks used are in fact stencil computation.

The data elements accessed in stencil computation are on a large multidimensional grid which

usually exceeds on-chip memory capacity. The computation is iterated as a stencil window slides

over the grid. In each iteration, the computation kernel accesses all the data points in the stencil

window to calculate an output. Both the grid shape and the stencil window can be arbitrary, as

specified by the given stencil applications. A precise definition of stencil computation can be

found in [130] and Section 5.2.4.

void denoise2D( float A[768][1024],

float B[768][1024] )

{

for( int i = 1; i < 767; i++ )

5 for( int j = 1; j < 1023; j++ )

B[i][j] =

pow(A[i][j] - A[i][j-1], 2) +

pow(A[i][j] - A[i][j+1], 2) +

pow(A[i][j] - A[i-1][j], 2) +

10 pow(A[i][j] - A[i+1][j], 2);

}

Listing 5.1: Example C code of a typical stencil computation (5-point stencil window in the kernel

‘DENOISE’ in medical imaging [19]).

Listing 5.1 shows an example stencil computation in the kernel ‘DENOISE’ in medical imaging

[19]. Its grid shape is a 768 × 1024 rectangle, and its stencil window contains five points, as

shown in Fig. 5.1. Five data elements need to be accessed in each iteration. In addition, many data

elements will be repeatedly accessed among these iterations. For example, A[2][2] will be accessed

five times, when (i, j) ∈ {(1, 2), (2, 1), (2, 2), (2, 3), (3, 2)}. This leads to high on-chip memory

port contention and off-chip traffic, especially when the stencil window is large (e.g., after loop
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Figure 5.1: Iteration domain of the example stencil computation in Listing 5.1.

fusion of stencil applications for computation reduction as proposed in [131]). Therefore, during

the hardware development of a stencil application, a large portion of engineering effort is spent on

data reuse and memory partitioning optimization.

5.2.2 Microarchitecture for Stencil Accesses

We develop a microarchitecture to decouple the stencil access patterns from the computation, as

shown in Fig. 5.2. The microarchitecture contains multiple memory systems, and each is opti-

mized to a data array with stencil accesses. Since there are no reuse opportunities among different

data arrays, the memory systems for different arrays are independent of each other. Each memory

system receives a single data stream which iterates on a multi-dimensional grid without any re-

peated external access. Each memory system contains data reuse buffers, memory controllers and

interconnects that have been customized for the access patterns of the data array used in the target

stencil computation. A memory system sends data to the computation kernel via each data port

associated with each array reference in the original user code. If all the data are consumed by the
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1Figure 5.2: The overall architecture of our microarchitecture for stencil computation. It decouples

stencil accesses from computation.

computation kernel, the memory system will immediately prepare the data used in the next cycle

to feed into the fully pipelined computation kernel.

void denoise2D_kernel( volatile float* a0_ptr,

volatile float* a1_ptr,

volatile float* a2_ptr,

volatile float* a3_ptr,

5 volatile float* a4_ptr,

volatile float* b_ptr )

{

for( int i = 1; i < 767; i++ )

for( int j = 1; j < 1023; j++ )

10 {

#pragma AP pipeline II=1

float a0 = *a0_ptr;

*b_ptr =
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pow(a0 - *a1_ptr, 2) +

15 pow(a0 - *a2_ptr, 2) +

pow(a0 - *a3_ptr, 2) +

pow(a0 - *a4_ptr, 2);

}

}

Listing 5.2: Example code of the computation kernel where all the memory accesses are offloaded

to our microarchitecture. The keyword ‘volatile’ in the code informs HLS tools of potential data

change after access. The pragma ‘pipeline is used in Xilinx Vivado HLS [72] to pipeline the

innermost loop.

With our microarchitecture, the C code of the computation kernel can be simplified to Listing 5.2,

where users no longer need to optimize memory accesses, which is offloaded to our microarchi-

tecture. Users can assume that each data access to the points should get the same data from our

accelerator microarchitecture as the original load operation. The C code of the computation ker-

nel can be compiled by HLS tools for a fully pipelined hardware implementation with the most

efficient resource usage.

5.2.3 Design Objectives

We have three design objectives for the proposed microarchitecture:

1. Full pipelining. As the stencil window slides every clock cycle, the microarchitecture is able

to send out all the data in the stencil window to the computation kernel and get all the data ready

for the consecutive accesses in the next cycle.

2. Minimum data reuse buffer size. When a data element is fully reused for each access, it stays

in on-chip memories from its first access until its last access. Meanwhile, other elements in the

array are loaded from external memory every clock cycle. Therefore, the theoretical minimum size

of the reuse buffer for a data array is equal to the maximum lifetime of any element in the array.
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In the example in Fig. 5.1, A[2][2] is accessed now by the array reference A[i + 1][j] for the first

time, and is accessed 2048 cycles later by the reference A[i− 1][j] for the last time. Therefore, the

minimum size of the data reuse buffer for array A will be 2048.

3. Minimum number of reuse buffer banks. Suppose the stencil window of an input array

contains n points, i.e., there are n data references to the array. It means that each clock cycle, n

data elements need to be read out, either from reuse buffers or from the external memory. Suppose

we use dual-port memories to implement reuse buffers. One port of a buffer bank is occupied by

the replacement of an expired data element with a new element from the external memory every

cycle. There is only one port left in each memory bank for us to read the n elements needed by the

stencil window. Suppose one of the n element happens to be the new element from the external

memory in a certain smart data reuse mechanism. There are still n− 1 data elements to read, and

we would need at least n − 1 memory banks. In the example of Fig. 5.1, n = 5 indicates that

we need at least four memory banks. As the stencil window slides, all five data elements in the

window should never be in the same bank. This is a tough constraint to satisfy, and prior work

[12, 68, 13, 14] had to use more banks to eliminate bank conflicts in difficult cases. Fig. 5.3 shows
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Figure 5.3: Even for a constant stencil window in Fig. 5.1, the number of banks varies as the row

size of the data grid changes [12].

that the number of banks ranges from five to eight in [12] as the row size of the data grid changes,

even if the stencil window keeps the constant shape in Fig. 5.1. The technologies proposed in

[13, 14] can keep the number of banks consistently to be five in the case of the stencil window
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shown in Fig. 5.1. However when the stencil window changes to some other shape in other

(a) (b) (c)

1

Figure 5.4: Example stencil windows where more banks are needed than the # of array references

in [13, 14]. (a) 4-point stencil in ‘BICUBIC’ [15]. (b) 4-point stencil in ‘RICIAN’ [16]. (c)

19-point stencil in ‘SEGMENTATION 3D’ [14].

applications, e.g., the ones shown in Fig. 5.4, the methods in [13, 14] will need 5, 5, 20 banks

respectively, which are larger than the minimum values.

In this chapter we will present a generalized microarchitecture that can simultaneously achieve

these optimal design objectives for any application that falls in the category of stencil computation.

5.2.4 Polyhedral Model

We support general stencil accesses where neither the data grid nor the stencil window needs to be

rectangular. It is often the case when stencil computation is applied with the loop transformation

based on polyhedral model [66, 67, 132] before memory access optimization. Our work is also

built on top of polyhedral model for generality as below. Several properties of stencil computation

are identified under the framework of polyhedral model as well.

Definition 3 (Iteration Domain [133]). The iteration vector of a multi-level loop nest over a m-

dimensional grid is a vector of iteration variable, ~i = (i0, i1, ..., im−1)
T , where i0, ...im−1 are

the iteration variables from outermost to innermost loop. Iteration domain D ⊆ Zm is the set of

iteration vectors of the loop nest, and is expressed by a set of linear inequalitiesD =
{
~i
∣∣∣P~i ≥ ~b}.
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Example 1. Consider the loop nest execution in Listing 5.1:

D = {(i0, i1)


1 0

−1 0

0 1

0 −1


 i0

i1

 ≥


1

767

1

1023

 , (i0, i1) ⊆ Z2}.

This definition of iteration domain can describe any polyhedral shape on a multi-dimensional

data grid, e.g., rectangular, triangular, diamond.

Definition 4 (Lexicographic Order [133]). Lexicographic order relation�l of two iteration vectors

~i and ~j is defined as:

~i �l
~j ⇔ (i0 > j0) ∨ (i0 = j0 ∧ i1 > j1) ∨

(i0 = j0 ∧ i1 = j1 ∧ i2 > j2) ∨

... ∨ (i0 = j0 ∧ ... ∧ im−2 = jm−2 ∧ im−1 > jm−1)

Definition 5 (Access Function [133]). For a k-dimensional array reference, its access function

H ⊆ Zm → Zk is the mapping from iteration vector~i to the access index ~h:

H =
{
~i→ ~h

∣∣∣~h = Hk×m
~i+ ~f

}
Example 2. The access function of the array reference A[i][j + 1] in Listing 5.1 is

~h =

 1 0

0 1

~i+

 0

1

 .

Definition 6 (Stencil Computation). Under the framework of polyhedral model, stencil computa-

tion is defined as: the access function of each array reference satisfies
k = m

Hk×m = Im×m∣∣∣~f ∣∣∣� ∣∣∣~b∣∣∣ ,
where I is the identify matrix.
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It means that for any reference Ax of a data array A,

~hx =~i+ ~fx. (5.1)

Definition 7 (Data Domain). For an array reference Ax, data domain of DAx is the set of data

elements accessed by Ax, and is expressed by a set of linear inequalities

DAx =
{
~h
∣∣∣P(~h− ~fx

)
≥ ~b
}

Example 3. The data domain of A[i][j + 1] is

{(i, j) |2 ≤ i ≤ 767, 1 ≤ j ≤ 1022} .

Followed by Eq.(5.1), we have the following property:

Property 1 (Lexicographic Access Pattern). In stencil computation, data elements in DAx are

accessed by the array reference Ax in the lexicographic order.

Definition 8 (Input Data Domain). For an data array A with n references A0, A1,...,An−1, the

input data domain of A is the union set of data elements that need to be fetched from external

memory, defined as

DA = DA0 ∪ DA1 ∪ ... ∪ DAn−1

Example 4. The input data domain of array A is

{(i, j) |0 ≤ i ≤ 767, 0 ≤ j ≤ 1023} −

{(0, 0), (0, 1023), (767, 0), (767, 1023)} .

In this thesis, we use A[0..767][0..1023] to represent this input data domain.

Definition 9 (Reuse Distance Vector [133]). Suppose Ax and Ay are two read references of the

same data array. If the data element accessed by Ax in loop iteration~i is accessed again by Ay in

iteration ~j, the reuse distance of vector from Ax to Ay is ~rAx→Ay = ~j −~i.
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By Definition 9, we have Hx(~i) = Hy(~j). By Definition 6, we have H(~i) =~i+ ~f . Combining

these two, we have the following property:

Property 2. In stencil computation, reuse distance vector ~rAx→Ay = ~fx − ~fy is a constant vector.

Example 5. The reuse distance vector from A[i− 1][j] to A[i+ 1][j] in Listing 5.1 is (2, 0)T .

Definition 10 (Reuse Distance). Reuse distance
∣∣~rAx→Ay

∣∣ from array reference Ax to Ay is the

number of data elements between ~h accessed by Ax and ~h+ ~r accessed by Ay, defined as∣∣~rAx→Ay

∥∥
~h

=
∣∣∣{~g ∣∣∣~h+ ~r �l ~g �l

~h,~g ∈ DA

}∣∣∣
Example 6. The reuse distance between A[i − 1][j] and A[i + 1][j] in Listing 5.1 is a constant

value 2048.

Definition 11 (Maximum Reuse Distance). The maximum reuse distance from array reference Ax

to Ay is defined as ∥∥ ~rAx→Ay

∥∥ = max
~h∈DAx

∣∣~rAx→Ay

∣∣
~h

Example 7. The maximum reuse distance between A[i − 1][j] and A[i + 1][j] in Listing 5.1 is

2048.

Suppose three data array references Ax, Ay and Az satisfy

~rAx→Ay �l 0, ~rAy→Az �l 0

Followed by Definition 10, we have

|~rAx→Az |~h =
∣∣~rAx→Ay

∣∣
~h

+
∣∣~rAy→Az

∣∣
~h+~rAx→Ay

Followed by Definition 7 and Property 2, we have

~h ∈ DAx ⇒
(
~h+ +~rAx→Ay

)
∈ DAy

Combining these two with Definition 11, we have the following property:

Property 3 (Linearity of Maximum Reuse Distance). In stencil computation,

‖~rAx→Az‖ =
∥∥~rAx→Ay

∥∥+
∥∥~rAy→Az

∥∥
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5.3 Methodology

5.3.1 Overview

Memory System for Stencil Accesses to Array A in “DENOISE”
S = data path splitter

storage space for data reuse

A[0..767][0..1023]
FIFO_0 FIFO_3s0 s1 s2 s3 s4

ilt
er
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_1
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fi

A[i+1][j]

fi

A[i][j+1]

fi

A[i][j]

fi

A[i][j-1]

fi

A[i-1][j]

towards computation kernel

Figure 5.5: The example circuit structure of our memory system generated for arrayA in the stencil

computation of Listing 5.1.

The internal structure of a memory system in our microarchitecture is illustrated by the example

in Fig. 5.5, which is generated for the stencil computation in Listing 5.1. Suppose the stencil

window contains n points (n = 5 in the example of Listing 5.1). Our memory system will contain

n− 1 data reuse FIFOs as well as n data path splitters and n data filters connected together in the

way shown in Fig. 5.5. The data reuse FIFOs provide the same storage as conventional data reuse

buffers, and the data path splitters and filters work as memory controllers and data interconnects. In

contrast to conventional cyclic memory partitioning [12, 13, 14] which uses uniform buffer sizes,

the sizes of reuse buffers in our design are nonuniform. They are customized to the shape of the

stencil window in the target application.
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5.3.2 Denotations

To better explain the working principle of our memory system, we provide a table of denotations

that will be used in the following sections in Table 5.1. The precise definitions of the denotations

are given in Section 5.2.4.

Denotations Meanings Example by Fig. 5.1

~i loop iteration vector ~i = (1, 2)

A data array the array A with the five references

Ax array reference the five references such as A[i + 1][j]

~h data access index ~hx = (2, 2) being accessed by Ax

~f data access offset ~fx = ~hx −~i = (1, 0) constant for Ax

DAx data domain {(i, j) |2 ≤ i ≤ 767, 1 ≤ j ≤ 1022}

DA input data domain {(i, j) |0 ≤ i ≤ 767, 0 ≤ j ≤ 1023}

~rAx←Ay reuse distance vector (1,-1) from A[i + 1][j] to A[i][j + 1]

‖~rAx←Az‖ maximum reuse distance 2048 from A[i + 1][j] to A[i− 1][j]

�l lexicographic order (1, 0) �l (0, 1) �l (0, 0) �l (−1, 0)

Table 5.1: Denotations used in the working principle of our memory system.

5.3.3 Working Principle

Since our microarchitecture is based on nonuniform memory partitioning in contrast to uniform

partitioning in prior work, the memory controlling mechanism cannot follow the modulo schedul-

ing of data accesses among memory banks in prior work [12, 13, 14]. Instead, our microarchi-

tecture is a novel design based on data streaming. Each module in our design is autonomous

and can work in a full pipeline as long as its upstream module produces a data element and its

downstream module consumes an element every clock cycle. As we shall discuss next, our design

achieves function correctness, data streaming without stalling, the minimum reuse buffer size, and

the minimum number of buffer banks.
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5.3.3.1 Function Correctness

Each data path splitter in Fig. 5.5 reads any existing data element from its precedent FIFO and

sends the data element to the successive FIFO as well as to the data filter below. Each data filter

customizes the data stream that flows into the computation kernel to fit the access patterns of the

associated array reference. A data filter for an array reference Ax receives the data stream which

iterates in DA and sends out the data which iterates in DAx . For example, filter 0 in Fig. 5.5 sends

the data element in set DA0 = {(i, j)|2 ≤ i ≤ 767, 1 ≤ j ≤ 1022} out of the input data domain

DA in Table 5.1 and discards the first two rows in the 2D grid of Fig. 5.1. This guarantees the

correctness of the data set sent to each data port of the computation kernel. Due to the property of

stencil computation, the data elements accessed by an array reference are in the same lexicographic

order as the loop iteration (see details in [134]). Our microarchitecture based on data streaming

enforces this order, as long as the input data stream is also in the lexicographic order (i.e., data

iterated from innermost loop to outermost loop). The lexicographic order of input data is usually

realized without hardware overhead since it fits well with burst accesses to external memory or

inter-accelerator communication patterns (see discussion in Section 5.3.6). By providing the cor-

rect data set and correct data order to the array references, our design can guarantee that as the

stencil window slides, the data elements received by the computation kernel are always consistent

with the array references.

5.3.3.2 Data Streaming without Stalling

One key challenge is to ensure that the data streaming structure will not be stalled due to any FIFO

emptiness or fullness. To prevent FIFO emptiness, we can sort the data access offsets ~f of the data

array references in the descending lexicographic order when we map them to data filters from 0 to

n − 1, e.g., (1, 0) → (0, 1) → (0, 0) → (0,−1) → (−1, 0) in Fig. 5.5. To prevent FIFO fullness,

we calculate the maximum reuse distances of all the pairs of adjacent array references and allocate

reuse FIFO sizes accordingly, as shown in Table 5.2 for the example in Listing 5.1. These two
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FIFO ID precedent/successive references FIFO size physical impl.

FIFO 0 A[i + 1][j]→ A[i][j + 1] 1023 BRAM

FIFO 1 A[i][j + 1]→ A[i][j] 1 register

FIFO 2 A[i][j]→ A[i][j − 1] 1 register

FIFO 3 A[i][j − 1]→ A[i− 1][j] 1023 BRAM

Table 5.2: Reuse FIFOs with nonuniform sizes calculated from maximum reuse distances of adja-

cent array references and mapped to different physical implementations (block memory, distributed

memory, or register) if targeted an FPGA platform.

conditions can be summarized as follows:

1. For data access offsets fx of fy of two array references,

x < y ⇒ ~fx �l
~fy (5.2)

2. For the reuse FIFO between adjacent Ax and Ay,

buffer size ≥
∥∥∥~fx − ~fy

∥∥∥ =
∥∥~rAx→Ay

∥∥ (5.3)

Next we will show that our data streaming structure is deadlock-free. We draw the system de-

pendency graph with the dependency edges e1, e2, e3, e4 in Fig. 5.6. Suppose at a certain moment,

‘filter x’ is iterating over ~hx ∈ DA as shown in Fig. 5.6(a), and ‘filter y’ is iterating over ~hy ∈ DA,

as shown in Fig. 5.6(b). As we know, if there are no cycles in the dependency graph of a system,

this system is deadlock-free. Therefore we prove the following theorem.

Theorem 5. The two conditions listed in Eq. (5.2) and Eq. (5.3) are the sufficient conditions to

eliminate dependency cycles in Fig. 5.6.

Before the formal proof, first let us explain the expressions of the four dependency relations.

A data filter will stall if there is data emptiness of a precedent reuse FIFO or data fullness of a

successive reuse FIFO. When the condition of e1 is true, there will be no data stored in the reuse
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Figure 5.6: The dependency graph of data filters ‘filter x’ and ‘filter y’ where x < y, with polyhe-

dral expressions of dependency relations appended.

FIFO(s) between ‘filter x’ and ‘filter y’, and ‘filter y’ will stall. It will wait for ‘filter x’ to pull

more data from the data path splitter ‘s x’ so that ‘s x’ can push more data to the downstream

modules. When the condition of e2 is true, the number of data elements stored in the reuse FIFO(s)

between ‘filter x’ and ‘filter y’ (i.e., the number of data elements between ~hx and ~hy) exceeds the

sum of the sizes of reuse FIFOs between ‘filter x’ and ‘filter y’, and ‘filter x’ will stall. It will

wait for ‘filter y’ to pull more data from ‘s y’ so that ‘s y’ can pull more data from the upstream.

A data filter will also stalled if the data element sent to the computation kernel is not consumed.

This situation happens when the kernel is waiting for data elements from other data filters. When

the condition of e3 is true, ‘filter x’ will stall. It has sent the data element needed by the compu-

tation kernel in iteration ~ix = ~hx − ~fx, but the computation kernel is waiting for ‘filter y’ to send

the data element needed in an iteration ~iy = ~hy − ~fy, which is earlier than ~ix. Similarly, when the

condition of e4 is true, ‘filter y’ will wait for ‘filter y’ to send data.

Proof. When the first condition in Eq. (5.2) is true, we have both

e1 is true⇒ ~hx �l
~hy ≺l

~hy − ~fy + ~fx ⇒ e3 is false
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and

e3 is true⇒ ~hx − ~fx �l
~hy − ~fy �l

~hy − ~fx ⇒ e1 is false

Therefore e1 and e3 in Fig. 5.6(a) are mutually exclusive.

When the condition in Eq. (5.3) is true, due to the linearity property of maximum reuse dis-

tances in stencil computation (Property 3 in Section 5.2.4), the condition applies any pair of array

references. Then we can apply the similar scheme in the first condition to the second condition,

and prove that e2 and e4 in Fig. 5.6(b) are mutually exclusive.

Then all the cycles in the dependency graph of data filters ‘filter x’ and ‘filter y’ will not be

simultaneously satisfied, and our distributed system is deadlock-free.

5.3.3.3 Design Optimality

Theorem 6. The design proposed in Fig. 5.5 uses the minimum reuse buffer size.

Proof. Due to the linearity of maximum reuse distances, the sum of the sizes of all the reuse FIFOs

is equal to the maximum reuse distance between array reference A0 and An−1. Due to the sorting

of array references by ~f in the descending lexicographic order, A0 is the earliest reference and

An−1 is the latest reference. Therefore, the total reuse buffer size is equal to the maximum reuse

distance between the earliest and latest references, which is the theoretical minimum.

As shown in Table 5.2 for the example in Listing 5.1, the total size is 2048, the same as the

minimum value discussed in Section 5.2.3. If the maximum reuse distance is so large that the

buffer sizes exceed the on-chip memory capacity, our microarchitecture allows trade-off of off-

chip bandwidth occupation for smaller memory usage (see discussion in Section 5.3.7).

Theorem 7. The design proposed in Fig. 5.5 uses the minimum number of buffer banks.

Proof. The structure of our design guarantees that for n array references, there are n − 1 buffer

banks (reuse FIFOs) as described in Section 5.3.1. It is the theoretical minimum value as discussed

in Section 5.2.3.
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Since our design achieves both the minimum reuse buffer size and the minimum number of

buffer banks, our microarchitecture is optimal.

5.3.4 Insights Gained From RTL Simulation

Our microarchitecture is quite different from conventional designs with centralized controllers

[12, 68, 13, 14]. The major tasks of a conventional controller includes two aspects:

1. Filling up reuse buffers. Before the computation starts, the controller will first fill reuse

buffers with data elements needed by the computation kernel.

2. Evict expired data from reuse buffers. The challenging part in this function is when the reuse

distance between array references changes as the execution advances. This often happens on

a skewed data grid. In this case, the number of data elements stored in reuse buffers changes

as time goes, and the symmetry between read and write is broken.

There is no specific module that takes charge of these key tasks in our microarchitecture. Instead,

by observing the execution of our design in RTL simulation, we found that these key tasks are done

automatically by the coordination of our distributed modules.

5.3.4.1 Automatic Filling of Reuse Buffers

The filling process of reuse buffers in our microarchitecture is shown in Table 5.3. The data filter 4

clock data in filter status (forwarding/bypassing/stalled) FIFO status (# of data)

cycle stream filter 0 filter 1 filter 2 filter 3 filter 4 FIFO 0 FIFO 1 FIFO 2 FIFO 3

1 A[0][1] bypass bypass bypass bypass forward→stall 0 0 0 0

1024 A[1][0] bypass bypass bypass forward→stall stall 0 0 0 1023

1025 A[1][1] bypass bypass forward→stall stall stall 0 0 1 1023

1025 A[1][2] bypass forward→stall stall stall stall 0 1 1 1023

2028 A[2][1] bypass→forward stall→forward stall→forward stall→forward stall→forward 1023 1 1 1023

2049–... A[2][2]–... forward forward forward forward forward 1023 1 1 1023

Table 5.3: The execution flow of our microarchitecture in the example of Listing 5.1. The latency

among the data streams at different modules is ignored here for demonstration purpose only.
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associated with A[i − 1][j] is first stalled at cycle 1. This is when the filter 4 tries to send data

A[0][1] to the computation kernel but all the other data filters are bypassing this data. As a result,

the computation kernel will be waiting for data from the other data filters and will not consume

data from the filter 4. This stalling will lead to filling up of data in the FIFO 3 between A[i− 1][j]

and A[i][j − 1]. The other four filters will keep the data stream advancing since all of them bypass

the first row in the data domain. 1023 cycles later, the filter 3 will try to to send data A[1][0] to

the computation kernel but will be stalled as well. Then the FIFO 2 will start being filled up, and

the data path splitter s3 will stop sending data to FIFO 3. The following process is similar until

FIFO 1 and FIFO 0 are filled up consecutively, as shown in Table 5.3. Then at cycle 2049, the

filter 0 receives A[2][1] and will send the data to the computation kernel. All the data at the five

inputs of the computation kernel become valid, and the kernel consumes all the five data to produce

the first output. Then all the stalled filters can continue to send new data to the computation kernel

every clock cycle until the end of the iteration domain.

5.3.4.2 Automatic Adjustment of Reuse Data Amount

An application can have a skewed data grid as shown in Fig. 5.7. This kind of application

is usually needed when a rectangular grid is iterated along the 45◦ direction after certain loop

transform [132]. The skewed grid leads to the challenge that the number of data stored in each

reuse buffer will change as the iteration goes on, and often requires a complex memory controlling

scheme in a centralized design [12, 13, 14]. However, this difficulty can be automatically handled

by our distributed modules. Following the design schematic in Section 5.3.1, we will order the

array references and map them to five filters 0–4. Among them, filter 2 is for reference A[i][j] and

filter 3 is for reference A[i− 1][j]. Note that ~h2 of filter 2 advances ~h3 of filter 3 by one row when

~h2 and ~h3 are synchronized by the computation kernel, as shown in Fig. 5.7. At each turn around

to the next row in the data domain, the filter 3 will fetch one more data from the FIFO splitter

than the filter 2 since the filter 3 is iterating over a longer row. Then the number of data stored in

FIFO 2 between filter 2 and filter 3 will be reduced by one. This achieves the dynamic adaption of
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Figure 5.7: Non-rectangular iteration domain of an example application with dynamically change-

able reuse distance.

the number of data stored in a reuse buffer to the change of reuse distance in the case of a skewed

data grid.

5.3.5 Other Design Issues

5.3.5.1 Heterogeneous Mapping of Reuse Buffers

Reuse buffers in our design have different sizes, as shown in Table 5.2, and may prefer different

physical implementations. For example, if the target platform is FPGA, the physical implementa-

tion candidates include block memory, distributed memory and slice registers. They are efficient

for a large buffer, a medium buffer and a small buffer respectively. Table 5.2 shows the heteroge-

neous mapping of reuse buffers to different physical implementation.

5.3.5.2 Data Filter in Polyhedral Domain

Note that though the data domains are rectangles in the example of Listing 5.1, they could be

any polyhedrons on a multi-dimensional grid. Comparisons on loop bounds is not a universal
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solution to data filtering. To select DAx out of DA, the data filter in our microarchitecture is

implemented with a data switch controlled by two counters, let’s say input counter and output

counter, as shown in Fig. 5.8. The input counter iterates over the input data stream DA of array A,

input counter output counter=q q

ADi xADi

q
inc

output stream

inc

input stream 1
p

0 discard
data switch

Figure 5.8: Structure of the data filter which can be applied to general polyhedral data domains.

e.g., A[0..767][0..1023]. The output counter iterates over the data domain DAx of array reference

Ax, e.g., A[2..767][1..1022]. The input counter proceeds when the filter receives an input data. The

output counter proceeds when its value is equal to the input counter. It is also the condition that

the data switch forwards the input data to the output. In contrast, when the output counter is not

equal to the input counter, the data switch bypasses the input data.

5.3.6 System Integration

Note that our methodology transforms the original accelerator with multiple data references, e.g.,

Fig. 5.9(a), to a new accelerator with a single reference, e.g., Fig. 5.9(b). An accelerator with our

microarchitecture can be easily connected to an off-chip prefetch module with bus burst accesses.

The prefetch module can directly forward the data stream from the bus pipeline to the accelerator

and only needs a small buffer to hide the bus latency.

In addition, our microarchitecture can simplify the co-optimization of accelerators for inter-

block communication. In the example of Fig. 5.9(c), accelerator 1 writes out A[i][j]. Accelerator 2

readsA[i][j],A[i][j−1],A[i][j+1],A[i−1][j] andA[i+1][j]. The load operations of accelerator 2
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Figure 5.9: Integration of an accelerator with our microarchitecture in a system.
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are very different from the store operation of accelerator 1. To implement the inter-block commu-

nication, accelerator 1 has to write the 1022× 766 output data block to an on-chip block memory

first. Then accelerator 2 reads data from the block memory. With our microarchitecture, however,

the input data stream of accelerator 2 is transformed to A[i][j], which has the same form as the

output of accelerator 1. Then data can be directly forwarded from accelerator 1 to accelerator 2

without a large on-chip block memory.

In summary, our microarchitecture facilitates system-level synthesis in terms of optimization

on module-level communication and off-chip communication.

5.3.7 Enabling Bandwidth/Memory Trade-off

There is trade-off between off-chip bandwidth and on-chip memory usage. When we have larger

off-chip bandwidth, we can use smaller on-chip memory. The extreme case is that when we have

sufficiently large off-chip bandwidth, we do not need any on-chip memory for data reuse. The

different pairs of off-chip bandwidth occupation and on-chip memory usage form the points on a

design curve. When we move along the curve, the array references to go through reuse buffers

will change. The problem is that conventional memory partitioning does not guarantee an optimal

solution for an arbitrary access pattern. Optimality of memory partitioning may get lost when we

perform bandwidth/memory trade-off. One of the benefits of our microarchitecture is that it will

automatically reduce the buffer size to the minimum when the off-chip bandwidth is increased, but

keep the optimal design structure. As shown in the example of Fig. 5.10, when we allow one

more off-chip access for each clock cycle, we will pick up the largest reuse buffer in our microar-

chitecture in Fig. 5.10(a), and replace it with the input data stream from off-chip in Fig. 5.10(b).

By doing so, we achieve a graceful degradation of on-chip memory usage with the increase of

off-chip bandwidth, as shown in Fig. 5.11 We use the example in Fig. 5.10 and the 19-point stencil

in SEGMENTATION in Fig. 5.4(c), and sweep the number of off-chip accesses per cycle from 1

up to the number of stencil accesses in the two applications along the y-axis. The three phases in

Fig. 5.11 show that we first give up data reuse across the image planes which need large buffers,
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Figure 5.10: Breaking the chain at the largest reuse buffer when the number of off-chip accesses

is increased. (a) An example of the original microarchitecture with one off-chip access per cycle.

(b) The new microarchitecture with two off-chip accesses per cycle, but smaller total buffer size.
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Fig. 5.4(c).
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then give up data reuse across image rows which need medium buffers, and finally give up data

reuse within an image row which needs small buffers.

5.4 Design Automation Flow

We develop a design automation flow to generate the complete accelerator for a given stencil ap-

plication, as shown in Fig. 5.12. It starts from the original source codes of a user application, e.g.,

User Codes (c, c++)

Identify Stencil 
Computation Patterns

Polyhedral 
Analysis

Kernel 
Transformation

Accelerator 

Pure Computation 
Code (c, c++)

High-Level

Data Domains and 
Reuse Distances (xml)

Wrapper Template

Microarchitecture Customized to 
User Applications (RTL)

Computation 
Kernel (RTL)

High Level 
Synthesis

pp ( ) Kernel (RTL)

Module 
Integration

Complete Accelerator with Full 
Pipelining and Data Reuse (RTL)

Figure 5.12: Design automation flow of accelerator generation for stencil computation.

the code in Listing 5.1. We first analyze the data access patterns in the application and use Defini-

tion 6 to identify the stencil pattern. If there exists a part of computation that matches the stencil
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pattern, the flow will continue to optimize. In the left branch, we first apply polyhedral analysis to

extract the polyhedrons of data arrays with stencil accesses. We calculate the data domain of each

array reference and the reuse distance of each pair of adjacent array references. This information is

used to instantiate the data filters and reuse FIFOs in our microarchitecture. Then the flow gener-

ates a microarchitecture instance, e.g., the design in Fig. 5.5, with the memory systems optimized

for stencil accesses in user applications. In the right branch, we first apply source-to-source code

transformation to extract the kernel code with pure computation, e.g., Listing 5.2. Then high-level

synthesis is applied on the transformed code for a fully pipelined hardware implementation of the

computation kernel in RTL. Finally, we integrate the microarchitecture with the computation ker-

nel for a complete accelerator with full pipelining and data reuse, e.g., the design in Fig. 5.2. This

flow is further integrated into CMOST, an automated compilation tool from C-code to executable

FPGA accelerators [135].

5.5 Experiments

5.5.1 Experiment Setup

Our polyhedral analysis in Fig. 5.12 is implemented by the LLVM-Polly framework [136]. The

kernel transformation is performed by the open source compiler infrastructure ROSE [137], and

the high-level synthesis is performed by Xilinx Vivado HLS [72]. Although our methodology is

applicable to both ASIC and FPGA designs, we choose FPGA as the target device in this work

due to the availability of downstream behavioral synthesis and implementation tools. The Xilinx

Virtex7 FPGA XC7VX485T and ISE 14.2 tool suite [3] are used in our experiments. The target

clock frequency is set at 200MHz.

The benchmarks used in prior memory partitioning work [13, 14] make up a rich set of real-

life stencil computation kernels. Among them, we select the more challenging benchmarks with

non-rectangular stencil windows for our experiments. DENOISE (2D/3D), RICIAN (2D), and

SEGMENTATION (3D) are from medical imaging [19]. BICUBIC (2D) is from bicubic interpo-
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lation process [15]. SOBEL (2D) is from Sobel edge detection algorithm [16]. We choose the

more recent memory partitioning work [14] as our experiment baseline.

5.5.2 Results

Original Target # of Banks Total Size

II II [14] Ours [14] Ours

DENOISE 5 1 5 4 2050 2048

RICIAN 4 1 5 3 2050 2048

SOBEL 9 1 9 8 2054 2050

BICUBIC 4 1 5 3 2050 2048

DENOISE 3D 7 1 7 6 2240 2048

SEGMENTATION 19 1 20 18 2630 2112

Table 5.4: High-level partitioning results.

The comparison results of memory partitioning are shown in Table 5.4. We list the pipeline

II of the original user codes which suffer memory port contentions before memory partitioning,

which is equal to the number of memory load operations on the data array. We also list the II that

the computation kernel targets to achieve via memory partitioning. The number and total size of

reuse buffer banks are reported for both [14] and our method. The buffer size is in the unit of

data element. As shown in Tabel 5.4, our method saves the partitioning bank number of all of

the six benchmarks. In addition, our method does not need the padding technique in [14] which

increases the grid size at certain dimensions to relax the partitioning complexity. Our methods

saves the buffer size, especially when the padding introduces more overhead in a high-dimensional

data grid, e.g., Fig. 5.4(c).

The post-synthesis results are listed in Table 5.5. Physical resource usage (block RAMs, logic

slices, and DSPs) and timing information are extracted from Xilinx ISE report. As shown in

Table 5.5, we use 66% fewer block RAMs than [14]. This stems from 1) the minimum number
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BRAM Slice DSP CP (ns)

[14] 5 703 5 4.502

DENOISE ours 2 636 0 4.519

comp.(%) -60 -9.5 -100 0.37

[14] 5 582 4 4.472

RICIAN ours 2 544 0 4.337

comp.(%) -60 -6.5 -100 -3.02

[14] 9 1937 9 4.416

SOBEL ours 2 1088 0 4.239

comp.(%) -78 -43.8 -100 -4.01

[14] 5 535 4 4.309

BICUBIC ours 2 493 0 4.196

comp.(%) -40 -7.8 -100 -2.62

[14] 7 980 7 4.656

DENOISE 3D ours 2 859 0 4.762

comp.(%) -71 -12.3 -100 2.27

[14] 20 7533 19 4.995

SEGMENTATION 3D ours 2 2251 0 4.985

comp.(%) -90 -70.1 -100 -0.2

Average(%) -66 -25 -100 -1.2

Table 5.5: Synthesis experimental results.
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of buffer banks achieved, and 2) the heterogeneous mapping of buffer banks to variable resources

in addition to block RAMs as demonstrated in Table 5.2. We also use 25% fewer logic slices

than [14], even though we implement some of the small reuse buffers in registers. That is because

we avoid the modulo scheduling in conventional uniform memory partitioning which generates

a hardware transformer to map the original data address to the bank ID and local address via a

complex calculation involving multiplication and division. Instead our memory system only needs

counters iterating over the data domains in the lexicographic order. This advantage is also reflected

by the complete elimination of DPSs in our method. The clock period does not show too much

difference between [14] and our method since the back-end flow will stop optimization as long as

it meets the 200MHz target. However, our method generally has larger slacks from the target 5.0ns

as shown in Table 5.5. It is mainly due to the distributed structure in our method. We tried to use

the Xilinx XPower Analyzer for power estimation, but found that the FPGA power is dominated

by the static power, and is almost invariant with custom circuits. If power gating is available in

FPGA, the FPGA power will be proportional to resource usage, which is covered by Table 5.5.

5.6 Conclusions and Future Work

In this chapter, we propose non-uniform partitioning which opens a new design space compared to

conventional cyclic partitioning framework. As a starting point, we use stencil computation as the

initial design target and show a novel memory system that works with non-uniform sizes of reuse

buffer. The memory system in the extended design space can achieve the optimal solution with

the minimum reuse buffer size and the minimum number of buffer banks. We develop a design

automation flow that generates a microarchitecture with our memory systems and integrates it with

the computation kernel for a complete design. Experimental results show that our method outper-

forms the recent memory partitioning work in terms of utilization of variable FPGA resources.

As this is the first work on non-uniform memory partitioning, our primary goal is to show

the potential of this new approach. Though stencil computation is a popular application domain
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and attracts the attention of most memory partitioning work, it is still important to extend non-

uniform memory partitioning to general cases. Our data streaming method may not be the only

solution for utilizing the non-uniform reuse buffers. A modified modulo scheduling extended from

conventional uniform memory partitioning is also a good candidate. We believe that there are many

opportunities in future research.

141



CHAPTER 6

Computation and Communication Optimization in

Convolutional Neural Networks for Big Data

6.1 Introduction

While the previous chapters have gone through the communication optimization within a chip, we

focus on the new challenges in big data in this chapter. As the capability of data collection continu-

ously increases, the data processing and analytics relies more on machine learning to automatically

mine out more insights from the big data. Biologically inspired deep learning based on artificial

neural networks (ANNs) has gained its popularity in recent years since the network complexity

can be easily scaled up with the increasing data volume to capture a better data model. Among

the different kinds of ANNs, convolutional neural networks (CNNs) have achieved good success,

particularly in computer vision applications, e.g., the recognition of handwritten digits [74, 75],

and the detection of faces [76, 77]. In the 2012 ImageNet contest [78], a CNN-based approach

named SuperVision [17] outperformed all the other traditional image recognition algorithms. On

one hand, CNNs keep the advantage of artificial neural networks which use a massive network of

neurons and synapses to automatically extract features from data. On the other hand, CNNs further

customize their synapse topologies for computer vision applications to exploit the feature locality

in image data.

The success of CNNs promises wide use for many future platforms to recognize images, e.g.,

micro-robots, portable devices, and image search engines in data centers. It will be beneficial to

improve the implementation of the CNN algorithm to reduce the computational cost. One direction
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is to improve the CNN algorithm using hardware accelerators, e.g., GPUs and field-programmable

gate arrays (FPGAs) [79, 80, 81]. Another orthogonal direction is to reduce the theoretical num-

ber of basic operations needed in the CNN computation from the algorithmic aspect, as will be

discussed in this thesis.

In this chapter we first reveal the linear algebraic properties in the CNN computation. Based

on these properties, we invent an efficient algorithm that can be applied to generic CNN architec-

tures to reduce the arithmetic operations without any penalty on the image recognition quality or

hardware cost. Furthermore, we develop a communication-avoidance algorithm to minimize the

disk access.

6.2 Background

6.2.1 Algorithm Review of CNNs

Convolutional neural networks (CNNs) were extended from artificial neural networks (ANNs) and

customized for computer vision [74]. An example of a CNN is given in Fig. 6.1. As shown in
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Figure 6.1: An example of a convolutional neural network.

this figure, the intermediate results in a CNN are different sets of feature maps. The main working

principle of a CNN is to gradually extract local features from feature maps of higher resolutions,

and then to combine these features into more abstract feature maps of lower resolutions. This

is realized by the two alternating types of layers in a CNN: convolution layers and subsampling
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layers. The last few layers in the CNN still use fully connected ANN classifiers to produce the

abstracted classification results. The detailed computation patterns of different layers in the CNN

are described as below:

Convolution Layer. In this layer, features, such as edges, corners, and crossings, are extracted

from the input feature maps via different convolution kernels, and are combined into more abstract

output feature maps. Assume there are Q input feature maps and R output feature maps, and

the feature map size is M × N . Also assume the convolution kernel size is K × L. Then the

Figure 6.2: Example loop-nest representing the computation in a convolution layer of a CNN.

computation in the convolution layer can be represented in a nested-loop description, as shown in

Fig. 6.2. The array X contains the input feature maps, and the array Y contains the output feature

maps which are initialized to zeros. The array W contains the weights in the convolution kernels.

To regularize the computation pattern, we do not explicitly add the network bias to the output

feature maps. Instead, we put a dummy input feature map of all 1’s in array X and put the bias

on the weights associated with this dummy input map in array W . The computational workload in

the convolution layer is in the order of O(R ·Q ·M ·N ·K · L).

Subsampling Layer. The purpose of this layer is to achieve spatial invariance by reducing the

resolution of feature maps. In the example of Fig. 6.1, each feature map is scaled down by a

subsample factor 2× 2. The computational workload in this layer is in the order of O(Q ·M ·N),

which is much smaller than that in the convolution layer.

At the output of each layer, an activation function is further applied to each pixel in the feature

maps to mimic the neuron activation.
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6.2.2 Architecture of Real-Life CNN

Layer 1 Layer 2 Layer 3 Layer 4 Layer 5 Layer 6-8

4

Figure 6.3: A real-life CNN that was used in the 2012 ImageNet contest [17].

The architecture of a real-life CNN that was used in the 2012 ImageNet contest [17] is shown

in Fig. 6.3. It consists of eight layers. The first layer contains three 224×224 input images that are

obtained from the original 256 × 256 image via data augmentation. The 1,000 neurons in the last

layer report the likelihoods of the 1,000 categories that the input image might belong to. Layer 2

contains 96 feature maps, and each feature map is sized 55 × 55. They are partitioned into two

sets, each containing 48 feature maps, so as to fit into two GPUs used in [17]. The other layers

also follow notations similar to Fig. 6.3. Note that the convolution layer and the subsampling layer

are merged together in Layers 1, 2, 3, and 6 of this architecture. There are no subsampling layers

but only convolution layers in the other layers. The convolution kernel size is 11 in Layer 1, 5 in

Layer 2, and 3 in the other layers. The default subsample factor is 2, except for a factor of 4 in

Layer 1. The subsampling operations are not trainable in this architecture, but the function max is

applied to the 2 × 2 or 4 × 4 pixel windows in each feature map, and is marked as max pooling

in Fig. 6.3. The activation function is simplified to the Rectified Linear Unit (ReLU) function,

max(0, x), as discussed in [17]. In Layer 2, 4, and 5, to avoid the inter-GPU communication, the

features extracted from the two partitioned sets of input feature maps are not combined together at

the output. The design choice of removing this combination is made by trial and error, and proves

effective in [17].
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6.2.3 Runtime Breakdown of Real-Life CNN

To better understand the time-consuming part of the process of image recognition via a CNN, we

reimplement the CNN in Fig. 6.3 in a single-thread CPU so that the workload can be measured by

runtime. A breakdown of runtime is given in Table 6.1. We see that the runtime is dominated by the

Convolution Layer Subsampling Layer ReLU Activation Fully Connected ANN

Layer 1 364s 720s 1.83s -

Layer 2 1728s 416s 1.19s -

Layer 3 5710s 147s 0.42s -

Layer 4 2564s - 0.42s -

Layer 5 2652s - 0.27s -

Layer 6 - 29s 0.12s 8.60s

Layer 7 - - 0.12s 5.63s

Layer 8 - - 0.03s 1.78s

Total 13018s 1313s 4.41s 16.0s

Breakdown 90.7% 9.15% 0.03% 0.11%

Table 6.1: Breakdown of CNN runtime in the recognition of 256 images.

convolution layers. The main focus of this work is to optimize the computation in the convolution

layers.

6.3 Properties of CNN Computation

6.3.1 Another View of CNN Computation

In this section we offer another view of the CNN computation in Fig. 6.2 that enables optimization

of the computational workload. First denote the Q input feature maps as x1, x2, ...xQ, and the

R output feature maps as y1, y2, ..., yR. Also denote the R × Q convolution kernels (each sized

K × L) as wrq where r = 1, 2, ..., R and q = 1, 2, ..., Q. We further denote the convolution
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operation between a kernel wrq and a feature map xq as

wrq ∗ xq = z, where z(m,n) =
K−1∑
k=0

L−1∑
l=0

wrq(k, l)xq(m+ k, n+ l). (6.1)

Here z represents the convolution result in the form of an M × N image, and z(m,n) represents

an image pixel in z. Then the computation in Fig. 6.2 can be represented as

y1 = w11 ∗ x1 + w12 ∗ x2 + · · ·+ w1Q ∗ xQ

y2 = w21 ∗ x1 + w22 ∗ x2 + · · ·+ w2Q ∗ xQ

y3 = w31 ∗ x1 + w32 ∗ x2 + · · ·+ w3Q ∗ xQ

· · ·

yR = wR1 ∗ x1 + wR2 ∗ x2 + · · ·+ wRQ ∗ xQ

. (6.2)

If we reorganize these xq, yr and wrq in the form of column vectors and matrices

−→x =


x1

x2

...

xQ

 , −→y =


y1

y2

...

yR

 , W =


w11 w12 · · · w1Q

w21 w22 · · · w2Q

...
... . . . ...

wR1 wR2 · · · wRQ

 ,

then the computation in Eq. (6.2) can be redefined as a special matrix/vector multiplication

−→y = W ×−→x .

Each element in the left operand W is a convolution kernel. Each element in the right operand
−→x is an input feature map. Each element in the result −→y is an output feature map. The element-

wise multiplication is redefined as the convolution between a kernel wrq and a feature map xq

in Eq. (6.1). If a web server provider receives a batch of P images to recognize, we will have
−→x 1,
−→x 2, · · · ,−→x P as parallel inputs, and −→y 1,

−→y 2, · · · ,−→y P as parallel outputs. Their computation

can be merged as

(−→y 1,
−→y 2, · · · ,−→y P ) = (W ×−→x 1,W ×−→x 2, · · · ,W ×−→x P ) = W × (−→x 1,

−→x 2, · · · ,−→x P ).
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This can be further simplified to a matrix multiplication

Y = W ×X,

where

X = (−→x 1,
−→x 2, · · · ,−→x P ), Y = (−→y 1,

−→y 2, · · · ,−→y P ).

Both the left operand X and the result Y are matrices of feature maps. This matrix multiplication

representation provides a new view of the computation in convolution layers of CNNs. We name

this representation convolutional matrix multiplication (convolutional MM).

6.3.2 Enabling New Optimization Opportunities

We can optimize the computation of convolutional MM by revisiting techniques that have been

built for normal matrix multiplication (normal MM). For example, we can use the classical Strassen

algorithm [138] to reduce the computational workload. In each recursion of matrix partitioning,

the Strassen algorithm can reduce the number of multiplications by 1/8, but it incurs many extra

additions. Note that in normal MM, the element-wise multiplication is a multiplication between

two numbers, while in our convolutional MM, the element-wise multiplication is redefined as the

convolution between a kernel and a feature map, which has a sufficiently high complexity to make

the extra additions negligible. Our convolutional MM is expected to experience more benefits from

the Strassen algorithm than the normal MM; this will be discussed in Section 6.4.

6.3.3 Properties of Convolutional MM

Before we go through any optimization, we first identify the properties of our convolutional MM. If

the addition of two convolution kernel matrices W1 and W2 of the same size are intuitively defined

as the additions of all the pairs of weights at the same positions, i.e.,

W1 +W2 = W3, where w3rq(k, l) = w1rq(k, l) + w2rq(k, l),
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combined with the linearity of the operation defined in Eq. (6.1), we have

(W1 +W2)×X = W1 ×X +W2 ×X. (6.3)

Similarly, if the addition of two feature map matrices X1 and X2 of the same size are intuitively

defined as additions of all the pairs of pixels at the same positions, we have

W × (X1 +X2) = W ×X1 +W ×X2. (6.4)

6.4 Computation Optimization

6.4.1 Algorithm

In this section we show how to extend the Strassen algorithm [138] from normal MM to reduce the

computational workload of our convolutional MM. We start from

Y = W ×X,

where the number of elements in both rows and columns of Y,W,X is assumed to be even. We

partition W , X and Y into equally sized block matrices

W =

 W1,1 W1,2

W2,1 W2,2

 , X =

 X1,1 X1,2

X2,1 X2,2

 , Y =

 Y1,1 Y1,2

Y2,1 Y2,2

 .

Then we have
Y1,1 = W1,1 ×X1,1 +W1,2 ×X2,1

Y1,2 = W1,1 ×X1,2 +W1,2 ×X2,2

Y2,1 = W2,1 ×X1,1 +W2,2 ×X2,1

Y2,2 = W2,1 ×X1,2 +W2,2 ×X2,2

. (6.5)
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Here, we still need 8 multiplications, the same number that we need in matrix multiplication before

partitioning. We define new matrices

M1 := (W1,1 +W2,2)× (X1,1 +X2,2)

M2 := (W2,1 +W2,2)×X1,1

M3 := W1,1 × (X1,2 −X2,2)

M4 := W2,2 × (X2,1 −X1,1)

M5 := (W1,1 +W1,2)×X2,2

M6 := (W2,1 −W1,1)× (X1,1 +X1,2)

M7 := (W1,2 −W2,2)× (X2,1 +X2,2)

. (6.6)

Followed by the properties in Eq. (6.3) and Eq. (6.4), we can compute the result of the matrix

multiplication from the 7 multiplications in Eq. (6.6) as follows:

Y1,1 = M1 +M4 −M5 +M7

Y1,2 = M3 +M5

Y2,1 = M2 +M4

Y2,2 = M1 −M2 +M3 +M6.

Here, we reduce the number of the redefined multiplications from 8 to 7 without changing the

computation results. We can iterate this matrix partitioning process recursively until the subma-

trices degenerate into basic elements, i.e., separate convolution kernels and feature maps in our

convolutional MM. We can see that each recursion will reduce the number of multiplications by

1/8, but will incur 18 additions on the submatrices. In the normal MM, all the elements are num-

bers, and either multiplications or additions are performed between these numbers. The overhead

of 18 additions could completely eliminate the benefits brought by the multiplication savings in

normal MMs. In our convolutional MM, however, the element-wise multiplication is redefined as

the convolution between a kernel and a feature map in Eq. (6.1). Suppose the convolution kernel

size is K × L, and the feature map size is M ×N . As shown in Table 6.2, the number of FLOPS

(floating-point operations) in an element-wise multiplication will be 2K ·L ·M ·N , which is much
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element-wise addition element-wise multiplication

the normal MM 1 1

our convolutional MM K · L or M ·N 2K · L ·M ·N

Table 6.2: The FLOPS comparison of different operations in the normal MM and our convolutional

MM.

larger than either K · L FLOPS in a kernel addition or M · N FLOPS in a feature map addition.

This makes the reduction of the number of multiplications very meaningful to our convolutional

MM.

6.4.2 Experimental Results
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Figure 6.4: Comparison of our convolutional MM with the normal MM in terms of the savings of

GFLOPS by the Strassen algorithm.

A comparison of our convolutional MM with the normal MM in terms of the savings of

GFLOPS by the Strassen algorithm is shown in Fig. 6.4. We use the convolution kernel size

5 × 5 and the feature map size 55 × 55 in Layer 2 of Fig. 6.3, and sweep different square sizes

for matrices W,X, Y in this experiment. We see that for the normal MM, the Strassen algorithm

may not bring benefits, but could lead to a >100% overhead, especially when the matrix size is

small. In [139], even if the nested loops in Fig. 6.2 are unrolled and the computation is represented

in a normal MM to make the Strassen algorithm applicable, the Strassen algorithm still brings rel-
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atively few benefits. But if the computation is represented in our convolutional MM, many more

benefits can be achieved due to the redefined granularities of matrix elements and element-wise

multiplications.

A sensitivity study on the convolution kernel size and the feature map size is provided in

Fig. 6.5. Here, we fix the matrix size to 256. As shown in Fig. 6.5(a), the convolution kernel
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Figure 6.5: A sensitivity study on convolution kernel size and feature map size.

size has a high impact on GFLOPS savings. This matches the analysis that the FLOPS difference

between the element-wise multiplication and the element-wise addition of our convolutional MM

is proportional to the kernel size (assume the feature map size is much larger than the kernel size).

Since the matrix size is limited to 256, there could be at most eight recursions of the Strassen algo-

rithm, which imposes an upper bound of 1−(7/8)8 = 65.64% on the GFLOPS savings. Fig. 6.5(a)

shows that we approach this upper bound as the convolution kernel size increases. The GFLOPS

savings are invariant with the increase of the feature map size, as shown in Fig. 6.5(b), since the

computational workloads of both the element-wise multiplication and addition will increase.

We reimplement the real-life CNN in Fig. 6.3 and apply the Strassen algorithm to reduce the

computational workload. Experimental results are listed in Table 6.3. As shown in this table, no

matrices are square, and no matrices have sizes equal to the power of 2. To deal with the non-square

matrices, we stop matrix partitioning once either the row size or the column size becomes small.

To solve the not-the-power-of-2 problem, we pad a dummy row or column in the matrices once we
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Layer 1 Layer 2 Layer 3 Layer 4 Layer 5

Q 3 48 256 192 192

Matrix R 96 128 384 192 128

Parameters K, L 11 5 3 3 3

M,N 224 55 27 13 13

original 364s 865s 5710s 1282s 1326s

Runtime our optimization 433s 864s 3863s 683s 998s

savings -18% 27% 32% 47% 24%

Table 6.3: Workload reduction by extending the Strassen algorithm to the real-life CNN in Fig. 6.3

via our convolutional MM.

encounter an odd number of rows or columns during matrix partitioning. Note that the Strassen

algorithm is based on recursive matrix partitioning, which is a cache-oblivious algorithm that can

take advantage of a CPU cache without knowing the cache size. For the sake of fairness, we

also implement the baseline matrix multiplication in a cache-oblivious algorithm in Eq. (6.5). The

hardware platform is a Xeon server with CPUs running at 2GHz. We limit the number of threads

initialized by our convolutional MM computation to 1 since we are measuring the reduction of

total workloads by the runtime. Table 6.3 shows that we can get up to a 47% savings in certain

convolution layers. Note that this gain is achieved without any change in image recognition results

or the addition of any hardware accelerators.

6.5 Communication Optimization

6.5.1 Algorithm

In this section we show how to minimize the disk access. Again, we start from

Y = W ×X.
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When a large CNN is applied to big data, the main memory cannot hold all the data in the matrices

Y , W and X . We can load only a part of it from the disk to the main memory each time, as shown

in Fig. 6.6. And we want to maximize the computational workload that can be completed by this

element: large feature map

Disk
Y W X

element: small convolution kernel

Y W X

p pq

r r q

Main Memory
19

Main Memory

Figure 6.6: Partitioning of large matrices into smaller data blocks that can be loaded in the main

memory for computation.

part of data. We use the number of element-wise multiplications |V | to measure the computation

workload. Given the matrix sizes R, Q and P of the convolutional MM for a convolution layer,

the total workload is |V | = R · Q · P . Suppose the main memory to be a size of C bytes which

hold |VW | elements in W , |VX | elements in X , and |VY | elements in Y . According to the discrete

Loomis-Whitney inequality [140], we know that

|V |2 ≤ |VW | · |VX | · |VY |

This upper bound is attained when the computation covered by the partial data is a block matrix

multiplication, as indicated by the blue data blocks in Fig. 6.6. Let’s say we load an r×q submatrix

from W , a q × p submatrix from X , and an r × p submatrix from Y . Then we have,

|V | = rqp =
√
rq · qp · rp =

√
|VW | · |VX | · |VY |
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The problem that remains is to choose the optimal settings of (r, q, p) to maximize |V | for a given

C. This problem can be formulated as:

max
r,q,p

r · q · p

s.t. rqKL+ qpMN + rpMN ≤ C

where KL is the data size of an element in the convolution kernel matrix W , and MN is the data

size of an element in the feature map matrix X and Y . In the normal MM, the data sizes of all

the elements are equal, which leads to the optimal solution m = n = r. So in the past, when we

divided the computation into the block matrix multiplication to fit data in the main memory, we

usually used uniform submatrices. However in our convolutional MM, the sizes of elements from

W , X and Y are asymmetric, which breaks the balance among r, q and p in the original optimal

solution. Instead, we know that

r · q · p

=
1

MN
√
KL

√
rqKL · qpMN · rpMN

≤ 1

MN
√
KL

√(
rqKL+ qpMN + rpMN

3

)3

≤ 1

MN
√
KL

√
(
C

3
)3

This upper bound is attained when

r = q =

√
C

3KL
, p =

1

MN

√
KLC

3

In most cases, MN is larger than KL, which means that r and q are larger than p, as shown in

Fig. 6.6. The underlying insight is that a communication-avoid algorithm for our convolutional

MM prefers large submatrices from W and small submatrices from X and Y since the element

size in W is smaller. By using our optimal nonuniform matrix partitioning, we can finish more

computation given the limited data volume in the main memory than by using the conventional

uniform matrix partitioning. Therefore, the total disk access for CNNs can be reduced.
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6.5.2 Experimental Results
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Figure 6.7: A comparison of disk accesses using the conventional uniform matrix partitioning and

our optimal nonuniform matrix partitioning for CNNs.

Fig. 6.7 provides a comparison of disk accesses using the conventional uniform matrix parti-

tioning and our optimal nonuniform matrix partitioning based on our convolutional MM. Since the

optimization targets a large CNN and big data, we use the settings where R = Q = P = 4096.

We sweep the main memory size that is allocated for one process of the convolutional MM pro-

gram from 1GB to 10GB. We measure the total disk access by our convolutional MM, as shown in

Fig. 6.7. We can see that our optimal nonuniform matrix partitioning outperforms the conventional

method over the whole range of memory sizes. Note that the curve is not always smooth due to the

imperfect partitioning when the matrix size cannot be divided by the optimal settings of (r, q, p).

6.5.3 Combining with Strassen Algorithm

It is beneficial to combine our communication optimization with the Strassen algorithm that re-

duces the computational workload. As the recursion which is described in Section 6.4 goes on, the

matrix size becomes smaller and smaller. When it is small enough to fit into the main memory, the

disk access can be saved in further recursion steps. The challenge is that in the Strassen algorithm,
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the matrix size is always divided by two in each recursion. If we directly use the Strassen algo-

rithm, no matter which recursion level we reach, the sizes of submatrices from Y , W and X are

always the same as each other, as shown in Fig. 6.8. This limitation prevents us from optimizing

Y W XY W X

RR Q

QP PQP P

20

Figure 6.8: The Strassen algorithm before communication optimization. The different dashed lines

indicate the matrix partitioning af the different levels of the recursions.

the matrix partitioning (r, q, p) as discussed in Section 6.5.1. Since the ratio among submatrices

sizes is kept constant during the process of the Strassen algorithm, we need to optimize the ratio

before starting the Strassen algorithm, as shown in Fig. 6.9. As concluded in Section 6.5.1, the

Y W XY W X

RR Q

QP PKL QP PP
MN
KLp 

21

Figure 6.9: The Strassen algorithm after our communication optimization. The solid lines indicate

the matrix partitioning to optimize the ratio of matrix sizes.

optimal ratio of (r, q, p) is r : q : p = 1 : 1 : KL
MN

so that the submatrices from Y and X are smaller

than the one from W . Before going into the Strassen algorithm, we can partition the matrices Y

and X along the dimension P as shown in Fig. 6.9. Then for each submatrix Yi and Xi in Y and
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X , we perform the Strassen algorithm to compute Yi = WXi and combine Yi together for the final

result. In the computation of Yi = WXi for each i, the ratio of (r, q, p) is kept optimal.
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Figure 6.10: A comparison of disk accesses using the Strassen algorithm with and without com-

munication optimization.

Fig. 6.10 provides a comparison of disk accesses using the Strassen algorithm with and without

our communication optimization. We set the main memory size to 10GB and sweep the matrix di-

mension from 1,000 to 10,000. We can see that after we combine our communication optimization

with the Strassen algorithm, the total disk access can be reduced over the whole range of matrix

sizes. Note that the jumps in the curves are due to the changes of the recursion depth in the Strassen

algorithm.

6.6 Conclusion

In this chapter the computation in the convolution layers of a CNN is expressed in a new representation—

convolutional matrix multiplication (convolutional MM). This representation helps identify the

linear algebraic properties of the CNN computation, and enables extension of state-of-art algo-

rithms that have been built for normal matrix multiplication (normal MM) to CNNs to reduce the
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computational workload and the disk access. This kind of reduction does not change any image

recognition results, and does not require any extra hardware accelerators. Our methodology is ver-

ified on a real-life CNN. Experimental results show that we can reduce the computation by up to

47% and the communication by up to 64%. More well-studied algorithms on linear algebra can be

further extended to our convolutional MM to optimize the CNN computation.
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CHAPTER 7

Accelerator-Centric Cluster Computing with Communication

Optimization

7.1 Introduction

While the previous chapter discusses optimizing the communication from the application’s point

of view, this chapter focuses on the optimization in a cluster computing system. As we enter the

era of big data, the data volume to be timely processed becomes increasingly larger. Meanwhile,

the performance improvement of a single CPU server has slowed down in recent years. To meet

the increasing computation demand from big data, there are two major directions in computing

solutions. One is horizontal scaling, i.e., add more server nodes to a system. The other is vertical

scaling, i.e., improve the performance of a single node using hardware accelerators. There are

two popular candidates for hardware accelerators: GPGPUs and FPGAs. In this thesis, we mainly

consider FPGAs due to the reasons discussed in Section 7.2.1.

The use of FPGAs in literature [141, 142, 143] is often limited to single-node computation

acceleration. In the era of big data, user data are usually partitioned into many data blocks and

stored on many servers in a cluster. It is important to exploit parallelism among data blocks by

distributing computing tasks to these servers. This capability is missing in single-node solutions

of FPGAs. To exploit both cluster parallelism and microarchitecture customization, FPGA-centric

cluster computing solutions are a promising trend. Microsoft recently developed such a cluster,

where all the servers in its cluster are equipped with an FPGA and can work together to accelerate a

single application [83]. However, this development at Microsoft is limited to the single application
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of Bing search. All the proposed methodologies are coupled with the properties of this search

application.

On the other hand, the existing methodologies for the pure-CPU clusters are general enough

to cover most big data applications. One popular category among them is the MapReduce frame-

work, e.g., Google MapReduce [84], Apache Hadoop [85] and Spark [86]. These systems accept

the parallel programming model MapReduce as user inputs. The MapReduce model allows users

to express their computation in terms of a Map function that processes all the data blocks in par-

allel, and a Reduce function that merges all the mapped outputs with the same keys to produce a

final result. This parallel programming model has even been used to synthesize FPGA accelerator

designs by the compilation flows in [87, 88]. These flows map the program parallelism which is

explicitly expressed in the MapReduce programming model to the hardware duplication of the cus-

tomizable pipelines in FPGAs. However, their scope is still limited to single-node FPGA solutions.

An enhanced compilation flow in [89] further supports partitioning of jobs in users’ MapReduce

programs among the FPGAs, GPUs and CPUs in a cluster. After the job partitioning, the compiler

generates an optimized MPI host program for the collaboration of the FPGAs, GPUs and CPUs in

a cluster on the target application. However, while this flow may provide a good static solution for

a standalone application, it cannot handle the situation when multiple applications are launched in

the cluster.

Instead of using the MapReduce model for design optimization, we want to keep the capabil-

ity of the existing MapReduce systems that automatically distribute map and reduce tasks from

user applications to the servers in a cluster. If we enhance these MapReduce systems so that the

map and reduce tasks can further get acceleration from the FPGA devices installed on the local

servers of these tasks, we will be able to achieve both cluster parallelism and microarchitecture

customization. There are some research projects along this direction. In [90], Hadoop is deployed

on a server with NetFPGAs connected via an Ethernet switch. However, in this system MapRe-

duce programmers need to perform low-level interactions with the FPGA device in their designs

of Map and Reduce functions. In addition, no results are provided to show whether this system
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can be extended to a cluster of multiple servers. In [91], Hadoop is deployed on a cluster of Xilinx

Zynq SoC devices [92] where CPU cores and programmable logics are fabricated on the same

chip. However, this methodology is tightly coupled with the underlying Zynq platform and is hard

to port to clusters with commodity CPU servers.

We observe that there are several challenges in building a general MapReduce system with

FPGA accelerators:

1. The methodology to support FPGA accelerators in the MapReduce system should not be

specific to a single application, but should allow multiple different jobs to share the system

during the runtime.

2. The methodology should not be platform-specific, but should be feasible for clusters of com-

modity servers.

3. The methodology should not require MapReduce programmers to acquire knowledge about

FPGAs, but should abstract away FPGA hardware details from them.

In this work we build a MapReduce system extended from Spark [86] to support FPGA accel-

erators and solve the challenges listed above. We prototype our system in a Xeon cluster equipped

with FPGAs, and run multiple machine learning applications on big data. Note that with hardware

accelerators, the communication often becomes the system bottleneck. Our cluster computing

solution also optimizes the data transfer at different levels as follows:

1. We redesign algorithms to minimize the inter-node communication within a training itera-

tion.

2. We exploit the in-memory processing of Spark to minimize the inter-node communication

across training iterations.

3. We group multiple tasks in a batch to offload to an FPGA device to minimize the setup

overhead of the data transfer between FPGAs and host servers.
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4. We analyze the properties of iterative machine learning applications and cache the training

data in FPGA device memory to minimize the data transfer between FPGAs and host servers.

Experimental results validate the effectiveness and scalability of our approach.

7.2 MapReduce System with FPGAs

7.2.1 Choice of Accelerators

First, we need to decide which type of accelerator to use in our accelerator-centric cluster comput-

ing. Different accelerators have their own advantages/shortcomings when used for computation

acceleration. There are two popular candidates: GPUs and FPGAs.

GPUs usually have a fixed hardware architecture for parallel computing. For example, the

NVIDIA GeForce 8800 GTX GPU is comprised of 16 streaming multiprocessors (SMs). Each SM

has 8 streaming processors (SPs), with each group of 8 SPs sharing 16 KB of per-block shared

memory. Each SP is deeply multithreaded, supporting 96 co-resident thread contexts which are

free of the thread scheduling overhead. GPUs also have a fixed programming model of a single

program, multiple data (SPMD) fashion. This model prefers applications to be free of interde-

pendencies in the data flow so that the computation can be decomposed into a large number of

threads. In addition, when the data-level parallelism in user applications does not fully match

the architectural parameters of the target GPU device, it becomes hard to achieve the peak GPU

performance.

FPGAs are an array of uncommitted programmable logic elements which are connected by

programmable interconnects. This hardware fabric is most often used to approximate an ASIC

(application-specific integrated circuit). This kind of usage eliminates the inefficiencies caused by

the conventional von Neumann execution model and the pipelined implementations of GPUs and

CPUs. Due to its ability for total customization of the hardware architecture for a user application’s

need, FPGAs can achieve a much higher energy efficiency.
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Figure 7.1: Implementations of the sum of vector elements on (a) an FPGA, and (b) a GPU.

Fig. 7.1 shows an example of the comparison between FPGAs and GPUs. Suppose we want to

calculate the sum of the elements in a vector in an application. On one hand, we can instantiate an

adder tree using some logic elements in an FPGA, as shown in Fig. 7.1(a). We can design the tree

width to be the same as the vector size in our application. The unused logic elements left in the

FPGA can further realize some other modules in our application. On the other hand, when this sum

operation is executed on the fixed GPU architecture, it is converted to a number of parallel threads,

as shown in Fig. 7.1(b). The number of working threads is reduced by one-half in each iteration,

since the number of parallel threads is a constant value coupled with the architecture of the target

GPU device. To make things worse, when the vector size cannot be divided by the number of

parallel threads, there will be more idle threads. Because of these reasons, while GPUs have been

employed as powerful coprocessors for some ranges of applications, FPGAs can achieve 10-1000x

acceleration over CPU solutions in a wide range of applications, e.g., [141, 142, 143, 144]. In the

machine learning applications that we are interested in, FPGAs can outperform GPUs by 4.4-6.5x

[80].

However, we should admit the fact that today, FPGAs are still not so popular as GPUs for

computation acceleration. The popularity of FPGA-based computation has been limited by its
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low programming productivity compared to CPUs and GPGPUs in the past. The price paid by

FPGA customization for near-ASIC performance is that an FPGA implementation usually needs

to be described in a hardware description language at register transfer level (RTL). This low level

of programming abstraction leads to the long design cycle of FPGA solutions. The development

of high-level synthesis (HLS) in recent years alleviates this problem [65]. Users are allowed to

describe the FPGA implementation in a high-level programming language, e.g., C, C++ or sys-

temC, and generate optimized RTL codes. The commercial HLS products such as AutoESL/Vi-

vadoHLS [72] and CatapultC [145] significantly reduce the programming burden of FPGA users.

They also deliver even better designs with higher performance per area than manual designs in the

past. The source to source capability as demonstrated in [135] further improves the program ability

of FPGAs. Due to this recent progress, we believe that FPGAs are promising accelerators, and we

choose FPGAs for our accelerator-centric cluster computing.

7.2.2 Target Cluster Architecture

Our target cluster architecture is shown in Fig. 7.2. In this architecture all the CPU servers are

CPU 
server FPGA CPU 

server FPGA CPU 
server FPGA

Gigabit Ethernet

Figure 7.2: Our target cluster architecture.

connected by gigabit Ethernet via one or more Ethernet switches. Each CPU server can install one

or more FPGA devices. To preserve the generality of our method, we do not put any assumption

on the types of CPU servers and FPGA devices. A real prototyping of such a cluster is discussed

in Section 7.4.1.
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7.2.3 Execution Flow Overview

Fig. 7.3 shows the overall flow of our MapReduce system with FPGA accelerators. In this system
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Figure 7.3: The overall flow of our MapReduce system with FPGA accelerators.

we develop the FPGA client and agent to help abstract away the FPGA hardware details from

users. When a user writes a MapReduce program and calls our APIs for FPGA acceleration, the

following sequence of actions occurs during the program execution:

1. When the user application enters the code segment of a MapReduce operation, it submits a

MapReduce job to the MapReduce Master in the system.

2. The MapReduce Master partitions the data into data blocks (mainly according to the storage

organization in the distributed file system). Then it issues a map task for each data block and

distributes all the tasks to the servers in the cluster.

166



3. When the execution of a map task encounters our API for FPGA acceleration, an FPGA

client is instantiated by the API call and requests FPGA resources from the FPGA agent in

our system.

4. If the request is approved, the FPGA agent will retrieve the predesigned FPGA accelerator

from the FPGA library and will launch it on the FPGA device via the driver.

5. Data are sent from the map task to the FPGA accelerator, and then results are retrieved after

the completion of computation on the FPGA.

6. A similar process goes on for reduce tasks.

7.2.4 FPGA Management

Unlike CPUs, FPGAs are not time-divisible processors since they cannot be preempted and their

internal states cannot be preserved during context switch. When multiple map/reduce tasks at the

same node simultaneously request acceleration from the FPGA, the resource contention cannot be

solved by existing OS implementation or MapReduce framework. In most existing systems with

hardware accelerators, users have to handle this resource contention on their own by explicitly

requesting resources, checking resource availability, and releasing resources [146]. In our system,

we provide FPGA management to save users the burden of interfacing with hardware resources.

Users only need to call our API for FPGA acceleration in their MapReduce programs, and then

wait for the computation results. The features of our FPGA management include:

1. Resource scheduling. When multiple tasks request FPGA acceleration at the same time, our

FPGA management schedules their executions over the timeline to ensure that an FPGA

serves only one task at any point in time.

2. Resource virtualization. When the FPGA resources are fully occupied, our FPGA manage-

ment will automatically switch the FPGA acceleration back to the CPU execution if this

switch leads to faster job completion.
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3. Resource allocation. When different jobs have different priorities and acceleration demands,

our FPGA management will offer the high-priority jobs more FPGA resources and time

periods in a quantitative way.

The FPGA management is mainly done in our FPGA agent which is launched on every server node

equipped with FPGAs. Our FPGA client is instantiated upon each API call for FPGA acceleration

in user tasks. It requests FPGA resources from our FPGA agent on behalf of users and then

executes the responses. The details of these two modules are described below.

7.2.4.1 FPGA Agent

Our FPGA agent maintains a task queue for each job to record all of its tasks waiting for FPGA

acceleration, as shown in Fig. 7.4. Whenever an FPGA finishes its last task and becomes idle,

job1
t1 t2 t3 t4 t5 tn

front back

t t t t t t

front back
job2

Idle FPGA Available

Select Task

t1 t2 t3 t4 t5 tn

Task Pool

Figure 7.4: The task queues maintained in our FPGA agent for resource scheduling.

the scheduler in our FPGA agent will select a task from the pool of task queues. It will first select

a job according to both priority and fairness. Each job is allocated with a certain FPGA capacity

based on its priority. Our FPGA agent tracks the FPGA resource utilization of each job starting

from its instantiation and compares the utilization to the allocated capacity. The scheduler always

selects the job which has the largest gap between utilization and allocation. If all the jobs have the

same priority, this selection will converge to the round-robin scheduling that guarantees fairness.
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After the job selection, the task at the front of the queue for that job will be popped out for FPGA

acceleration.

In addition to task scheduling, the FPGA agent also needs to respond to the acceleration re-

quests from FPGA clients. Fig. 7.5 shows the request processing flow of our FPGA agent. After

receives an FPGA request 
from an FPGA client

add it in task queue if 
it is a new request

performance 
models of FPGA 

accelerators 

at queue 
front ?

yes no
front ?

send decision of 
FPGA approval to 

calculate total time of tasks 
ahead of it in the queue

the FPGA client

launch FPGA accelerator

add it up with total time
that this task has waited

> CPU time ? 

launch FPGA accelerator 
and send signature

noyes

send response to use CPU
send response 

with time to wait
remove task from queue

end

q

Figure 7.5: The flowchart of our FPGA agent to process acceleration requests from FPGA clients.

receiving a request, our FPGA agent first checks whether this request already exists in a task queue.

If it is a new request, the agent adds it to the task queue that belongs to the request’s job. Then

the agent checks whether this task is at the queue front. If yes, it means either it is this task’s turn
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to get FPGA acceleration, or the FPGA is idle now. Then the agent responds to the FPGA client

with the approval of FPGA acceleration and launches the FPGA accelerator for the task. If this

task is not at the queue front, then it needs to wait for the other tasks ahead of it to finish. The

agent retrieves the performance models of FPGA accelerators from our FPGA library to estimate

the total wait time. This estimation is more accurate in the FPGA case than the CPU case since

an FPGA accelerator design usually uses the static operation scheduling and scratchpad memory

access optimization instead of the dynamic instruction execution and cache speculation in CPUs.

If the wait time exceeds the CPU execution time, it will no longer be beneficial to get FPGA accel-

eration. In this case, the agent responds to the FPGA client with the CPU execution decision and

removes the task from the queue. Otherwise, the agent responds to the client with the time to wait.

After the client waits for this agreed-upon time period and resends the FPGA request of this task,

the task probably just reaches the queue front and can get an immediate FPGA acceleration.

7.2.4.2 FPGA Client

The job of our FPGA client is to get the computation done as required by the kernel acceleration

API called by users. Fig. 7.6 shows the flowchart of this process. The client first sends an FPGA

request to our FPGA agent on behalf of users. As mentioned before, our FPGA agent may respond

with three kinds of decisions, depending on the FPGA status. In the first branch, the FPGA request

is approved by the agent, and the client receives an FPGA accelerator signature from the agent.

Then the client sends function parameters and data arrays to the granted FPGA accelerator for

computation, and retrieves results. In the second branch, the agent suggests switching the com-

putation back to the CPU execution. Then the client retrieves the binary code of the computation

requested by the called API and executes it. In the third branch, the agent suggests waiting for a

while. Then the client receives a wait time from the agent, and puts the thread of the map/reduce

task to sleep for the agreed-upon time. After this time period, the client sends the FPGA request

again to the agent.
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Figure 7.6: The flowchart of our FPGA agent to get the computation done as required by the kernel

acceleration API called by users.
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7.3 Communication Optimization in Cluster Computing

7.3.1 Application Analysis

Many machine learning applications, e.g., logistic regression and neural network training, are basi-

cally solving optimization problems to maximize the target likelihoods. The most intensively used

computation is stochastic gradient descent (SGD). It is an iterative training process, as shown in

Algorithm 7. Here ∆w is the gradient being calculated. ∇Qs(w) is the gradient of the objective

Algorithm 7: Pseudo code of stochastic gradient descent in machine learning applications.
Input : Training data D, and objective function Q(w)

Output: Model weights w

1 for i = 1, 2, 3, · · · ,MAX ITER do

2 foreach mini-batch b in D do

3 ∆w = 0 ;

4 foreach data sample s in b do

5 ∆w+ = ∇Qs(w) ;

6 end

7 w− = α∆w ;

8 end

9 end

function at the data sample s. α is the step size (or sometimes called the learning rate). The par-

allelism exists at the loop in line 4 and accordingly, the computation can be distributed to multiple

server nodes in a cluster. After this computation finishes, each server node has to add its own

result to the node that holds the model weights for aggregation in line 7. This step is performed for

each mini-batch. Since the number of mini-batches increases linearly as the data size goes up, the

inter-node communication per server node becomes nontrivial for the cases of big data.
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7.3.2 Reducing Inter-Node Communication

To reduce the inter-node communication, we redesign Algorithm 7 to create Algorithm 8. Here

Algorithm 8: Pseudo code of distributed stochastic gradient descent for inter-node commu-

nication reduction.
Input : Training data D, and objective function Q(w)

Output: Model weights w

1 for i = 1, 2, 3, · · · ,MAX ITER do

2 foreach data partition p in D do

3 ∆wp = 0, wp = w ;

4 foreach mini-batch b in p do

5 foreach data sample s in b do

6 ∆wp+ = ∇Qs(wp) ;

7 end

8 wp− = α∆wp ;

9 end

10 end

11 w = 1
P

∑P
p=1wp ;

12 end

P is the number of data partitions. We first partition the training data among the server nodes as

shown in line 2 of Algorithm 8. Then we apply the stochastic gradient descent in Algorithm 7

to the local data partition on each node. In the end, we aggregate the model weights from all the

servers for the average w as the final result, as shown in line 11 of Algorithm 8. In each iteration of

this algorithm, the inter-node communication is only once per training iteration, and the solution

is scalable even when the data size is large.
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7.3.3 Reducing File Accesses

The training data are usually large and are stored in a distributed file system. At the beginning

of each training iteration in Algorithm 8, each server node needs to load the corresponding data

partition of its assigned task from the file system. This data loading may cause either disk accesses

or network traffic. We want to further reduce the file accesses for training data. By analyzing

Algorithm 8, we determine that we can fix the data partitioning across the training iterations so that

the data partition used by each server node is kept constant. Then we can let each server node cache

the data partition in its main memory to eliminate the file accesses. To make it happen, we use the

Hadoop Distributed File System to store the training data and turn on the data caching option in

the Spark MapReduce framework. When the Spark master distributes tasks among server nodes, it

will check the data content cached on each node and will place tasks to favor the data locality.

7.3.4 Reducing Data Transfers between CPUs and FPGAs

When we deploy the machine learning applications in our MapReduce framework with FPGA

accelerators, we offload the kernel computation in line 6 of Algorithm 8 to FPGAs. If we initialize

the FPGA execution for every data sample, we need to set up the data transfer channel between the

CPU and the FPGA and bear the setup cost each time. Since the number of data samples increases

linearly as the data size goes up, the total data transfer latency can be large for the cases of big

data. To solve this problem, we group all the data samples in the partition stored at a server node

together and send to the FPGA in a batch. After this improvement, we only need to bear a single

setup cost of the data transfer between the FPGA and the host server in each training iteration.

We further observe that since we offload the major computation to the FPGA, the training

data partition used by an FPGA is also kept constant, the same as the CPU case discussed in

Section 7.4.3. Therefore, we implement the data caching in the FPGA device memory to save the

unnecessary data transfer to the FPGA. Currently, we identify whether the training data already

exists in the FPGA by simply checking whether the current iteration is the first training iteration or
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not. If yes, we bypass the data transfer between the FPGA and the host server.

7.4 Prototyping and Experiments

7.4.1 Prototyping Setup

We deploy our accelerator-centric MapReduce system on a cluster of servers equipped with FPGA

devices. Fig. 7.7 is a photograph of our cluster. The cluster contains five Xeon servers running at

ML605 FPGA

Figure 7.7: A photograph of our cluster with FPGA devices.

2GHz. Each server has an ML605 FPGA board connected via the PCIe bus. We use the host-FPGA

PCIe communication library in [147] as the underlying link layer of data transfer to the FPGAs.

We deploy the Hadoop distributed file system (HDFS) [148] in the cluster for data storage.

We launch our Spark-based MapReduce framework along with our FPGA agents in the whole

cluster. Our FPGA clients will be launched during the executions of MapReduce applications in

our system.

We test two MapReduce applications: logistic regression and neural network training from

[149]. They are used to classify large amounts of data into different categories. As the process

of data training and model updating is iterated over time, higher classification accuracy will be
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achieved. The major computation lies in the calculation of weight gradients, and we offload this

part to FPGA accelerators. Some training parameters, such as the learning rate and the regular-

ization coefficient, are adopted from [149]. We use the training data from the MNIST database of

handwritten digits [74]. This database contains a training set of 60,000 examples and a test set of

10,000 examples. After training with this database, the classifier can categorize previously unseen

handwritten digit images into the ten digit numbers.

7.4.2 System Validation

We first validate that our system can produce the correct results for the logistic regression and

neural network training. For machine learning applications, an important criterion for justifying

the correctness of results is to see whether the classification accuracy increases as the training

iteration goes on. We record this accuracy trend during the training and plot it in Fig. 7.8. At the
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Figure 7.8: The classification accuracy during the logistic regression and neural network training

running on our MapReduce system with FPGA accelerators.

beginning of training, the classifiers in the two applications behave like a random guess among the

ten possible digits, and the accuracy is close to 10%. With the increase in the number of training

iterations, the accuracy gradually approaches 100%. The accuracy of the neural network training
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grows faster than the logistic regression since the neural network training uses a complex model

with more powerful logic abstraction. These results mean that our system successfully enables

FPGA accelerators in MapReduce applications.

7.4.3 Communication Optimization Breakdown

Step by step, we study the effect of our communication optimization technologies discussed in

Section 7.3. Fig. 7.9 shows the system performance after each optimization step. First, after
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Figure 7.9: Communication optimization breakdown.

the inter-node communication reduction, the latency of each training iteration is reduced signif-

icantly compared to the baseline. In the original algorithm, the inter-node communication has

to be performed for each mini-batch, and there are 3,000 mini-batches in our benchmark. After

optimization, we only need to perform the inter-node communication once per iteration. Second,

after the file access reduction, the latency drops further due to the savings of loading data from the

disk or the network at the beginning of each training iteration. Third, after FPGA acceleration, the

latency goes up a bit. This is because without optimization, we transfer data to FPGAs for accel-

eration at a fine granularity, and the total setup cost of the CPU-to-FPGA data transfer undermines
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the computation acceleration benefit. After we further group data to send to FPGAs in a batch, the

latency goes down. Finally, we cache data in the FPGA device memory to eliminate unnecessary

CPU-to-FPGA data transfers, and the latency further deceases.

7.4.4 Runtime Breakdown

After system optimization, we perform a full system analysis for a runtime breakdown of applica-

tions running on our MapReduce system with FPGA accelerators. To avoid the complexity caused

by the thread-level parallelism and to better understand the runtime breakdown, we set up only one

CPU executor per server node. Fig. 7.10 shows the results. The total number of training iterations
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Figure 7.10: Runtime breakdown of an application running on our MapReduce system with FPGA

accelerators.

is set to 1,000. The breakdown is listed according to the execution order, starting from reading

data from the HDFS. There are several observations:
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• Most of the execution time is spent on the FPGA computation after we try to minimize the

communication cost.

• Around 23% of runtime is still the pure-CPU execution that cannot be accelerated by FPGAs,

which includes the data preprocessing and post-processing. This gives us opportunities to

overlap the CPU execution with the FPGA execution, which is discussed in Section 7.4.5.

• The overhead of our FPGA agent for resource management is as small as 1.08%.

7.4.5 Resource Management for Multiple Jobs

We test the FPGA resource management in our system by simultaneously running multiple jobs of

neural network training. We first set all the jobs to be the same priority and sweep the number of

jobs running in parallel from one to eight. Fig. 7.11 shows the results. As the number of parallel
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Figure 7.11: Latency of each job when we simultaneously run multiple jobs in our MapReduce

system with FPGA accelerators.

jobs increases, the latency of each job also increases since these jobs have to share the same FPGA

pool. An interesting observation is that the latency increase is slower than the linear slow down.

We may intuitively think that the latency should be doubled against a single job when we run two

jobs together. But this is not the case in our system. This is because a job contains some segments

that belong to the pure-CPU execution (as discussed in Section 7.4.4). When a job is executing
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the CPU part, the other job can use the FPGAs exclusively. When there are more jobs running in

parallel, there are longer periods of CPU execution that overlap with FPGA execution.

We further test our system feature of FPGA resource management in terms of job priority. We

still run multiple jobs, but set one job to be of a higher priority. The result is shown in Fig. 7.12.

As the number of parallel jobs increases, the latency of the high-priority job keeps nearly constant
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Figure 7.12: Latency of each job when we simultaneously run multiple jobs with different priorities

in our MapReduce system with FPGA accelerators.

while the latency of the remaining low-priority jobs increases. It means that we successfully offer

the FPGA resources first to the high-priority job. Only when this job is executing the CPU part,

do the other low-priority jobs have a chance of FPGA acceleration. Note that there is still a small

increase in the latency of the high-priority job compared to the latency of running a standalone job.

That’s because when the high-priority job returns from the CPU part to the FPGA-accelerable part,

the FPGA may be executing a task from some other jobs. The high-priority job has to wait a little

bit for the FPGA to finish its current task.

We also investigate the FPGA utilization in our system. In previous experiments, for simplicity,

we set the number of CPU executors per server node to one. When there is only one job running

in our system, this setting will prevent the FPGA from being fully utilized due to the CPU portion

in the job as analyzed in Section 7.4.4. So, we set the number of CPU executors per server node
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to the number of CPU cores in this experiment. Fig. 7.13 shows the result. Here we run two jobs
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Figure 7.13: FPGA utilization of each job when we run parallel jobs in our system.

simultaneously and monitor the FPGA utilization of each job separately. Job1 has a high priority

and is allocated 70% of the FPGA shares when submitted to our system. Meanwhile, job2 has a

low priority and is allocated 30% of FPGA shares. All the tasks in these jobs are evenly distributed

to all the server nodes, and we pick up a random node to monitor the FPGA utilization. There are

several observations in Fig. 7.13:

1. The sum of the FPGA utilization by these two jobs is close to 100% over the time period.

It means that our resource management can achieve full utilization of FPGAs when the

workloads are bounded by FPGA resources.

2. When both jobs are being executed in the left part of the time line in Figure 7.13, job1

occupies around 70% of the FPGA working time while job2 occupies around 30%. This

utilization matches the resource allocation decision made during the submission of the two

jobs. It means that our resource management correctly manages the FPGA resources among

parallel jobs with different priorities in a quantitative way.

3. After job1 finishes in the right part of the time line in Figure 7.13, our resource management

sees no other jobs that demand the FPGA resources, except for job2. The FPGA shares of
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job2 are then automatically increased to boost the job performance.

7.4.6 System Scalability

Finally we test the scalability of our system by sweeping the number of nodes included in our

cluster from one to five. We run either logistic regression or neural network training on these

different settings and measure the system performance by counting how many training iterations

are completed per minute. Fig. 7.14 shows the results. As the number of nodes increases, the
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Figure 7.14: The performance of our MapReduce system with FPGA accelerators scales with the

number of nodes included in the cluster.

system performance grows linearly. This result indicates that our MapReduce system with FPGA

accelerators preserves the scalability.

7.5 Conclusions

In this chapter we developed a MapReduce system with FPGA accelerators. It supports general

MapReduce programs and provides FPGA resource management to allow multiple jobs running

in parallel. We prototype our system in a Xeon cluster equipped with FPGAs, and test multiple
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machine learning applications on big data. While FPGAs accelerate the computation, we mini-

mize the communication at different levels to make the acceleration more beneficial. We redesign

algorithms to minimize the inter-node communication within a training iteration. We exploit the in-

memory processing of Spark to minimize the inter-node communication across training iterations.

We group multiple tasks in a batch to offload to a target FPGA to minimize the setup overhead of

the data transfer between FPGAs and host servers. We analyze the properties of iterative machine

learning applications and cache the training data in FPGA device memory to minimize the CPU-

to-FPGA data transfer. The experimental results validate the effectiveness and scalability of our

approach.
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CHAPTER 8

Summary and Concluding Remarks

8.1 Technology Summary

This dissertation explores the communication optimization for customizable domain-specific com-

puting. Table 8.1 summaries our exploration efforts. To save users the programming effort, these

Optimization Level Building Communication Patterns Driving Force

Components to Customize

fabric-level (Chapter 2 Look-Up-Tables Boolean network in netlist of emerging devices

and Chapter 3) (LUTs) application-specific accelerators

chip-level (Chapter 4 On-chip memories data access patterns and accelerator-centric

and Chapter 5) and accelerators accelerator execution patterns architecture

server/cluster-level CPU and FPGA task patterns big data

(Chapter 6 and Chapter 7) boards

Table 8.1: Summary of proposed communication optimizations for customizable domain-specific

computing.

technologies are also automated under a general design automation framework as discussed in

Fig. 8.4 of Chapter 1.
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8.2 Accumulative Impact

We create a generalized case study that can benefit from all the communication optimization tech-

nologies proposed in this thesis, as shown in Fig. 8.1. We use the convolutional neural network

Convolutioanl Neural 
Network (CNN)
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Map or Reduce Task
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M R d T k
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Map or Reduce Task
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Figure 8.1: A generalized case study that can benefit from all the communication optimization

technologies proposed in this thesis.
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(CNN) as the example case. First we decompose the computation into many tasks and distribute

them among the server nodes in the cluster. We can optimize the inter-server communication as

proposed in Chapter 7. At each server node, we need to move data among disks, CPUs and FP-

GAs. We can optimize the data transfer among these devices as proposed in Chapter 6. Each FPGA

device is reconfigured to an accelerator-rich chip with many accelerators of frequently used com-

putation kernels in the CNN. We can optimize the interconnects between accelerators and shared

memories as proposed in Chapter 4. In each accelerator, we need to move data among the on-chip

buffers, the computation kernel, and the off-chip memory controller. We can optimize the data

transfer for better data reuse as proposed in Chapter 5. After physical synthesis, the netlists of

accelerator circuits are mapped to the underlying programmable fabric of an FPGA device. We

can optimize the programmable interconnects by using emerging devices RRAMs as proposed in

Chapter 2. The emerging devices can have a high defect rate, and we can optimize the signal

routing to tolerate the defects as proposed in Chapter 3.

Based on this generalized case, we collect the benefits brought by the different technologies

proposed in this thesis together and project them onto a unified roadmap of energy-efficiency im-

provement. We insert the Intertek®power meter P4460.01 at the power supplies in our system to

Power 
Meter

Figure 8.2: Power measurement of our system.
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measure the power, as shown in Fig. 8.2. Because of the difficulty in recording the power of differ-

ent components in real time, we measure their power numbers at different working states instead.

Then we calculate the sum of the products between these power numbers and the time durations

of the different states to estimate the total energy consumption. Table 8.2 lists the power numbers

that we measured. Based on these power numbers, the energy consumption reductions brought

Component Working State Power (W)

Idle 203

Xeon Network Communication 214

Server Disk Access 248

Computation @ ∼ 100% Utilization 296

ML605 Idle 19.6

FPGA Active @ ∼ 100% Utilization 24.9

Table 8.2: Power numbers of different components at different working states measured by a power

meter for the estimation of energy consumption.

by our methodologies are projected in Fig. 8.3. Here we use an CNN with 192 13 × 13 feature

maps in the neuron layer and the 3× 3 stencil window in the synapse layer, and five Xeon servers

for cluster computing. First, we apply inter-server communication minimization including the dis-

tributed stochastic gradient descent and Spark data caching proposed in Chapter 7. The energy

consumption is reduced significantly compared to the baseline. Second, we perform the optimiza-

tion of the tasks executed on each node based on our model of the convolutional MM proposed

in Chapter 6 to reduce both the communication and computation. The energy consumption goes

down further. Third, we use FPGAs to accelerate the most frequently used computation kernels in

the CNN—the convolution operations. At this first step of FPGA acceleration, we temporarily turn

off the communication optimization and focus on the computation resources. To fully utilize the

DSP resources in an ML605 FPGA device in our platform, we can duplicate the accelerator of the

convolution kernel into 17 copies for parallel execution. Then the energy consumption goes down

by a bit, but does not reduce as much as usually reported in literature. This is because in spite of
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the accelerated computation, there are still two bottlenecks that limit the FPGA performance: the

inefficient global interconnects, and the excessive off-chip accesses performed by an accelerator.

After we replace the conventional global interconnects with the novel partial crossbar that was cus-

tomized to the accelerator-rich architecture in Chapter 4, the accelerator performance and energy

efficiency is improved a little, but is still limited by the off-chip data accesses within an accelera-

tor. Then we reduce the nine off-chip accesses of the 3× 3 stencil in the CNN to one via the data

reuse technology proposed in Chapter 5, and the energy consumption goes down substantially. Af-

terwards, we can improve the underlying FPGA fabric by using the RRAM-based programmable

interconnects proposed in Chapter 2, and the energy consumption further decreases. But if we

count the degradation caused by the defects of the emerging devices, the energy consumption

should go up. Finally, we use defect-tolerant routing to alleviate this degradation as proposed in

Chapter 3, and the energy consumption decreases again.

8.3 Design Automation Tools

In addition to the optimization methodologies proposed in this thesis, we also realize these method-

ologies in design automation tools to save users the programming effort. Fig. 8.4 shows the general

framework of how these tools fit in. It starts from the original source codes of a user application.

We first analyze the communication patterns in the application. Then, given the specifications

of the target platform, we perform the proposed optimizations on these communication patterns.

After that, the optimization results will be combined with some pre-designed code templates to

generate the new program source codes. The optimized program will be forwarded to the back-end

compilation flow for the final mapping. The work in this thesis produces several design automation

tools that fits into the following frameworks [44, 64, 135]:

1. Our mrVPR tool is a placement and routing tool that maps the netlists of accelerator circuits

to the RRAM-based FPGAs (discussed in Chapter 2 and Chapter 3).

2. Our ARAcompiler tool is a software tool to generate an accelerator-rich architecture for pro-
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totyping on FPGAs where the accelerators are connected by the interconnects discussed in

(Chapter 4).

3. Our CMOST tool is an automated compilation flow from C-code to executable FPGA accel-

erators that integrates the stencil computation optimization proposed in (Chapter 5).

8.4 Open Issues

During the course of this study, we also realized the following limitations.

1. In the fabric-level communication optimization, we only considered the fabrication defects

in emerging devices, but did not propose technologies to tolerate defects that appear during

lifetime. We used a conservative scheme to deal with defects with the sacrifice of intercon-

nect performance at an early age with fewer defective devices.

2. In the chip-level communication optimization, we assumed that we know a batch of accel-

erator executions in advance. This needed an interval-based resource scheduler to globally

allocate data channels to the accelerator workloads that were received within a time period.

3. In the server/cluster-level communication optimization, we focused on one of the popular big

data application domains, machine learning, and built up the corresponding methodologies

of communication minimization. We hope that these methodologies will be applied to other

big data application domains.

The journey just begins. Today, domain-specific computing has become increasingly important for

achieving energy-efficient green computing. However, research that focuses on communication op-

timization for domain-specific computing is still far from a mature stage. Continued research will

require a comprehensive effort from the domain experts, computer architects, and circuit design-

ers. It is our hope that the proposals and methodologies discussed in this dissertation—including

their limitations, of course—will inspire more innovations in the future for the communication

optimization of customizable domain-specific computing.
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