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Open source developers, particularly the elite developers, who own the administrative privileges for a project,
maintain a diverse portfolio of contributing activities. They do not only commit source code but also spend
a significant amount of efforts on other communicative, organizational, and supportive activities. However,
almost all prior research focuses on a limited number of specific activities and fails to analyze elite developers’
activities in a comprehensive way. To bridge this gap, we conduct an empirical study with fine-grained event
data from 20 large open source projects hosted on GitHub. We investigate elite developers’ contributing
activities and their impacts on project outcomes. Our analyses reveal three key findings: (1) elite developers
participate in a variety of activities while technical contributions (e.g., coding) account for a small proportion
only; (2) elite developers tend to put more efforts into supportive and communicative activities and less efforts
into coding as the project grows; and (3) elite developers’ efforts in non-technical activities are negatively
correlated with the project’s outcomes in terms of productivity and quality in general, except for positive
correlation with the bug fix rate (a quality indicator). These results provide an integrated view of elite
developers’ activities and can inform an individual’s decision making about effort allocation, thus might lead
to finer project outcomes. The results also provide implications for supporting these elite developers.
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source model.
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1 INTRODUCTION
Open source software (OSS) has become an engine for innovation and critical infrastructure
for software development [24]. OSS development is supported by communities formed from a
loose collection of individuals. The contribution from these individual developers consists of
various software-engineering activities, such as coding, bug fixing, bug reporting, testing, and
documentation. All of these activities lead to the development and improvement of OSS projects,
and fundamentally influence their outcomes.
Meanwhile, previous research, e.g. [22, 24, 32, 41, 55], has reported that among hundreds of

such individuals, only a small portion of elite developers1 contribute most of the code and oversee
the progress of the project [22, 41, 49]. For example, in Mockus et al.’s study on the Apache
community [55], they observed that the top 15 contributors (out of 388 total) had contributed
over 83% of modification requests and 66% of problem reports. Furthermore, elite developers are
also involved in many software-engineering activities beyond committing source code, such as
moderating the discussions of an unfixed issue, documenting changes, organizing the project, and
communicating with other contributors [32]. Therefore, analyzing the elite developers’ activity is
critical to understand the development of OSS projects.
Software developers maintain diverse activity profiles, including implementing new features,

documenting changes and design, analyzing requirements, and fixing bugs [49]. Contributing
source code is only one of such activities that an elite developer pursues. Prior studies each typically
cast insights on one such specific non-coding activity, e.g., peer review [64] or committing code
[26]. Most fall short of providing an integrated view on all of the developers’ activities and the
distribution of efforts on these activities. Even though these studies provide guidance to software
developers on improving some software engineering tasks, such as assigning bug reports [37, 71]
and estimating cost [2], we cannot fully realize the activity data to inform better decision-making
and ultimately bring better project output without a comprehensive study of a diverse range
of developer activities including their communicative, organizational and supportive activities
which are beyond typical technical ones. Because of these activities, together with typical technical
activities, influence the software systems being developed in different ways, understanding the
elite developers’ activities, beyond coding, draws the most critical development knowledge and
experience from the community. This leads to our first research question:
RQ1: What do elite developers do in addition to contributing typical technical code in OSS projects?

Since software engineering is a human-centered activity [34], effectively managing human
resources may significantly enhance project productivity and collaboration quality. However, it
is not clear how elite developers change their activities and which kind of tasks they focus on
the development of OSS projects. Understanding the dynamic evolution of elite developers’ effort
distributions over different activity categories over the life cycle of OSS projects can guide the
behavior of junior developers and also assist resource management.

This gives rise to our second research question:
RQ2 How do an OSS project’s elite developers’ effort distributions evolve along with the growth of the

project?

Given that OSS projects are developed by elite developers as well as many external contributors,
elite developers’ activities, especially the ones beyond technical contributions, such as communicat-
ing with bug reporters, the documenting project changes, assigning tasks and labeling issues, may
fundamentally influence the outcome of the whole team. Because successful software engineering

1 We use the term “elite developers” instead of the more commonly used “core developers” to refer to those who hold clearly
defined project management privileges in a project, as opposed to only being core code contributors.
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Unveiling Elite Developers’ Activities in Open Source Projects 1:3

activities require qualified developers with the proper expertise to complete the task efficiently
and effectively, understanding these impacts are critical for developers to oversee the project for
assuring the development productivity and product quality. Thus, we have our third research
question:

RQ3 What are the relationship between an OSS project’s elite developers’ effort distributions and the

project’s outcomes in terms of productivity and quality?

To answer the above research questions, we conduct an empirical study using fine-grained
event data from 20 large open-source projects hosted on GitHub consisting of both company-
sponsored and non-company-sponsored projects. To better utilize the activity data to draw insights
about the elite, we first map them from raw atomic events to sense-making high-level categories.
These categories are: communicative, organizational, supportive, and typical. Their detailed
definitions and mapping protocols are introduced in Section 3.3. We then use multiple techniques to
model and analyze the data. Our study reveals three main findings. First, elite developers participate
in a variety of activities, while coding only accounts for a small proportion. Second, with the
progress of the project, elite developers tend to be increasingly involved in more non-technical
activities, while decreasing their coding and other technical activities. Third, elite developers’ effort
distributions exhibit complex relationships with project productivity and quality. For both project
productivity indicators (no. of new commits and average bug cycle time in each project-month),
our results suggest that project productivity has negative correlations with efforts in non-technical
(communicative, organizational, and supportive) activities. For one project quality indicator (no. of
new bugs in each project-month), our results show that project quality has negative correlations
with efforts in non-technical activities; however, for the other project quality indicator (bug fix rate
in each project-month), our results show that project quality has positive correlations with efforts
in supportive activities.

The main contributions of this article are three-fold.

• We conduct an empirical study that not only characterizes elite developers’ activities and
their dynamics, but also identifies the relationships between elite developers’ activities and
project outcomes. Based on the findings, we identify a set of actionable recommendations for
practitioners.

• We take a fresh perspective to investigating the activities of OSS developers through collecting,
modeling and analyzing all kinds of publicly available online software-engineering activities
of developers rather than focusing on one or several specific activities, and thus obtain a
holistic view of the OSS development.

• We set up a well-cleaned dataset comprising all the event data of large OSS projects, which is
made publicly available2.

Our work is built on SE communities’ continuous efforts in investigating and assisting OSS
projects in the last two decades. Researchers have investigated community structures and com-
positions, individual motivation, behavior and experiences, as well as these factors’ impacts, e.g.,
[8, 42, 59, 61, 77, 79, 81]. While these extant studies build solid knowledge on OSS projects, most of
them focus on the code-contribution-related activity, such as coding, reviewing, testing, debugging,
and so on. Our work expands the literature by enhanced understandings about the breadth and
dynamics of elite developers’ activities, and their correlation with project outcomes.

2https://drive.google.com/drive/folders/10ibmz2svPRf3jfRtm7mbiouo9ATaYAoB
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2 BACKGROUND & RELATEDWORK
In this section, we briefly overview the backgrounds of this study and discuss the related work
about open source communities and developer’s activities. We start from a brief introduction of the
hierarchical structure of open source communities, followed by discussions of relationships between
developers and the activities of developers. We also highlight how current work distinguishes itself
from the prior.

2.1 The Hierarchical Open Source Community
Open source development has been a mainstream practice in building modern software systems
[24]. Different from traditional development paradigms, an open source project is centralized on its
community that produces collective goods through collaboration among its members [39]. Though
the detailed governance and social practices may vary in different projects [57], members of an
open-source community usually have different roles regarding their responsibilities, rights, and
levels of contributions [9, 68]. Similar to other hierarchical organizations, an OSS community
follows an onion-shaped social structure [22].

There are several different definitions for each layer in this hierarchical community [22, 32, 41],
but in general there are five major types from core developers, internal and external contributors,
issue reporters, and finally to peripheral users (note that terms may differ from study to study).
However, members in a project may have several statuses with more detailed differences.

Peripheral users of an OSS project usually are users of the software artifacts, but never contribute
to the project directly (other than sending user feedback or usage data). For most users of an OSS
project, a peripheral user is the starting point unless they have achieved recognition in the same
ecosystem [42]. If these peripheral users wished to contribute to more critical tasks of the project,
they usually have to get through a socialization process. In Ducheneaut’s case study [32], he reveals
the socialization path of becoming a core developer when starting at the periphery. This path
includes socialization with the current core team, and completing a series of development tasks
from simple to complicated. After being socially recognized by experts for a project, they join the
core team and become core developers, themselves. Thus, they are granted privileges of this project
(i.e., get project “tenure” in a repository). Further, they start to have the administrative power in
the project; for example, they can oversee other external contributors’ technical submissions.

Current OSS development, especially large-scale projects, can be described under the “umbrella”
of an ecosystem. In a follow-up study, Jergensen et al. discussed the evolution of this socialization
process in the context of modern open-source-software development [42]. As the technologies
developed for software engineers, such as advances in version-control systems (git), fewer open-
source projects are being developed solely in isolation. Further, more projects are developed in
parallel under the broader context of software ecosystems. In their study, they found that there are
several types of contributors among open-source users across different projects [40]. In addition,
many developers move from project to project like “nomads.” Another critical finding is that, in an
OSS project, as developers gain more technical experience, their contribution is not towards the
core of the project in terms of code centrality.

Among many studies on OSS communities, researchers have come to the consensus that only a
small portion of developers make the most contribution [22, 41, 49]. Understanding elite developers
is critical in investigating the health and sustainability of the community, and various methods have
been employed to analyze their activities. Meanwhile, please note that members have developed a
shared basis of authorities and privileges in most of mature open source projects (“bazaar” in Eric
Raymond’s ideology [63]), and enabled transferring authorities and privileges among them. Thus,
a member’s identity of “being an elite” is indeed dynamic [57].
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Unveiling Elite Developers’ Activities in Open Source Projects 1:5

Table 1. Comparisons between elite developers and other similar roles defined in literature.

Role Complement Role Context Role Definition

Core Peripheral Open-source Members of a small core group who are mainly
responsible for overseeing and contributing to
the project [22, 24, 55].

Maintainer Contributor Open-source Members who are responsible for a soft-
ware module, mainly in accepting contributed
patches [32, 41].

Internal External Company-
sponsored
Open-source

Individuals who are members of the develop-
ment group; usually are marked as contributors
on the project homepage [30, 84, 85].

Mentor Newcomer General software
development

Persons who train and help novice and inexperi-
enced (newcomer) developers for project details
[5, 16, 28].

Elite Non-elite Open-source Developers who own administrative privileges
in the project [this study].

2.2 The Role-Based Relationships among Developers
Members of a software project form complex relationships in a wide range of development activities.
Tab. 1 shows a brief overview of studies investigating the relationships between developers. While
“core vs. peripheral” is a dominant terminology used in SE literature to characterize role-based
developers’ relationships, there are also other terminologies being proposed. For instance, when
outside or novice developers are in the process of joining and learning from an existing project,
the mentor and newcomer relationship between developers would eventually be established for
social and technical reasons [16, 28]. Prior research also suggests that the mentorship activities
face several barriers for both ends of stakeholders [5], which is threatening the sustainability of
the project. In another scenario, when software companies open source their internal software
to the public domain, understanding the contribution behaviors and the impacts of external and
internal contributors for these company-sponsored projects become critical for many purposes.
For example, companies might want to find a balance of management efforts and fast iteration
of enhancement when receiving external help. As we mentioned before, developers’ roles have
a temporal characteristic. Role migrations are very common [42]. A peripheral member could be
promoted to a core member; a newcomer could be a mentor after his/her skills have developed.
However, such a growing process may take substantial effort. For instance, external members
gain the roles of internal members could be very painstaking [30, 32]. Besides, role migrations are
not single directional. For example, core members may lose their roles if they no longer actively
contribute to the project [53]. Therefore, role-based relationships are dynamic in nature.

Open-source software and its developer community have been substantially evolving since the
2000s. The transparency afforded by online open-source code hosting sites such as GitHub enables
researchers and practitioners to closely observe and review the dynamics of the projects, such as
the evolution of software artifacts, the trajectories of peripheral participants’ self-development
[27]. Meanwhile, supported by versioning control systems and logs from various communication
channels, a tremendous volume of social and technical latent data can be acquired [7]. Various
empirical research has been postulated to obtain valuable knowledge from these datasets for
software design, development, and quality assurance.
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1:6 Wang, Feng, et al.

2.3 The Activities of Developers
In an early study, organizational psychologist Sonnentag conducted an empirical study with
software-company professionals to study their weekly activities in software development [72].
Based on her observations and the grounded theory process, she classified four broad types of
activities in the professional lives of developers. The broad types are communicative, organizational,
supportive, and typical. Further, based on her field study with excellent and average software
professionals, she found excellent and average developers usually spend a similar amount of effort
on typical software-engineering tasks such as coding, testing, and debugging. However, excellent
developers spend more time on meeting and consulting. This study is critical in identifying the
comprehensive set of software engineers’ activities. However, this study is limited with a specific
company context, and may be not suitable to describe open source development. In addition, they
have not investigated the impact of additional activities and the burdens of elite developers.
Later in another open-source study, Wagstrom et al. classified the roles of open-source con-

tributors. Besides five typical types of users, they also classified special roles in the ecosystem
development based on their code-related contribution [85], such as, “code warrior” who continu-
ously contributes to the project by submitting commits, and “project rockstar” who also submits
a tremendous amount of code and also has very high community exposure in terms of follower
numbers. This study categorizes OSS developers based on their code contribution activities. They
employ the milestone-event for categorizing users into five major hierarchical layers, and define
special roles for ecosystem-scale development. In their role classification, they consider code-related
activities such as submitting source code or reporting bugs.

In a recent study of software-development expertise, Baltes and Diehl [6] conducted surveys on
335 software developers who are active over GitHub and StackOverflow. Based on the survey
result, they created a theory to describe important factors influencing the experts’ performance.
Their work is critical in providing a theoretical lens for software engineer’s expertise, but it is
limited to experience of programming (typical software-engineering activities). Further, their results
rely on a self-reported survey without empirical verification.

3 EMPIRICAL STUDY DESIGN
To answer the three research questions presented in Section 1, we conduct an empirical study based
on 20 open-source projects. This section introduces the design of the study.

3.1 Targeted Projects
We select 20 open-source projects hosting their repositories on GitHub as the targets of the study.
Tab. 2 lists them with short descriptions. The selection of the targeted projects is not random. They
are selected based on four considerations. First, the selected projects are all large projects that
have established administration structures (having some forms of the formal project management
committee and soliciting contributions through the pull-request model). They must be large enough
and have traceable records of continuous contributions from a set of contributors (at least 100 pull-
requests and 50 contributors historically). Second, the selected projects represent a diverse sample of
projects in terms of application domains, such as a testing framework (jest), a popular deep-learning
library (Tensorflow), a multi-media player (ExoPlayer), a web-development framework (React), and
a database (Tidb). Third, our sample includes a subset of company-sponsored (n = 11) projects,
which reflects the trend of the increasing involvements of companies in open-source development
[84]. Last, the sampled projects should maintain a relatively long traceable records on GitHub,
which allows us to study the longitudinal dynamics while keeping the data consistency.

ACM Trans. Softw. Eng. Methodol., Vol. 28, No. 1, Article 1. Publication date: January 2019.
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Table 2. Sample projects and their Description.

Project Description

Aframe Web framework for virtual reality applications
Alamofire Swift library for HTTP networking
ExoPlayer* Media player for Android
Finagle* Extensible RPC system for JVM
Fresco* Android library for images
Guava* Set of various Java libraries
Immutable-js* JavaScript library for immutable data structure
Jest* JavaScript testing framework
Marko* JavaScript library for building UI
Moya Swift network framework
Nightmare* Browser automation library
Rclone Program to sync files
React* JavaScript library for building UI
Recharts JavaScript chart library
Sqlitebrowser Visual UI for databases in SQLite
Stf Smart device testing framework
Tensorflow* Library for numerical computation
Tesseract Text recognition (OCR) engine
Tidb* Distributed database system
ZeroNet Decentralizes websites to be resistant to censorship

*: Projects sponsored by companies.

3.2 Data Preparations
The current version of the GitHub API only allows us to retrieve 300 events or events from the
past 90 days, whichever met first3. Therefore, in order to extract event data from a extended range
of projects’ lifecycle, we employ the GitHubArchive public data dump on Google Cloud. We
also employ Google BigQuery to extract the monthly event log for each sampled repository from
January 2015 to October 2018. Additionally, for repositories that started or were made public during
the year 2015, we store data files starting from the project creation month. Fig. 1 provides an
overview of the data collection and cleaning process.

For each month, GHArchive provides most event logs on a repository such as push, open issues,
open pull request, Gollum (editing wiki), and comments. We use SQL-like queries (designed by
BigQuery) to search for projects, and save the results into tables of the personal Google Cloud
database. Further, we export tables as JSON files to the cloud storage and download them to a
local computer for later analysis. In total, we collected 5.60 GB of 900,862 events (communicative:
238,986; organizational: 42,317; supportive: 514,957; and typical: 104,602) for these 20 repositories.
However, there are several types of events associated with issues that could not be recorded

using the above method, e.g., assigning a “won’t fix” label to an issue by a project administrator,
or delegating a developer to investigate a newly posted bug. To fix this problem, we resort to a
customized Python script via the reqest4 library to request events from the GitHub API, and
then to download issue event logs for every issue that has been reported in each repository. Thus,
we collect precise project management information, such as who has the administrative privilege
on a repository and oversees the progress of the project. In order to search for commits by date
3GitHub Event API: https://developer.github.com/v3/activity/events/
4Simplified HTTP request client for Python: https://github.com/request/request

ACM Trans. Softw. Eng. Methodol., Vol. 28, No. 1, Article 1. Publication date: January 2019.
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Event JSON

Issue/Commit
JSON

201501: [#Elt, #Com, #Org, #Sup, #Typ]
201502: [#Elt, #Com, #Org, #Sup, #Typ]
201503: [#Elt, #Com, #Org, #Sup, #Typ]
. . .
. . .
. . .
201810: [#Elt, #Com, #Org, #Sup, #Typ]

reponame_elite/all.json:

GHArchive

Query

GitHub API

Request

Clean 
Redundency

Map 
Categories

Fig. 1. Data collection and cleanup process.

and author more easily, and derive necessary metrics for the later data analysis on the project
productivity, we also download the commit logs of all sampled projects. In total, we have collected
1.81 GB data of issue events and commit logs.

Finally, we use Python scripts to merge event data based on event ID and commit SHA, and
clean the redundant data that were recorded on both data sources. By using two data sources, there
are some categories of events that were kept recording on each data source, such as close issue
and reopen issue. Because the GHArchive project employs GitHub event API to archive activities
on a daily basis, we decided to keep events from GitHub Issue API. We convert event logs into a
monthly list based on the number of events that have happened in each major category.

3.3 Event Categories and Mapping
Although the event log data faithfully records developers’ activities, we need to recode the data
unit categories that are easier for humans to understand and analyze. Particularly, the percentage
of types for a developer group should be able to reflect the effort allocation and focused roles.

Collecting low-level activities from self-reported and observed data in the field, and then induc-
tively mapping these activities onto broad categories for systematically extract behavior patterns
and analyze work effort allocation, is common practice to establish the activity profile of a certain
group [15, 72, 73, 92]. In one of prior field interview studies [15], the work focuses and daily
activities category of professional software developers were summarized based on subjects reported
activities. Because we are particularly interested in investigating the overall activity profile of elite
developers, we choose to follow an established category system that reflects the daily activity,
instead of other low-level tasks based category system which focusing on coding activities.
We reuse the categorizing system created in Sonnentag [72], and to further investigate the

contribution of elite developers, as well as the relationships between their work focuses and project
outcomes for open-source projects. This study summarizes and categorizes professional software
developers’ daily activities into four major categories: communication, organization, support and
typical. In their study, research subjects were developers in private companies; in order to make
these definitions fit the context of open source development, we slightly modify the definition and
operationalization of each category.

3.3.1 Communicative. In the conventional co-located software development team, communicative
activities usually refer to formal and informal meetings and consultations [72]. However, under

ACM Trans. Softw. Eng. Methodol., Vol. 28, No. 1, Article 1. Publication date: January 2019.
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Communicative

Edit comment Edit Event

Comment on
commit or issue

IssueComment
Event

ContentReference
Event

CommitComment
Event

Organizational

Member
Management

Team Event

Member Event

Organization
Event

OrgBlock Event

Manage code
reviewer

ReviewRequested
Event

ReviewDismissed
Event

Assign someone
to issue or PR

IssueAssign
Event

Typical

Pull Request

PullReuqestReview
Comment Event

PullRequestReview
Event

PullRequest
Event

Commit
source code

Commit Event

Supportive

Maintenance

Checks
CheckSuite

Event

CheckRun Event

Milestone

ProjectCard
Event

ProjectColumn
Event

Project Event

(De)milestone
Event

Issue and PR

IssueDuplicate
Event

IssueRename
Event

Merge Event

Issue(Un)Lock
Event

Issue Event

Branch

Push Event

Delete Event

Create Event

Document

Release Event

(Un)label
Event

Gollum Event

Fig. 2. The taxonomy of GitHub event types. The definition of each raw event can be found in the official

GitHub Events API documentation page: https://developer.github.com/v3/activity/events/.

the setting of distributed software development where open-source project usually employs, each
project applies various communication channels including mailing list, instant message, and online
discussion board [7]. Moreover, some projects such as Tensorflow, even apply other broadcast
channels such as a blog, website, and YouTube channel. Therefore, similar to other empirical studies
with open-source developers, we are not able to collect communicative activities on all channels.
For example, private instant messages are often unavailable. However, as GitHub is the major
platform for developers to exchange ideas, by extracting communicative event logs from GitHub,
we are able to capture all public communicative traces that happened on this platform by each
contributor.

The definition of communicative activities is public and visible communication through comment-

ing features supported by the platform on issues, commit, and project milestones.

ACM Trans. Softw. Eng. Methodol., Vol. 28, No. 1, Article 1. Publication date: January 2019.
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3.3.2 Organizational. In previous field studies, organizational activities are categorized as delegat-
ing tasks among the development team and other project organizations in professional software
development. Thus, similarly under the open-source development settings, representative activities
of this type are assigning and unassigning tasks to a developer, such as assigning someone with a
GitHub issue or reviewing a pull request.
We define organizational activities as managing the project community and delegating tasks,

including code reviewing, debugging, and user support to internal and external contributors through

the features supported by the platform.

3.3.3 Supportive. Supportive activities are critical to open-source development and mainly refer
to other non-coding activities in collaboration. It includes documentation work such as writing
documentation/wikipage and categorize issues by adding labels to them. Further, supportive also
includes maintenance work, for example, managing development branches and release or archive
code versions.

We define supportive activities as non-coding activities in the collaborative open-source development

through techniques that are supported by the platform, including documentation, versioning control,

and development branch management.

3.3.4 Typical. Typical activity in software development are coding, testing, debugging and review-
ing on an individual basis. Thus, under the setting open-source platform, we only include commit
activity under this category. In addition, we count event actor as the commit author rather the
committer, since the author is the original developer who wrote the code.

We define typical activities as conventional code-writing task finished at the individual level, and
counted as submitted commits and pull requests.

3.3.5 Mapping raw events to the above categories. We apply the closed card sorting method to place
35 raw GitHub events in these four major categories. Three researchers participate in the card
sorting activity. Among three researchers, the card sorting yields 0.92 average joint probability of
agreement. Especially, it achieves 82.8 % relative observed agreement, and reaches 0.77 kappa [14].
All differences among card sorters are discussed and resolved. The final mapping is shown in Fig. 2.

By mapping the low-level raw GitHub events into these four categories, we can reason de-
velopers’ activities at the level that makes sense to understand them as real work practices and
human efforts in organizational settings [58] instead of losing in millions of tiny events which
are not considered as an integrated work practices. Besides, we argue that such a categorization
system precisely and comprehensively reflects the general work practices of professional software
developers. The categorization system is borrowed from the literature [15, 72] of empirical field
observations and interviews with a large number of software development projects and hundreds
of professional developers. Although our study focuses on open-source developers, the types of
their routine work practices at the individual-level in software development would be unlikely
to go beyond the in-house software development, while the way of organizing such practices
may be different at the collective-level [21, 36, 66, 83]. Doing so enables us to better study the
dynamics of elite developers’ work practices and their impacts, thus deriving meaningful findings
and implications.

3.4 Collecting Project Outcomes Data: Productivity andQuality
Since one of the research goals is to investigate the impact of elite developers’ activity on project
outcomes (RQ3), we need to collect project-outcomes data. We consider two project outcomes:
productivity and quality, which are viewed as the most important project outcomes [82]. Each of
them has two indicators, which are introduced as follows.
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For productivity, the first indicator is: the number of a project’s all new commits in a project-month
5.

Thus, for project i in monthm, we use NewCim to denote it. In many studies focusing on the OSS
development and community, the number of commits is considered as the productivity metric (e.g.,
[80–82]). Therefore, we adopt this widely-used productivity indicator. Note that we count the
commits from all contributors rather than from elite developers only, because we measure the
impact on the productivity of the whole team. The second indicator is the average cycle time of a

project’s closed bugs in a project-month. Similarly, for project i in monthm, we use BCTim to denote
it. Such an indicator has been used to measure project productivity in a bunch of prior studies (e.g.,
[47, 87]).

Following the conventions in previous SE literature (e.g., [45, 62, 82]), we first operationalize the
code quality by the number of bugs found during a project-month. We simply use NewBim to denote
it. On GitHub, the issue can be of various types, e.g., discussion, new feature request, improvement
request, and so on. To categorize these issues, software developers often employ some keywords
to tag them. However, because tagging is often project-specific, we adopt Vasilescu et al.’s [82]
method to distinguish bug issues from other issue types in this study. We set up a list of bug-related
keywords, including defect, error, bug, issue, mistake, incorrect, fault, and flaw, and then search for
these words in both the issue tags and issue titles. If any tags or title of an issue contains at least
one keyword, we identify it as a bug issue. Similarly, as the productivity data, we compute the
number of new bug issues in every project-month. In addition to counting the newly found bugs
in each project-month, our study also includes a second quality indicator: Monthly Bug Fix Rate
(BFRim ), which is defined as:

BFRim =
No. o f Fixed Buдs

No. o f Found Buдs
, f or project i in month m.

The Bug Fix Rate is one of the key metrics related to the defect removal process [31, 88]. In fact, it
partially represents the effectiveness of the quality assurance process by characterizing the birth
(finding a new bug) to death (fixing a bug) process of defect removal [51]. If BFRim < 1, it indicates
that the project’s quality risk is accumulating.

3.5 Identifying the Elite Developers
Following the method used in Hanisch et al.’s study [38], we leverage GitHub’s repository permis-
sion mechanism to identify the elite developer. Being an elite developer in a project means s/he
obtained write permission for an organization’s repository. By gaining this level of permission, the
developer can performmany tasks on a repository without requesting, for example, directly pushing
commits to a repository, creating and editing releases, and merging pull requests. In addition, with
write permission of the repository, the developer is able to perform several types of administrative
work, such as submitting code reviews that affect a pull request’s mergeability, applying labels to
tasks and milestones to the repository, and marking an issue as duplicate, which would let the issue
lose public attention.

Unfortunately, GitHub does not allow anyone other than the repository owners to access the list
of members obtaining specific permissions. We apply a permissions check mechanism to determine
the elites. When a developer in the repository performs a task that requires the write permission,
we tag this developer with “elite-ship” of the repository. As we observed in this study, we found
that a project’s elite developers might also suffer survival issue [53], thus we set 90 days6 as the

5To simply the following discussion, we use the term “project-month” to denote a given month in a project.
6Literature on survival analysis of open-source developer usually use 30 days or 90 days as a time window [53]. When
we examined the raw data we have, we found that 30 days (1 month) is too short. But 90 days (3 months) is a good time
interval to avoid rush decisions on judging if someone gains/loses the elite identity.
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length of the “elite-ship”, and use this time-window to filter developers who were inactive. During
this three-month period, if this developer performs any task that also requires the write permission,
her “elite-ship” would get renewed for another three months, starting from the month when she
performed the task.
Compared with other elite-developer-identification methods based on metrics or network [43],

our methods have several advantages. First, our method takes a dynamic view of the status of being
an elite developer. It is designated for the open-source community where developers have very
high mobility in terms of entering and leaving7. Secondly, our method reflects the socialization
process of gaining power and status in a community. Thirdly, our method respects the fact that
some developers may be nominated as elite developers before making substantial contributions,
particularly in the company-sponsored projects. Lastly, our method avoids dealing with themarginal
cases resulting from the arbitrarily set threshold, e.g., the 1/3 cut-off used in [25].

3.6 Data Analysis
Tab. 3 presents the mapping between RQs and corresponding data-analysis methods. We will
introduce them in detail in the rest of this section.

Table 3. Research questions and corresponding data analysis methods.

RQs Data Analysis Methods

RQ1 Descriptive statistics
RQ2 Descriptive statistics, ANOVA
RQ3 Project-specific fixed effects Panel Regressions

(LSDV estimator with Diagnostics)

All statistical analyses are performed with R 3.4.1 [60], and its associated packages for macOS
High Sierra (version 10.13.1). We follow the ASA’s principles to present and interpret statistical
significance [86].

3.6.1 Summarize Activities for RQ1. Answering RQ1 does not require complicated analysis tech-
niques. We use descriptive statistics to derive results and findings for this research question. Note
that we code the raw GitHub activities into four broad activity categories (communicative, organi-
zational, supportive, and typical) according to [72] (described in Section 3.2). Doing so helps us
to derive meaningful insights instead of fragile, overly detailed information in the raw activities.
For all sampled projects, we calculate the total of elite developers’ activities over the four broad
categories. Thus, we have a 4-tuple for each project as follows:

< Com,Orд, Sup,Typ >

We also compute the percentage of elite developers’ activities over the entire project’s activities.
All results are reported in Section 4.1.

3.6.2 Identifying Activity Trend for RQ2. To answer RQ2, we first group the activities according to
the month of their occurrences. Then, similarly, for a project i in each month m, we can calculate a
similar 4-tuple:

< Comim ,Orдim , Supim ,Typim >

where i ∈ {1, ..., i, ..., 20}, andm ∈ {1, ...,m, ..., 36}.
7For company-sponsored projects, the mobility may also result from organizational and individual career changes.
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Since the different projects have different numbers of elite developers, cross-project comparisons
require to average the project-level data to individual-level. We simply calculate the average
activities per developer over the four categories. Then, we can calculate the individualized monthly
growth rates of activities in each category for each project. Given that there are 20 projects, for
each category, we have 20 growth rates. We use one-way ANOVA to see if there is any difference
across the four categories regarding the growth rates.

3.6.3 Identifying Correlations with Project Outcomes for RQ3. Answering RQ1 and RQ2 provides
the data we need to answer RQ3. Before discussing the analysis methods, we first examine the data.

We want to investigate the correlations between a project’s elite developers’ effort distributions
and project outcomes. The independent variables are the effort distributions over the four categories
of activities, which can be easily extracted from the collected data. The dependent variables are four
indicators of project outcomes (productivity: NewCim , BCTim ; quality: NewBim , BFRim), which
are adapted from the prior software engineering literature. Given that we have broken a project’s
data into months when answering RQ2 and using “month” as the analysis unit, we have one data
case for each project i at each monthm. Therefore, we have 720 (20 projects × 36 months) data
cases, in total. Each data case is in the following form:

< NewCim , BCTim , NewBim , BFRim , S −Comim , S −Orдim , S − Supim , S −Typim >

where i ∈ {1, ..., i, ..., 20}, andm ∈ {1, ...,m, ..., 36}.
The S −Comim represents the share of communicative activities in all four categories of activities

per elite developer for project i in monthm. Similar denotations apply to the other three. Note that,

S −Comim + S −Orдim + S − Supim + S −Typim = 1 (1)

Answering RQ3 is identifying the relationships between these four independent variables and
four dependent variables NewCim , BuдCim , NewBim , and BFRim . A natural solution is performing
regression analysis. Our data is panel data (cross-sectional: from 20 projects; longitudinal: 36 months
per project). Thus, simple OLS multivariate linear regression is not a proper technique because we
cannot assume there is no difference among the 20 projects and 36 data points.

To correctly identify the relationships, we employ Econometric methods to deal with the panel
data [91]. Intuitively, each project has its own characteristics, so we use the project-specific fixed ef-
fects models8. The analyses actually estimate parameters for the following four regression equations
(2) to (5).

NewCim = β1 × S −Comim + β2 × S −Orдim + β3 × S − Supim + αi + uit (2)

BCTim = β1 × S −Comim + β2 × S −Orдim + β3 × S − Supim + αi + uit (3)

NewBim = β1 × S −Comim + β2 × S −Orдim + β3 × S − Supim + αi + uit (4)

BFRim = β1 × S −Comim + β2 × S −Orдim + β3 × S − Supim + αi + uit (5)

8We also empirically perform model diagnostics which proves fixed-effect models are better than both OLS and random
effects models, see Section 4.3.1.
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Note that we do not include S −Typim into Regression Equations 2–5. The reason is straightfor-
ward: the sum of S −Typim and the other three is always “1” according to Eq. 1. Thus, it is perfectly
correlated with the other three. Including it will lead to a significant multicollinearity problem9.
For each dependent variable, we use the least-squares dummy variables (LSDV) estimator to

estimate the parameters in the project-specific fixed effects models. After we finish the model
estimation, we perform a series of regression diagnostics for examining the time-specific effects
and empirically justifying the use of fixed effects models. These regression diagnostics include:
time-fixed effects testing, F-test for (pFtest), Hausman Test (pHtest), Heteroskedasticity testing,
and so on. Given that our sampled projects consist of 11 company-sponsored projects and 9 non-
company-sponsored ones. It is natural to investigate if effort distributions’ impacts on project
outcomes are sensitive to these project characteristics. Therefore, we perform the same regression
analyses to the two sub-samples. The results are reported accordingly. All the panel regressions, if
not otherwise stated, are performed with R’s plm package [20].

4 RESULTS AND FINDINGS
In this section, we report the results and findings. We organize them according to the three RQs.
All data has been made publicly available for download10.

Table 4. Activities amount that has happened on each sampled project.

Project Com. Org. Sup. Typ.

Total Elite% Total Elite% Total Elite% Total Elite%

Aframe 4908 0.46 455 0.99 19400 0.85 5180 0.72
Alamofire 5967 0.18 1773 1.00 11906 0.61 1465 0.62
Exoplayer 9293 0.32 2293 1.00 22197 0.71 5361 0.87
finagle 2488 0.30 46 0.93 2947 0.46 2753 0.49
fresco 5283 0.29 290 1.00 10481 0.64 1923 0.77
guava 3161 0.29 664 0.99 7724 0.71 2239 0.53
immutable-js 2909 0.15 28 0.75 5869 0.59 1057 0.52
jest 19073 0.36 1025 0.99 39995 0.66 5015 0.43
marko 1937 0.38 403 0.95 5525 0.79 2956 0.93
Moya 5376 0.43 416 0.61 22808 0.42 2860 0.73
nightmare 3105 0.14 24 1.00 4963 0.48 892 0.50
rclone 7475 0.23 182 1.00 15243 0.66 2781 0.80
react 35086 0.37 3730 1.00 83036 0.74 9640 0.59
recharts 3199 0.15 54 0.85 4980 0.41 1396 0.66
splitebrowser 6129 0.42 493 1.00 11589 0.70 1751 0.84
stf 1694 0.33 25 0.64 2672 0.55 837 0.69
tensorflow 97940 0.48 28236 0.92 183485 0.75 43029 0.50
tesseract 4870 0.35 116 1.00 9805 0.59 2512 0.55
tidb 16240 0.80 1944 0.98 45451 0.91 8305 0.89
ZeroNet 2853 0.27 120 1.00 4881 0.56 2650 0.79

Mean 11949.30 0.34 2115.85 0.93 25747.85 0.64 5230.10 0.67

9In fact, no coefficient can be estimated for it in R.
10All experiment result, including intermediate outputs and raw data, can be downloaded at: https://drive.google.com/drive/
folders/10ibmz2svPRf3jfRtm7mbiouo9ATaYAoB
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4.1 RQ1: Elite Developers’ Activities.
Tab. 4 provides the basic demographic statistics of the activities in each project according to
their categories. Except for the communicative activities, elite developers perform over 50% of
the activities for those in all three of the remaining categories. For each project, our results
have confirmed the finding from other studies on the core or elite developers of Open Source
communities, e.g., [32, 55, 85], and elite developers in the community contributed most of the
source-code submission. In our sample, 67 percent of typical development tasks are performed by a
project’s elite developers.
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Fig. 3. The distributions of elite devel-

opers’ activity shares in each activity

category over 20 projects.

In addition to elites’ code submission, we also found em-
pirical evidence that elite developers are also “responsible”
for most other types of events. Besides organizational events
(according to our definitions, most organizational events au-
tomatically require the write permission), elite developers
perform over 60% of supportive activities and even created
34% of communicative activities. See Fig. 3 for the percentage
distribution of elites’ contribution.
Moreover, comparing to non-elite developers, the average

numbers of activities performed by an elite developer per
month are much higher in all categories (see Fig. 4). We ob-
serve orders of magnitude differences between them. On aver-
age, an elite developer performs 7 times more communication
activities, 145 times more organizational activities, 22 times
more supportive activities, and 22 times more typical activities
than a non-elite developer per month. Thus, on an individual
basis, we argue that elite developers may have major impacts on projects based on their activity
amount.
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Fig. 4. Average monthly activities comparisons between elite and non-elite developers.

Answers to RQ1. Based on the events in each category, we can answer RQ1 as follows:

On GitHub, elite developers have contributed to the project in various ways in addition to

performing over 60% code contributions. They need to manage the community by delegating tasks

to other developers with special expertise, managing parallel development among contributors,
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creating documentations for the project, and also participating in discussions with teammates,

external developers, and peripheral users.

4.2 RQ2: The Evolution of Elite Developers’ Activities.
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Fig. 5. Trends of individual elite developer’s activities in the four activity categories of the Tensorflow.

4.2.1 Individual Activities of Elite. For the most complex project in our project sample, Tensorflow,
we found that there is a steady increase in communicative, supportive, and organizational events
for each elite developer (shown in Fig. 5). Though supportive events change dramatically because of
the period of software patches and releases, it still shows an increase in the longitudinal perspective.
The increase of organizational events may be due to the scale increase of the team (the number of
active elite developers has increased from 29 to 270 for Tensorflow). However, we found the amount
of code submissions by elite developers has stabilized since the initial project release phase, even
for fast growing projects such as Tensorflow. In order to verify whether this focus shifts of elite
developers are common in our sampled projects, we test the differences in growth rates of activity
categories as the next.

4.2.2 Comparing Growth Rates of the Four Types of Activities. As mentioned in Section 3.6.2, we
calculate the average monthly growth rates of activities per elite developer over the communicative,
supportive, and typical activities11 for each project. Thus, we have 20 growth rates for these three
11For organizational activities, many months do not record such type of activities. This prohibits us from calculating the
growth rate.

ACM Trans. Softw. Eng. Methodol., Vol. 28, No. 1, Article 1. Publication date: January 2019.



Unveiling Elite Developers’ Activities in Open Source Projects 1:17

categories of activities. We then perform one-way ANOVA to test if there is any difference in
growth rates.
The results shows significant differences (F(2,57) = 8.452, p < 0.001). We perform the post-hoc

analysis using the Tukey’s HSD test to identify the differences between the three categories. The
results indicate the growth rates of typical activities are significantly lower than the growth rates
of the other two (Typical vs. Communicative: p = 0.002, Typical vs. Supportive: p = 0.002). In fact,
elite developers’ typical activities even decrease over the time (average growth rate = −1.63%).
Though this number seems not that big, it actually means an elite developer only does half of the
technical work she used to do 3 years ago. Meanwhile, their work on communicative and supportive
are doubled in the same period.
We do not perform the same ANOVA procedures to the non-elite’s data for cross-group com-

parisons (i.e., elite vs. non-elite) due to practical constraints. In many months, the non-elite’s
activity counts are 0. Thus, calculating growth rates would lead to many “division by zero” prob-
lems. However, qualitatively, we could not observe any significant increases on the three types of
non-technical activities over the time, while the numbers of non-elite’s technical activities in each
project-month do increase over the time.
Answers to RQ2. Based on the result of one-way ANOVA test and Tukey’s HSD test, we can
answer RQ2 as follows:

With the progress of the project, an elite developer tends to put more efforts into communicative

and supportive activities while she significantly reduces her involvements in typical development

activities.

4.3 RQ3: Elite Developers’ Activities’ Impacts on Project Outcomes.
We present our findings to RQ3 with a series regression models (Tab. 5 and 6) characterizing
relationships between the shares of activities in the three categories and the product productivity
and quality indicators. These models are developed using the econometrics techniques discussed in
Section 3.6.3. We also perform regression diagnostics to empirically examine the justification of
using fixed effects models in model development. For all 12 regressions, fixed effects models are
better choices than pooled OLS and random models.
Note that all regression models establish correlations only, rather than causalities. However,

when interpreting the results, we may give some propositions implying possible but not definitive
causalities, which is a common practice in data-driven research related to human and social factors
[13, 19, 33]. All these implied causalities shall not be considered as established without further
confirmatory studies [67].

4.3.1 Regression Results of Project Productivity. Tab. 5 summarizes the results of the regression
models for the two project productivity indicators: the no. of new commit of project i in monthm
(NewCim ), and the average bug cycle time of project i in monthm (BCTim ). Models P1 and P2 use
the data of all 20 sampled projects, thus represent whole sample regression results. Models P3 and
P4 use the data of 9 non-company-sponsored projects, while models P5 and P6 use the data of 11
company-sponsored projects. Thus, models P3–P6 are representing sub-sample regression results.
Now let us have a look at what these models indicate.
A. Project Productivity—Whole Sample Regression Results

In Model P1, two independent variables (S −Comim , S − Supim ) are significant; and both have neg-
ative regression coefficients (−155.96, −138.21). This implies that negative correlations between
the effort elite developers put on communicative and supportive activities, and the no. of new
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commits in each project-month. A possible interpretation of the results is as follows. We already
know that elite developers are still major contributors of the source code. When they invest more
efforts on non-technical activities such as communicative and supportive ones, they may have
less time to contribute to the source code; thus, the whole project may have fewer new commits
(productivity loss).

In Model P2 which the dependent variable is BCTim , two independent variables (S −Orдim ,
S − Supim ) are significant. S −Orдim has a negative regression coefficient (−148.61), while S − Supim
has a positive coefficient (473.60). Obviously, there are negative correlations between elite devel-
opers’ efforts in organizational activities and average bug cycle time in each project-month, and
positive correlations between elite developers’ efforts in supportive activities and average bug
cycle time in each project-month. Given that the activities of managing bug fix and code review are
in the “organizational” category (see Fig. 2), more elites’ efforts in activities in this category might
help to shorten the bug cycle time. Meanwhile, similar to the results and interpretation for Model
P1, performing more supportive activities may occupy elite developers’ time on fixing bugs, and
thus lead to longer bug cycle time (productivity loss). Since S − Supim ’s effect is much stronger
than S −Orдim ’s and its shares are often much more than S −Orдim ’s (Avg.: 0.61 vs. 0.03), we
could expect an overall effect of longer bug cycle time (productivity loss).
B. Project Productivity—Sub-Sample Regression Results.

The regression results in Models P3–P6 are pretty much similar to those in Models P1 and P2 with
some minor differences. Let us first have a look at the regression models based on non-company-
sponsor projects’ data (Models P3 and P4). In Model P3, S −Orдim becomes a significant variable,
indicating that performing more organizational activities is also negatively correlated with the
no. of new commits in each project-month (productivity loss). In Model P4, the correlations between
efforts on each category and the average bug cycle time in each project-month (BCTim) are the
same. For the regression models based on company-sponsor projects’ data (Models P5 and P6),
correlations in Model P5 are as same as those in Model P1. However, in Model P6, S −Orдim is no
longer significant. A possible explanation may be that: company-sponsored projects often have
established routine bug fixing processes, and hence elite developers’ mediation in this process is
not as important.
In addition, the adjusted R2s of Models P5 & P6 are higher than Models P3 & P4. Particularly,

Model P5’s is over 20% higher than Model P3’s. These differences indicate that models built around
the elite developers’ activities work better for company-sponsored projects.

4.3.2 Regression Results of Project Quality. We have briefly discussed the regression results of
project productivity. Now, let us turn to the regression results of project quality. Tab. 6 summarizes
the results of the regression models for the two project productivity indicators: the no. of new bugs
of project i in monthm (NewCim ), and the big fixed rate of project i in monthm (BFRim ). Similarly,
Models Q1 and Q2 use the data of all 20 sampled projects, thus represent whole sample regression
results. Models Q3 and Q4 use the data of 9 non-company-sponsored projects, while models Q5
and Q6 use the data of 11 company-sponsored projects. Thus, models Q3–Q6 are representing
sub-sample regression results.
A. Project Quality—Whole Sample Regression Results

In Model Q1, the quality indicator is NewCim . There are two significant independent variables
(S −Orдim , S − Supim ); and both have positive regression coefficients (50.13, 18.31). This indicates
positive correlations between the effort elite developers put on organizational and supportive
activities, and the no. of new bugs found in each project-month. The interpretation of the results
shall be similar to the above. Doing non-technical work may make the elite have less time to
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work on code. Thus, non-elite developers may have to take more responsibilities on source code
development. Their code may contain more bug (quality loss).

InModel Q2, the quality indicator isBFRim . Two independent variables are significant (S −Comim ,
S − Supim ). S −Comim ’s coefficient is negative, signifying negative correlations between the ef-
fort elite developers put on communicative activities and each month’s bug fix rate. Meanwhile,
S − Supim ’s coefficient is positive, indicating positive correlations between the elite’s efforts in
supportive activities and each month’s bug fix rate. Interpreting such correlations may be a bit
tricky. For the negative correlations between S −Comim and BFRim , we can interpret it in a way
similar to the previous ones. The positive correlations between S − Supim and BFRim may suggest
that: by putting more efforts into supportive activities, elite developers help to make the defect
removal process work well12. Since S −Comim ’s share are only about 1/4 of S − Supim ’s (Avg.: 0.16
vs. 0.61) and its negative coefficient is just twice of S − Supim ’s (-2.24 vs. 1.12), we could expect an
overall effect of higher bug fix rate in average (quality gain).
B. Project Quality—Sub-Sample Regression Results

Again, we split the whole sample dataset into two sub-sample datasets according to whether a
project is sponsored by a commercial company, and develop regression models using them. Models
Q3 and Q4 are based on non-company-sponsored projects’ data. In Model Q3, only S − Supim is
significant. Efforts on organizational activities are not negatively correlated with the no. of new
bugs in each project month. Model Q4 is similar to Model Q2. In general, the effects in Models Q5
& Q6 are quite similar to those in Models Q1 & Q2.

4.3.3 Time-related Effects. To further explore the time-related effects, we perform time-fixed effects
testing for the four whole sample models (Models P1, P2 in Tab. 5; and Models Q1, Q2 in Tab. 6).

For Model P1, where the number of new commits in each project-month is the dependent variable,
the time-fixed effects model is significant (F (38, 662) = 1.59, p = 0.02). However, the effects are
less significant (adjusted R2 = 0.01). Further examination of the time-fixed effects shows that the
time-related effects are positive and exhibit an increasing trend (Fig. 6.a). This indicates that the
number of new commits is less associated with elite developer activities in the later phases of the
project. However, for Model P2, where the bug cycle time in each project-month is the dependent
variable, the time-fixed effects model is not significant (F (38, 662) = 1.80, p < 0.01). The effects are
very small (adjusted R2 = 0.01). The time-related effects have slightly patterns (Fig. 6.b).

For Model Q1, where the number of new bugs in each project-month is the dependent variable,
the time-fixed effects model is significant (F (38, 662) = 3.29, p < 0.001). The results are similar
to the first one (Fig. 6.a). The time-related effects are positive and increasing in general (Fig. 6.c),
indicating the impact of elite developers’ activities on the number of the new bugs reported is
shrinking over time. For Model P2, where the bug fix rate in each project-month is the dependent
variable, the time-fixed effects model is not significant (F (38, 662) = 1.07, p = 0.36). No meaningful
effect could be detected (adjusted R2 = 0.00). The time-related effects may be irrelevant to this
quality indicator (Fig. 6.d).
The above analyses reveal that: although the time-related effects are significant, the project-

specific fixed effects models are much stronger than the time-related effects for all dependent
variables.
Answers to RQ3. Based on the above results, we can answer RQ3 as follows:

12Recall that BFRim is indeed a quality process metrics, see Section.
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Fig. 6. Changes of time-related effects.

Elite developers’ effort distributions have significant correlations with project outcomes.

(1) Project Productivity: (a) Efforts on communicative and supportive activities are negatively

correlated with the project productivity in terms of the number of new commits in each

project-month (productivity loss); (b) Efforts on organizational activities are positively

correlated with project productivity in terms of the the average bug cycle time in each

project-month; however, efforts on organizational activities have much stronger negative

effects. The overall effects are negative (productivity loss).

(2) Software Quality: (a) Efforts on organizational and supportive activities are positively

correlated with the number of newly-found bugs in each project-month (quality loss); (b)
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Efforts on communicative activities are negatively correlated with the bug fix rate in each

project-month; however, efforts on supportive activities have positive effects. Combine them

together, the overall effects are likely to be positive (quality gain).

(3) Except for the bug fix rate, time effect analyses show that the impacts exhibit some decreasing

trends with the progress of the project, which may result from the increasing proportion of

non-elite developers’ contributions in the latter stages of the project.

(4) In general, compared with the company-sponsored projects, effort distributions’ correlations

with project outcomes are less significant for non-company-sponsored projects.

5 DISCUSSION
5.1 Discussions of the Findings
First of all, our results and findings confirm the important roles of elite developers in open-source
development. As the results of RQ1 shows, they engaged in the majority of the projects’ activities,
though they only account for a small proportion of contributors in the entire community. Except
for communicative activities, elite developers account for over 50% activities in all the other three
categories. The results confirm prior literature dating back to early 2000s [24, 55]. We can conclude
that open-source projects are still largely driven by a small number of elite members after over 20
years of evolution. While such high concentrations may ensure bottom-line project outcomes, such
situations may not be optimal for long-term health of a project [23]. Engaging the non-elite users’
participation through mechanism and technology innovation is still a challenge [74].

Secondly, the results and findings of RQ2 show that the shifting of elite developers’ activities did
happen in most of the sampled projects. The activity shifting indicates the elite developers’ role
transitions with the growth of the project and the community. Organizational behavior theorists
often argue that such transitions may be risky and troublesome for both individuals and organi-
zations [4, 56]. Let us imagine a situation that an elite developer may be involved. She used to
enjoy the work of making technical contributions by committing high-quality code, but gradually,
she finds herself having to spend more and more time on supportive work and communicating
with novice users. This may conflict with her career goal. Unfortunately, at least in the software
engineering community, this has not received any attention. Future research is necessary to address
the issues related to such role transitions.

The results and findings of RQ3 reveal relationships between elite developers’ effort distributions
and project outcomes. In general, there are some negative associations. For three out of four project
outcome indicators (NewCim , BCTim , and NewBim ) our results suggest putting more efforts into
communicative, organizational, and supportive work is negatively correlated with the project
outcomes. Elite developers are humans who have limited time and attention resources every day. If
the three types of non-typical activities occupy too much of their time and attention resources, they
may not be able to guarantee the productivity and quality of their contributions to technical tasks.
Meanwhile, to fill such a gap, non-elite developers may have to contribute more in the development
tasks. Since those non-elite developers often do not have a comparable level of technical expertise,
their code could be more buggy, thus may lead to lower software quality [1]. However, for the last
project outcome indicator (BFRim ), our results show that the elite’s efforts in supportive work do
have positive correlations with project quality. A possible explanation is the efforts in supportive
activities does help to maintain a good defect removal process, thus improve the bug fix rate in
each project-month.
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RQ3’s findings, if put together, describe a dilemma that elite developers often have to face in
their projects. With the growth of their projects, they need to spend more time on non-technical
tasks, which force them to reduce their technical contributions. Since their technical activities still
account for a majority of the project’s typical development work (see Tab. 4), the project would
also experience some productivity and quality loss. But doing more non-technical work is not
meaningless: it perhaps helps to maintain a project’s work processes (e.g., defect removal process)
and is paid back by some quality gains.

Another finding worth noting is the differences between non-company-sponsored projects and
company-sponsored projects. RQ3’s results indicate that company-sponsored projects tend to be
more influenced by their elite developers’ effort distributions. This is not surprising; such projects
often rely on a small amount of full-time employees as the elite developers. Some of them may lack
the interests to make voluntary contributions [50] and work a regular 8-hour daily schedule from 9
to 5. In case that non-technical work occupies more time, they do not use their own time to make
up for the technical work.

To sum up, our work does not only confirm the empirical observations of developers’ activities
in open source communities but also provides new findings and insights that shed light on future
research. For example, we observe the elite developers’ role transitions from the shifting of their
work concentrations. Thus, supporting such transitions has not yet been investigated. Besides, we
identify the impacts of effort distributions over the four broader categories on project outcomes.
As far as our best current knowledge, it is the first piece of empirical evidence on this topic. How
to leverage the findings to bring better project outcomes also requires follow-up research.

5.2 Practical Implications
Our findings suggest immediate practical implications. First, for most of the projects in our sample,
the increase of elite developers often fails to keep pace with the growth of projects. This leads
to heavy burdens to the elite developers. Indeed, many open-source projects seem to be too
conservative to guarantee a member the permissions to perform some administrative tasks. While
the open-source ideology is pretty progressive, its management structures are perhaps somewhat
pre-industrial, i.e., a very small amount of elites share most of the authorities and powers in the
community [18, 70, 83]. Decentralizing such authorities and powers, particularly that related to
routine work, might be a choice. It does not only alleviate elite developers’ burdens but also give
ordinary members in communities some extra motivations [65]. Besides, because the turnover of
the core reviewers is high and rapid [78], allowing some non-elite developers to share some elite
developers’ routine duties would help to offset the negative impacts of their turnovers.
Second, the differences between company-sponsored and non-company-sponsored projects

indicate that the company-sponsored projects more or less inherit the management practices of the
corporate world. Elite developers’ involvements in non-technical tasks influence project outcomes in
a more significant way. It seems that the elite developers tend to be trapped more on routine works.
In his dissertation [84], Wagstrom has shown that the vertical integration between companies
and open-source communities would inevitably lead to increases in unnecessary communicative
and organizational practices. Given the limited time and attention resources of developers, these
unnecessary non-technical practices may hurt a project’s productivity. Thus he recommended
focusing on communication “meeting individual coordination requirements.” According to our
results, his recommendation is still valid. Besides, from a company’s perspective, avoiding “copying”
their internal governing structures may be necessary even for the projects they dominate [35, 69].
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5.3 Design Implications
With the growth of the project, elite developers often have to give more effort to communicative
and supportive tasks. Our study reveals such a shifting of work may have negative impacts on
project outcomes. As we discussed before in Section 5.1, these tasks are often necessary and cannot
be ignored, building software tools to assist or partially free elite developers may be a good solution.

Building such tools are feasible. At least for many organizational and supportive activities, there
are technologies readily available. For instance, Assigned and Unassigned are two main events in
the organizational activity category (see Fig. 2). The main time cost for them is to identify the
assignee. These tasks can be easily automated with tools [3]. The supportive work can be divided
into two sets—maintenance and documentation. Let us have a look at maintenance activities first.
For many raw activities associated with maintenance, there are ready-to-use automated tools
built by researchers. For example, the CreateTag can be automated using techniques such as [17].
Automatic subscribed and unsubscribed can be realized through learning users’ characteristics [11].
For documentation tasks, there are many metric-based or machine learning techniques ready for
use [54, 93], thus automating some MarkedAsDuplicated and UnMarkedAsDuplicated tasks.
Current technologies may be less mature for helping elite developers on communicative tasks.

As shown in Fig. 2, communicative category contains four raw GitHub activities: Mentioned,
CommentDeleted, IssueComment, and CommitComment. For some specific activities related to Men-

tioned, researchers have developed techniques for automating them. For example, when mentioning
somebody to fix an issue, the bug-fixer recommendation technique developed by Kim et al. [46]
may be directly applied to identify the target of the mentioning. Besides, CommentDeleted tasks
can be automated. For example, a disruptive message by a member can be automated deleted by
a GitHub bot app equipped with advanced sentiment analysis techniques. Building automated
tools for IssueComment and CommitComment requires some advanced techniques on abstractive
semantic summarization and text generation, which are far from mature even in Natural Language
Processing community [52, 76, 89].
While there are many available techniques, most (if not all) of them have never been used by

practitioners. This may be because such techniques have not been integrated into elite developers’
normal workflow. As Terry Winograd and his colleagues [90] pointed out in their influential book
“Understanding computers and cognition: A new foundation for design”, a computing application must
be integrated to users’ workflow in a non-intrusive way to gain widespread use.

5.4 Recommendations
Our findings and the above discussions can be summarized into recommendations for practitioners
and researchers.

Recommendations for open source practitioners are:
• Open source projects may consider decentralizing the administrative authorities and powers

related to routine tasks.

• Project members should focus on communication “meeting individual coordination requirements.”

• Projects sponsored by companies should avoid copying their sponsors’ internal governing struc-

tures.

We can also consider future research (incl. tool design and implementation) efforts with the
following possible challenges.

• Further understanding of developer activities.

• Mechanism design for broadening participation in and sharing non-technical responsibilities.

• Tool support for relieving elite developers from routine administrative burdens by synthesizing

existing techniques to their routine workflow.
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5.5 Threats to Validity
As any empirical studies, our study is not free of threats to validity. We briefly discuss them from
three perspectives.
First, from the perspective of construct validity, we are confident that there is no significant

threat. Our study involves six primary constructs, which are four categories of GitHub activities,
and project productivity and quality (each with two metrics, total four metrics). All their definitions
and operationalizations are based on prior literature. For the four activity categories, we follow the
standard procedure to develop the mappings between raw GitHub activities and these categories.
The two project outcomes are adapted from literature; and each of them is measured by two distinct
indicators. By using multiple indicators for one project outcome construct, our study does not only
avoid to oversimplify the concept of “productivity” and “quality”, but also brings more insights.
Thus, we have the confidence that most of the threats to construct validity have been removed.

Second, from the perspective of internal validity, we took multiple measures to ensure that the
data collection process avoids the most of perils summarized in [10, 44]. For example, all subjected
projects are all large ones with established governing structure and practices, and use pull requests
to manage members’ contributions. The data used in the study are objective human activity records
collected from online repositories. The analysis processes are unbiased. We use mature, widely-used
analysis techniques, and empirically justify the use of the fixed effects models in panel regressions.
One potential threat is that using GitHub data only. But doing so has its methodological jus-

tifications. While we acknowledge that the development trace data could be in multiple other
channels such as email, IRC, forums, and so on, an unfortunate fact is that not all of them are
publicly available. In fact, for the 20 projects studied in this paper, none of them has all the channels
data ready. If we use multiple data sources for some projects but a single data source for the rest,
guaranteeing the fair comparisons among them could be impossible. Moreover, using multiple
data sources selectively would pose serious threats to the “construct validity” because establishing
the mapping between activities and categories would require different protocols when crossing
data sources. Thus, but weighed the gain and loss of using multiple data sources, we decide to use
GitHub data only. At least, it guarantees the consistency at the methodological level, which is a
basic requirement for any scientific inquiry [12, 29, 48]. Thus, we view that not using multiple data
sources as a limitation but not a serious threat to internal validity, as pointed out by Margaret-Anne
Storey in her ICSE’19 keynote [75].

Third, from the perspective of external validity, we admit that our results may not be able to
be generalized to all open source projects. However, the sampled projects represent a wide range
of projects regarding the application domains. They also form a balanced sample of non-company-
sponsored and company-sponsored projects. One potential limitation is that all 20 projects are
large ones. We urge caution, however, for applying our findings in the context of small or medium
size open source projects.

6 CONCLUSION
While elite developers’ important role in open source development has been long known in software
engineering literature, their activities have not been yet thoroughly investigated. Using fine-grained
event data of 20 open source projects, our study paints a dynamic panorama of elite developers’
activity, as well as their activities’ impact on project outcomes in terms of project productivity and
product quality.
Our study yields a set of findings. First, our study confirms the essential roles of elite develop-

ers. Their activities account for the majority across all four types of broader activity categories:

ACM Trans. Softw. Eng. Methodol., Vol. 28, No. 1, Article 1. Publication date: January 2019.



Unveiling Elite Developers’ Activities in Open Source Projects 1:27

communicative, organizational, supportive, and typical. Second, our study reveals that elite devel-
opers’ activities shift to the “project management” tasks from “technical” work. We observe that
communicative and supportive activities increase much faster than typical development activities.
Third, elite developers’ effort distributions have significant correlations with project outcomes on
productivity and quality. When they put more efforts into communicative and supportive work,
a project’s productivity (measured by the number of new commits (NewCim ) and bug cycle time
(BCTim ) in each project-month) is likely to decrease. Besides, a project’s quality (measured by the
number of new bugs in each project-month (NewBim )) is negatively associated with their activities
on organizational and supportive tasks. But its another indicator—bug fix rate in each project-month
(BFRim )—is positively correlated with efforts in supportive activities, thus may increase when the
elite developers put more efforts into such type of activities. These findings reveal a complicated
picture of elite developers’ effort distributions, and also partially indicate a dilemma faced by many
OSS elite developers, i.e., with the growth of a project, its elite developers have to conduct more
communicative and supportive work. We discuss the practical and design implication of the study.

For future work, we plan to continue the focus on elite developers. We plan to replicate this study
with a larger sample of projects and go one step further to explore the contextualized, individual
differences among elite developers. Currently, the analysis unit is at the project-level, we also plan
to extend the study by performing analyses at multiple levels, e.g., at the individual-level or the
ecosystem-level. Moreover, project outcomes are much broader than productivity and quality. We
plan to explore some alternative project outcomes, particularly those related to social and human
development (e.g., the growth of newcomers). We will also design and implement tools to free
(at least partially) elite developers from increasing communicative and supportive tasks, allowing
them to maximize the impacts of their technical leadership in projects.
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