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Abstract

The sharing of hardware components in modern processors helps to achieve high

performance and meet the increasing computation demand. Though isolation has been

done among users and applications at operating system level, recent research shows that

attacks can leverage sophisticated approaches to observe the behaviors of the shared hardware

components and infer secrets including password, secret key, etc. Such observations and

corresponding attacks are called as side channels and side-channel attacks (SCAs). A number

of SCAs have been discovered including Flush+Reload, Flush+Flush, Prime+Probe, Spectre,

Meltdown, Fallout, RIDL, ZombieLoad. SCAs have threatened the security of billions of

hardware devices, including chips manufactured by Intel, Apple, ARM, etc. Therefore, it is

urgent to address the security threats caused by SCAs.

This dissertation pursues the use of machine learning to design effective defense

mechanisms and obtain a comprehensive understanding of the side channel threats for

emerging applications. In particular, we propose to tackle from three aspects: detection,

mitigation and vulnerability analysis.

For detection part, we leverage the microarchitecture level information, i.e. hardware

performance counters, to build machine learning-based SCAs detectors. Eventually, we

propose two customized machine learning classification models to capture SCAs at real-time

and detect zero-day SCAs respectively. As the increase edge devices deployed in the network,

we also investigate the machine learning-based detectors against malware and SCAs on

autonomous vehicles, mobiles and laptops respectively. We find that hardware performance

counters can effectively capture the SCAs with machine learning techniques.

A second aspect of the dissertation is exploring the existing system level and

hardware level settings for designing light-weight SCAs mitigation approaches. We find

that randomizing the frequency and prefetchers can obfuscate side channel traces and protect

against secret leakage. Based on the effectiveness of machine learning-based SCAs detection

and randomization-based mitigation, we further developed a detection-mitigation defense

approach to further minimize performance overhead incurred by adjusting hardware and
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system level parameters.

In the last part of this dissertation, we evaluated the side channel leakage in more

general applications which are mostly neglected in the prior side channel research community.

We find that hardware performance counters can also be used by attackers to fingerprint

websites users visited. Besides, we also discover that the inputs’ labels of deep learning

models are susceptible to be leaked via side-channel attack, i.e. Flush+Reload. To the best

of our knowledge, we are the first group to identify the correlation between label information

and side channel observations, highlighting the importance of reexamining the side channel

vulnerability in general applications.
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Chapter 1

Introduction

Modern computers leverage the sharing of hardware components to achieve high perfor-

mance and meet the increasing computation demand. The isolation among users and applications

is achieved at the operating system level to ensure computer security. Though effective, they also

bring new attacking surfaces, i.e., side channels, for a malicious program to observe the benign

applications’ hardware-level behaviors and infer secrets. In the past decade, researchers have found a

number of attacks exploit the attack surfaces and collect side channels, including Flush+Reload [2],

Flush+Flush [3], Prime+Probe [1], Spectre [4], Meltdown [5], Fallout [6], RIDL [7], ZombieLoad [8].

Such attacks, termed side-channel attacks (SCAs), have threatened the security of billions of hard-

ware devices, including the ones manufactured by Intel, AMD, and Apple. Compared to malware

or software-based attacks, such attacks can pose a significant security threat on a broader range

of systems and are more difficult to eliminate due to the invisible behavior and passive nature of

SCAs [9]. Even worse, researchers have found that the target of SCAs is not limited to encryption

applications [1–3] but also more general applications, like deep learning-enabled applications [10–13].

For example, Hong et al. [11, 12] exploit the cache-based SCAs, Flush+Reload, to steal information

during the inference phase to reconstruct the crucial architectures of DNNs. It proposes an algo-

rithm that generates candidate computational graphs from Flush+Reload observations, and the

parameter estimation process removes incompatible candidates with 0% error for MalConv [14] and

ProxylessNAS [15]. Thus, there is an emerging need to address the security threats posed by such

attacks in modern computer systems.

Hence, this dissertation aims to leverage machine learning (ML) techniques to explore
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effective defense mechanisms and understand the side-channel threats comprehensively. In this

dissertation, we have three main parts: 1) investigate the effectiveness of using hardware-level

features and ML techniques for detecting SCAs; and 2) explore the light-weight mitigation strategies

with minimal hardware redesign and performance overhead; and 3) analyze the side-channel

observation and their potential leakage in general applications. In the first part, we presented

that leveraging ML techniques and hardware-level features can build adequate SCAs detectors

for real-time SCAs capturing and zero-day SCAs detection. In the second part, we explored the

opportunity of randomizing system-level and hardware-level settings to obfuscate side-channel traces

and protect against secrets leakage. Based on the effectiveness of ML-based SCAs detection and

randomization-based mitigation, we developed a detection-mitigation defense approach to minimize

further performance overhead incurred by adjusting hardware and system level parameters. In the

last part of this dissertation, we evaluated the side-channel leakage in more general applications,

which are mostly neglected in the prior side-channel research community. We find that attackers can

also use hardware performance counters to fingerprint websites users visit. Besides, we also discover

that the inputs’ labels of deep learning models are susceptible to being leaked via side-channel

attack, i.e., Flush+Reload.

The remainder of this chapter is organized as follows. Section 1.1 describes the research

problems this dissertation tries to solve. Then we will summarize the contribution of this dissertation

in Section 1.2. Finally, we will present the organization of this dissertation in Section 1.3.

1.1 Motivation

This dissertation pursues solutions for defending against side-channel attacks from three

aspects: 1) investigate the effectiveness of using hardware-level features and ML techniques for

detecting SCAs; and 2) explore the light-weight mitigation strategies with minimal hardware redesign

and performance overhead; and 3) analyze the side-channel observation and their potential leakage in

general applications. In the first aspect of the dissertation, we present the effectiveness of ML-based

SCAs detectors. In particular, real-time attacks detectors have a high chance of experiencing a high

false positive rate, significantly decreasing the credibility of attack detection predictions. At the

same time, the new variants of side-channel attacks challenge the effectiveness of existing detectors.

This dissertation explores designing customized ML algorithms for building practical SCAs detectors
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to countermeasure the two challenges.

Since SCAs exploit hardware vulnerabilities, most mitigation approaches demand costly

hardware design. Hence, the second aspect of the dissertation investigates the possibility of adjusting

hardware components settings to change side-channel traces. Then, attackers cannot recover secrets

due to the polluted side-channel traces.

The last part of the dissertation is to analyze the side-channel threats in general applications.

Most prior research on side-channel threats targets encryption applications due to public computation

algorithms and the correlation between computation and secrets. However, the general applications

are also susceptible to side channel threats, while the correlation between computation and secrets is

more challenging to identify. The wide deployment of such general applications threatens computer

system security and users’ privacy. In this dissertation, we analyze the side-channel observations

on two types of general application, i.e., web browsers and deep learning-based applications. We

employ ML to identify the correlations between side-channel traces and secret information.

The following section will present the research problems that this dissertation plans to

address and the limitation of state-of-the-art works.

Machine Learning-based Attacks Detection

Prior studies on detecting microarchitectural side-channel attacks leverage the ML algo-

rithms on the low-level microarchitectural data captured by Hardware Performance Counter (HPCs)

registers to detect the known SCAs [9,16–19]. The ML-based SCAs detectors have demonstrated

promising results in determining the side-channel attacks with lower latency ranging from several

milliseconds to seconds. For instance, the work in [16] proposes an HPC-based monitoring model to

detect the SCAs by using the performance counters events collected by running both victim and

SCA applications. The mechanism deploys the correlation metric between the events of victims’

and attacks’ HPC traces. Another work proposed in [19] profiles the victim’s application under two

different scenarios, i.e., applications with no attacks, and applications with attacks. Although this

detection technique helps mitigate various SCAs, it can not detect unknown SCAs.

There has been much progress in terms of and securing the processors against various

microarchitectural SCAs in the last few years. However, there are still two and major challenges

involved with contemporary SCA detectors. First, the fast-paced development of the emerging
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intricate SCAs to circumvent the current detection techniques has not been properly addressed.

Hence, the existing techniques are not able to detect and identify the unknown (zero-day) attacks.

Second, the existing side-channel attacks detectors limit their study to detecting whether the

running application is ”under attack” condition or not. In particular, such detectors provide no

information on which type of vulnerability the attack applications exploit. Knowing the type

of SCAs ahead of time could facilitate crafting an effective mitigation technique to alleviate the

influence of side-channel attacks on the performance of the target system.

To address the limitations of the existing SCA detectors, this work we propose Phased-

Guard, a multi-phase ML framework to accurately detect and identify both known and unknown

attacks at run-time using the most prominent microarchitectural features.

Side-Channel Vulnerability Defense

Timing-based cache SCAs [1, 2, 20] can be launched by the attacker remotely (e.g., attacks

can even occur in cloud environments). Such attacks exploit the accessing time gap between the

on-chip caches and main memory, and collect cache hit/miss traces based on various accessing times.

Hence, the attacks can infer sensitive information according to cache traces and the knowledge

captured from the cryptographic algorithm. There exists a number of cache-based SCAs proposed in

prior studies [1–3,21] causing a substantial threat to the security of modern computer systems. Due

to the invisibility, feasibility, and capability to expose and extract the secret keys in the cache-based

SCAs, there is an urgent need to address the security risks posed by such attacks in present computer

systems as well as legacy systems [2, 3].

Prior works on cache-based side-channel attacks mitigation can be categorized into two

main designing principles including cache partitioning [22], and randomization-based techniques [23].

Cache partitioning methods have been proposed to isolate cache usage between different programs to

prevent the attackers from observing the victims’ data access patterns and stealing the confidential

information stored in the cache memory [22–24]. In general, the cache partitioning techniques divide

the cache memory into different zones for different application processes statically or dynamically.

As a result, attack applications do not have access to observing cache access of users’ applications.

Another approach that was proposed to mitigate the impact of SCAs is based on randomization

techniques [25, 26] in which they attempt to randomize the memory-to-cache mappings. These
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methods were mainly proposed in the architecture community as a solution to protect future

architectures. They are not applicable to current and legacy architectures since they require

hardware redesign efforts.

In response, this work proposes a comprehensive system and architecture level random-

ization methodology to efficiently mitigate the impact of side-channel attacks on last-level caches

eliminating the need to modify the cache memory architecture.

Side-Channel Vulnerability Evaluation with Machine Learning

Most existing research takes applications of cryptography as victims of SCAs [1–3] while

general use applications have been proven to be subject to side-channel leakage [10]. For example, a

deep learning-enabled application contains sensitive information, including architectures, trained

weights, and labels of input data which can be the stealing target of SCAs. Compared to applications

of cryptography, changing the setting of general use applications is more complicated. Taking deep

neural networks as an example, the architectures or trained weights cost a fortune to build, while

the encryption application RSA can change secret keys after discovering being attacked.

Secondly, applications like deep learning have been increasingly used for critical domains,

from financial decisions [27], energy control [28], autonomous systems [29], medical treatment [30],

etc. Their label information either contains critical information or impacts significant decisions,

which attackers can steal and make an undesired profit out of them or conduct crimes based on

them. In the finance domain, attackers can misuse the investment suggestions stolen from victim

DNNs. Energy controlling systems [28] leverage DNNs to design the optimal online power control

policy while the attacker with label information can take advantage of the policy information to

deliberately overload the energy network and cause a denial-of-service attack on customers.

1.2 Overview of the Dissertation

The research of this dissertation focuses on addressing the security threats brought by

side-channel attacks with ML techniques. Chapter 2 exhibits the related works in the research

problems this dissertation addresses, including ML-based SCAs detection, light-weight mitigation,

and side-channel vulnerability analysis. The rest of the dissertation will be organized into three

parts as detailed below.
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Part 1: Machine Learning-based SCAs Detection

This part tries to address the challenges by proposing effective ML-based detectors with

the use of hardware-level features. In response, this part includes two projects to solve the real-time

SCAs capturing and zero-day SCAs detection respectively by collecting run-time behaviors of victims

applications and designing customized ML classification models.

Detecting side-channel attacks at real-time using low-level hardware fea-

tures [31]: Side-Channel Attacks (SCAs) are powerful attacks compromising the security of

modern computer systems have considered collecting hardware events of both victim applications

(cryptographic application, e.g. RSA, AES and etc.) and attack applications. However, in such

techniques, the attack HPCs data can be easily manipulated and/or corrupted, resulting in mislead-

ing the SCA detection mechanism. Furthermore, the prior works have explored the suitability of

a limited number of ML algorithms in detecting SCAs without examining the instance level false

alarm rate. As we show in this work is a more critical evaluation metric for real-time detection

techniques. In response, in this paper, we propose SCARF, a ML-based real-time side-channel

attack detection methodology using low-level hardware features. To this aim, we first only monitor

the victim applications’ behavior using the HPC features and analyze the captured low-level traces

of the victim applications under no attack and attack conditions to avoid manipulating attackers’

HPCs. Next, a wide range of ML classifiers with customized HPC features are implemented to

determine the most effective ML technique for detecting SCAs in real-time while improving accuracy

and reducing instance-level false alarm rate of ML-based SCA detectors. Lastly, the False Alarm

Minimization (FAM) technique is proposed to reduce the instance level false positive rate of the

ML-based SCA detectors. The experimental results indicate that the SCARF methodology can

obtain up to 100% attack detection accuracy with 0% instance level false alarm rate for detecting

SCAs.

Hybrid Dynamic Time Warping and Gaussian Distribution Model for Detecting

Emerging Zero-Day Microarchitectural Side-Channel Attacks [32]: Microarchitectural Side-

channel Attacks (SCAs) benefit from emerging hardware vulnerabilities in modern microprocessors

to steal critical information from users, posing great security threats to computer systems. Several

recent studies have focused on using low-level features captured from built-in Hardware Performance

Counter (HPC) registers to implement accurate ML-based SCAs detectors. Nonetheless, existing
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ML-based SCAs detectors required prior knowledge of attacks to detect the pattern of side-channel

attacks using various microarchitectural features. In particular, the existing solutions have ignored

to address the challenge of detecting sophisticated unknown (zero-day) SCAs at run-time which is a

more challenging issue in today’s computer systems. In addition, prior works analyzed a limited

number of ML classifiers without thoroughly evaluating the detectors’ detection effectiveness and

computational complexity. In response, we propose HybriDG , a hybrid light-weight model consisting

of Dynamic Time Warping (DTW) followed by a Gaussian distribution model to detect both known

and unknown emerging SCAs at run-time accurately. Our experimental results demonstrate that

HybriDG achieves 100% detection accuracy for known attacks and 99.5% detection accuracy for

unknown attacks, which is significantly outperforming traditional ML algorithms, deep learning,

and time series classification models by up to 80% for unknown and 8% known attack detection.

Evaluation of Machine Learning-based Detection against Side-Channel Attacks

on Autonomous Vehicle [33]: Autonomous vehicles are becoming increasingly popular, but

their reliance on computer systems to sense and operate in the physical world has introduced new

security risks. Recent studies have shown that using Cache-based Side-Channel Attacks (SCAs)

could infer sensitive users’ information (e.g., which route the user is taking) highlighting significant

vulnerability posed to today’s computer systems. As a result, it is crucial to propose effective

detection mechanisms against emerging microarchitectural SCAs on autonomous driving systems.

In response, this work identifies the threat model and victim applications of autonomous driving

systems. Next, we explore the suitability of various ML-based classifiers trained by information

collected from built-in hardware performance counter registers available in modern autonomous

vehicle systems. To this end, various supervised ML models are implemented for cache-based SCAs

detection and precisely compared and characterized in terms of detection accuracy, robustness, and

latency of the detection. Our experiments conducted on an Intel Xeon, which Waymo autonomous

driving vendor uses, demonstrate that J48 achieves 99.5% accuracy with the highest efficiency

compared with other investigated models.

Enabling Micro AI for Securing Edge Devices at Hardware Level [34]: Compared

to servers and workstations, edge devices are more likely to experience the limitation of computation

and energy to defend against attacks. To address the challenge, this work proposes an accurate and

cost-efficient micro AI enabled countermeasure for securing modern edge devices against emerging
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cyber-attacks, i.e., malware and Side-Channel Attacks (SCAs) at the hardware level by monitoring

applications’ Hardware Performance Counter (HPC) features. To realize a run-time ML-based

solution that relies on limited available HPCs in modern edge processors, we first identify the most

prominent HPC events for accurate attack detection with the aid of an effective feature selection

method. Next, various standard ML classifiers are implemented for effective and accurate run-time

hardware-assisted malware and side-channel attacks detection. They are compared and characterized

in terms of detection accuracy, F-measure, robustness, latency, power consumption, and hardware

overheads. Experimental results demonstrate that the J48 classifier achieves the highest detection

rate (F-measure) for both malware and SCAs detection with 0.917 and 0.987, respectively, with

relatively negligible latency and area overhead as compared to complex models making it a suitable

algorithm for enabling an efficient hardware-assisted micro AI countermeasure in edge devices.

Part 2: Light-weight SCAs Mitigation

The second part of this thesis tries to eliminate the side-channel vulnerability by polluting

attackers’ observation with hardware redesign. To achieve this, we explore the effectiveness of

adjusting the existing system-level and hardware-level settings, i.e., frequency and prefetchers. And

then, we propose a detection-mitigation framework to minimize the performance overhead further

while securing victim applications from side-channel leakage. The overview of the two projects is

introduced below.

Mitigating Cache-Based Side-Channel Attacks through Randomization: A

Comprehensive System and Architecture Level Analysis [35]: This work proposes a light-

weight system and architecture level randomization technique to effectively mitigate the impact of

side-channel attacks on last-level caches with no hardware redesign overhead for current and legacy

architectures. To this aim, by carefully adapting the processor frequency and prefetchers operation

and adding the proper level of noise to the attackers’ cache observations, we attempt to protect

the critical information from being leaked. The experimental results indicate that the concurrent

randomization of frequency and prefetchers can significantly prevent cache-based side-channel attacks

with no need for a new cache design. In addition, the proposed randomization and adaptation

methodology outperforms the state-of-the-art solutions in terms of the performance and execution

time by reducing the performance overhead from 32.66% to nearly 20%.
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Accurate and Efficient Cross-Layer Countermeasure for Run-Time Detection

and Mitigation of Cache-Based Side-Channel Attacks [36]: We propose Hybrid-Shield in

Chapter 4, an accurate and efficient cross-layer countermeasure for run-time detection and mitigation

of cache-based side-channel attacks. For the detection stage, microarchitectural information of

victim under attack and under no attack conditions are collected for training ML classifiers. For

the mitigation stage, Hybrid-Shield adapts hardware prefetchers and scales processor frequency to

increase the noise level in observed cache access pattern attacks to induce secret information. The

experimental results indicate that Hybrid-Shield can achieve 100% detection rate with 0% false

alarm rate and detected attacks’ error rate increases from less than 5% to above 35% with only 15%

performance overhead.

Part 3: Machine Learning-enabled Side-Channel Vulnerability Analysis

Besides encryption applications, more general applications also have a potential risk of

being exposed to side-channel attacks and suffering from sensitive information loss. This part of the

dissertation aims to analyze the side-channel vulnerability of general applications, i.e., web browsers

and deep learning models.

Accurate and Efficient Machine Learning-Based Website Fingerprinting Attack

through Hardware Performance Counters [37]: Users’ website browsing history contains

sensitive information, like health conditions, political interests, financial situations, etc. In order

to cope with the potential website behavior leakage and enhance the browsing security, some

defense mechanisms such as SSH tunnels and anonymity networks (e.g., Tor) have been proposed.

Nevertheless, some recent studies have demonstrated the possibility of inferring website fingerprints

based on important usage information such as traffic, cache usage, memory usage, CPU activity,

power consumption, and hardware performance counters information. However, existing website

fingerprinting attacks demand a high sampling rate which causes high performance overheads and

significant network traffic, and/or they require launching an additional malicious website by the user,

which is not guaranteed. As a result, such drawbacks make the existing attacks more noticeable

to users and corresponding fingerprinting detection mechanisms. In response, in this work, we

propose Leaked-Web, a novel accurate and efficient ML-based website fingerprinting attack through

processor’s Hardware Performance Counters (HPCs). Leaked-Web efficiently collects hardware
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performance counters in users’ computer system at a significantly low granularity monitoring rate

and sends the samples to the remote attack’s server for further classification. Leaked-Web examines

the web browsers’ microarchitectural features using various advanced ML algorithms ranging from

classical, boosting, deep learning, and time-series models. Our experimental results indicate that

Leaked-Web based on a LogitBoost ML classifier using only the top 4 HPC features achieves 91%

classification accuracy outperforming the state-of-the-art attacks by nearly 5%. Furthermore, our

proposed attack obtains a negligible performance overhead (only <1%) which is around 12% lower

than the existing hardware-assisted website fingerprinting attacks.

Stealthy Inference Attack on DNN via Cache-based Side-Channel Attacks [38]:

Most prior works focus on side-channel vulnerabilities in cryptography applications, including

RSA, AES, and others. However, emerging applications containing sensitive information are also

susceptible to side-channel leakage. This work takes the deep neural networks as victim applications

and employs ML techniques to build the correlation between observation from the cache-based SCA

Flush+Reload and sensitive information. We consider two attacking scenarios: binary attacking

identifies specific sensitive labels and others, while multi-class attacking targets recognize all classes

of victim DNNs provide. Among all six deep neural network models, including DenseNet 121,

DenseNet 169, VGG 16, VGG 19, MobileNet v1, and MobileNet v2, experimental results show that

MobileNet v1 is the most vulnerable one and experiences 99% and 75.6% attacking success rates for

binary and multi-class attacking scenarios, respectively. It highlights the necessity of rethinking the

side-channel vulnerabilities in emerging deep learning-based applications.

Lastly, Chapter 7 discusses the potential future works.

1.3 Organization

This dissertation focuses on side channel analysis and defense with machine learning

techniques and is organized as below.

Chapter 2 surveys existing works for SCAs detection, mitigation, and side-channel vulnera-

bility evaluation.

Chapter 3 introduces two customized machine learning-based SCAs detectors, SCARF and

HybriDG respectively for addressing the real-time SCAs capturing and zero-day SCAs detection.

Chapter 4 further investigates the feasibility of leveraging hardware-level behaviors and
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machine learning techniques to build an effective attacks detector on autonomous vehicles, mobile,

and laptops.

Chapter 5 first demonstrates the effectiveness of randomizing system-level and hardware-

level settings for obfuscating victim applications’ behaviors and securing sensitive information.

Based on the finding, we propose Hybrid-Shield which contains a detection module and a mitigation

module to reduce the performance overhead incurred by adjusting the settings of frequency and

prefetchers.

Chapter 6 presents the side-channel vulnerabilities that existed not only in applications

of cryptography but also in general applications and emerging deep learning-based applications.

It utilizes machine learning classification algorithms to examine the correlation between sensitive

information and side-channel observations.

Chapter 7 discusses future directions and conclude this dissertation.
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Chapter 2

Background

This chapter introduces the related works of this dissertation. Section 2.1 will introduce

the related works in ML-based SCAs detection with the use hardware-level features, i.e. hardware

performance counters (HPCs). Then we review the previous mitigation works in Section 2.2. Lastly,

we will review the side-channel vulnerability analysis on emerging applications, including website

fingerprinting and deep learning leakage.

2.1 Hardware-assisted Side-Channel Attacks Detection

Chiappetta et al. [16] uses HPCs and then applies and compares three different detecting

attacks: finding a correlation between victims and attacks; building supervised ML models based on

HPCs from victims and attacks; detecting anomalies by validating attack HPCs as samples and

other processes as outliers. This work can achieve real-time cache-based SCAs. This work takes

Flush+Reload as an example and evaluates the detection effectiveness in terms of F Score and

confidence.

Unlike the prior work, CloudRadar [9] proposes a detection system for a cloud-based

environment targeting Flush+Reload, Prime+Probe. It first monitors the HPCs of cryptography

applications and trains a dynamic time warping ML model which identifies if an application is a

cryptography application under the victim virtual machine. If it is, the HPCs from the untrusted

VM would be collected and correlated with the protected VM’s sensitive operations. According to

experimental results, the proposed detection system shows a high true positive (100%) and close to

0 false positive rate when the window size increases to 5, meaning 5.1 milliseconds.
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In addition, the work in [39] proposes a multi-layer detection approach targeting identifying

the existence of the abnormal process (the attack) and outputting the possible type (like cache-based

or branch prediction based) of side-channel-attack for the abnormal process. To this aim, it profiles

processes with low-level hardware events using Linux-based perf event API. It then analyzes the

HPCs with One-Class Support Vector Machine (OC-SVM) to identify if the process is normal or

abnormal. Once it is recognized as abnormal, the HPCs would be sent to the pre-trained classifiers

(Adaboost, Random Forest, Naive Bayes, and SVM) and gives the category of the process events, like

cache-based, branch-based. The detection system correlates the anomaly process and the encryption

applications with the Fast Dynamic Time Warping (fast-DTW) algorithm. If the similarity is

substantial enough, the process will finally be predicted as a side-channel attack with a specific type.

The work in [40] adopts an unsupervised learning anomaly detection (Gaussian anomaly

detection) to detect potential malicious VMs with side-channel attacks in IaaS (infrastructure as a

service) platform. The HPCs monitoring part leverages Intel Cache Monitoring Technology (CMT)

to profile the microarchitectural behaviors. It employs Prime+Probe as a case study, and the

effectiveness is evaluated in terms of accuracy, F score, and roc curve. The experimental results show

that the proposed detection works very well when the system does not have a compute-intensive

workload (CIW) while it gives false positives when CIW is present.

To cope with the newly side-channel attack of Spectre [20], the work in [41] trains a neural

network with the hardware performance counters to identify a Spectre attack. The whole dataset is

split as 90%-10% for training and testing respectively, and the experiment shows over 99% accuracy

and 0.972 F score. The high detection accuracy indicates that the cache patterns of Spectre are very

distinctive. Compared to prior works, this work also evaluates the performance overhead caused

by HPCs monitoring and finds that the used sampling interval of 100 milliseconds in this work

only causes 4-5% performance overhead of the machine it was running on. One drawback of this

work is that it only uses one Spectre variant while different side-channel attacks have different

cache patterns. Since the trained detection model has not met such a pattern before, the proposed

detection might not be able to detect.

Compared to prior works profiling both victim and attack applications, [17, 42] monitors

the hardware performance counters of victim applications only (like RSA and AES) under SCAs

and normal scenarios. Two state-of-the-art SCAs (Flush+Reload and Flush+Flush) are included
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in this work. PAPI-based HPCs monitoring tool is leveraged, and roughly 1 million samples are

collected where a K-fold cross-validation is conducted to evaluate the effectiveness of the proposed

detection system. This work investigates the accuracy of no load, average load, and full load to

simulate the realistic workload of computer systems with three different types of classifiers: Linear

Discriminant Analysis (LDA), Logistic Regression (LR), and Support Vector Machine (SVM). The

experiment shows that the detection accuracy for Flush+Reload is 99.51%, 99.50%, and 99.44%

under no, average, and full load conditions within 1% completion of an RSA encryption operation.

For Flush+Flush, the detection accuracy is 99.97%, 98.74%, and 95.20%detection accuracy for no

load, average load, and full load conditions, respectively, at the cost of 12.5% completion of an

attack on AES encryption round.

Similarly, CacheSheild [19] also profiles victims under attacks, and under normal conditions

to identify the existence of SCAs. This work adopts a change point detection algorithm (CPD)

which is mostly used to construct the commonly known quick detection models. Three classical

side-channel attacks: Flush+Reload, Flush+Flush, and Prime+Probe are the detection target of

this work. L3 Misses is selected based on the understanding of SCAs, and evaluation is conducted

on both KVM and VMware platforms. Yahoo Cloud Serving Benchmark, Video Streaming, and

Randmem Benchmark are included to investigate the influence of other running workloads. The

detection speed ranges from 4 ms to 13 ms, while the false positive rate ranges from 0.1% (AES

with VMware) to 24.4% (RSA with KVM running together with Randmem Benchmark).

Though effective, the above works cannot address the high false positive rate in real-time

detection and zero-day SCAs. This dissertation aims to use customized ML models to address the

two challenges.

2.2 Side Channel Mitigation

This section presents the latest studies on side-channel attacks mitigation and securing

the computer systems against information leakage caused by side-channel attacks. As mentioned

earlier, in order to tackle the challenge of information leakage due to side-channel attacks, software-

based techniques are proposed to mitigate side-channels caused by shared hardware resources.

STEALTHMEM [43] presents a system level protection mechanism against cache-based SCAs in

the cloud. The proposed technique manages a set of locked cache lines per core and avoids victim
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data being evicted from the cache by the attack. Intel’s Software Guard eXtensions (SGX) [44–47]

is developed to isolate memory between different applications in which each application will be

executed in a secure container named enclave where other processes including kernel, hypervisor,

and other privileged code can not obtain access to the data in the enclave. The majority of such

protection mechanisms attempt to reduce or remove sharing resources, mainly cache, and memory,

to defend security-sensitive applications from attacks at the cost of higher resource requirements

and performance degradation. However, recent research [48–51] has shown that applications running

within enclaves are still under SCA threat highlighting the necessity of proposing efficient approaches

to mitigate such attacks. The work in [52] proposes to conduct transformation in a compiler back-end,

which removes key-dependent control flow from x86 programs. However, it lacks solid evidence

to show the generality of the methodology and its application across different general-purpose

applications.

Other works propose designing new architectures to eliminate the current security threat

posed by side-channel attacks. Several recent works have proposed to modify cache hierarchy or

cache memory architecture to mitigate SCAs. Cache partitioning techniques [22,24,53] are proposed

to mitigate cache-based side-channel attacks by statically or dynamically partitioning cache memory

for each application process, thereby SCAs are not able to observe ”side-channel information” of

victim applications. Another approach employs access randomization [23,25,26] which primarily

randomizes cache interference, re-maps cache indices, or replaces demand fetch with random cache

fill to eliminate security vulnerabilities in the hardware architecture. However, such works require

new designs of cache and cache memory translation architectures which pose extra design costs and

can not be applied to legacy systems.

A recent work [54] on SCA mitigation has proposed to scale frequency to hide the victim’s

cache trace. In particular, it presents a general and elastic protection scheme against SCAs in the

cloud environment. It requires purchasing a higher clock rate for protected VM, and it lowers the

frequency of suspected malicious VM when security-critical operations happen. While this method

effectively addresses Flush+Reload mitigation, it introduces a considerable performance overhead

of more than 33.7% to the system. In addition, the authors limit their study only to frequency

randomization to pollute cache trace. Also, their method requires the knowledge of the processing

core where victim applications and malicious applications reside, which is difficult to obtain in a
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local environment.

Unlike the discussed prior works on cache-based side-channel attack mitigation, our

dissertation presents an effective solution for today as well as future computer systems by proposing

a comprehensive system and architecture level randomization methodology to efficiently mitigate

the impact of side-channel attacks on last-level caches eliminating the need to modify the cache

architecture with no requirement for hardware redesign effort.

2.3 Side-Channel Vulnerability Assessment

2.3.1 Website Fingerprinting

Protecting browsing history has emerged recently as a crucial concept to ensure the

preservation of users’ privacy. In response, [55,56] are proposed to leverage SSH based protection

methods; [55] encrypts and authenticates messages in one session, and [56] adds cover traffic

conservatively while maintaining high levels of security. Similarly, Tor project [57] is one of the most

popular traffic transmission approaches, where messages are not directly routed to the receiver but

encrypted and forwarded according to ephemeral paths of an overlay network. Though such works

have made notable progress, there are still a number of attacks that could bypass such protection

mechanisms and extract users’ browsing history.

Some recent website fingerprint attacks exploit the clients’ machine information when

visiting different websites, like memory footprint [58], storage [59], etc. To obtain the information,

some attacks prepare a malicious website for users to visit, or a local malware to be launched on

the target host. For example, [60] launches a Prime+Probe attack to measure cache occupancy

through a malicious website. Then, a deep learning method is leveraged to classify websites and

recover users browsing history. Other works such as [58] samples the memory footprint of browsers

through the procfs file system in Linux. To defend against such attacks, [61] proposes ML-based

syntactic-semantic approach that detects browser fingerprinting attacks’ behaviors by incorporating

both static and dynamic JavaScript analysis. [62] proposes to monitor the running Web objects

on the user’s browser and collect fingerprinting related data. Then, it analyzes them and searches

for patterns of fingerprinting attempts. Though effective, they only work for attacks deployed

through malicious websites. Furthermore, advanced attacks [63] can be deployed in native code
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and bypass such detection systems. [64] randomizes properties, like offsetHeight and plugins, to

the JavaScript environment, which generates different fingerprints even for the same website and

increases non-determinism for attackers. However, randomization is complex and can change the

visual appearance of websites.

2.3.2 Deep Learning Leakage

Privacy issues in DNNs have raised increasing attention from both industry and academia.

Hong et al. [11,12] exploit the cache-based SCAs, Flush+Reload, to steal information during the

inference phase to reconstruct the crucial architectures of DNNs. It proposes an algorithm that

generates candidate computational graphs from Flush+Reload observations, and the parameter

estimation process removes incompatible candidates with 0% error for MalConv and ProxylessNAS-

CPU. Yan et al. [65] take advantage of the DNNs’ reliance on Generalized Matrix Multiply (GEMM)

and employs Prime+Probe and Flush+Reload to obtain DNNs’ architectures. It reduces the search

space from 5.4× 1012 to 16 for VGG and 6× 1046 to 512 for ResNet-50, respectively. Hua et al. [66]

investigate the leakage from memory and other side channels on hardware accelerators even with

secure techniques. They find that the memory access patterns can enable reverse-engineering of the

structures and weights of CNN models.

Xiang et al. [13] illustrate an attack that extracts power traces on FPGA-based accelerators

to reconstruct the input image. It filters out noises and distortion in power measurement with low-

pass filters, power, and curve fitting. The capability of the attack is evaluated in the hand-written

digits of the MNIST dataset [67], achieving 89% accuracy. Dong et al. [68] measure the execution

time of floating-point multiplications from the power consumption traces, which are used to infer the

pixel values of images without the knowledge of neural network parameters. It shows 96.2% accuracy

for the MNIST dataset. Luo et al. [10] show that using the cache-based SCA, Prime+Probe, to

extract the cache access patterns can help to reveal the route or the location of a vehicle with the

adaptive Monte-Carlo localization (AMCL) algorithm. It builds the correlation between the cache

access pattern observed by Prime+Probe and the label information with statistical learning models.
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Chapter 3

Machine Learning-based Side-Channel

Attacks Detection via Hardware

Performance Counters

The past decades have witnessed a significant boost in the complexity of computing

systems to support the increasing computation and performance demand. To this aim, various

components (e.g., cache memories, branch predictors, out-of-order execution units) are implemented

in modern processors to minimize the CPU stalls and enhance the performance. Despite the provided

performance benefits, these solutions could cause new microarchitectural vulnerabilities that have

been exploited by new types of attacks that observe side-channel information by causing interference.

Microarchitectural Side-Channel Attacks (SCAs) primarily exploit hardware vulnerabilities to infer

sensitive and confidential information [2, 3]. The proliferation of computing devices in mobile

computing and Internet-of-Things (IoT) domains further exacerbates the impact of emerging

cybersecurity threats implying the necessity of protecting legitimate users from these attacks. Hence,

an emerging need exists to address the security risks and challenges posed by such harmful attacks,

calling for effective and low-cost security countermeasures to accurately identify SCAs with minor

overhead. In response, this chapter employs ML techniques and hardware-level features to design a

real-time detector and a zero-day attacks detector to secure systems from the threats of SCAs.
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3.1 Detecting side-channel attacks at real-time using low-level

hardware features

Side-channel attacks (SCAs) primarily target inferring sensitive and confidential information

from a computer system through measurement and analysis of physical parameters [23, 69, 70].

Cache-based SCAs are one of the most common side-channel attacks that can be launched by the

attacker remotely and require no physical access [2, 20]. As a result, there exists an emerging need

to address the security risks and challenges posed by such harmful attacks, demanding an effective

SCAs detection methodology that can accurately identify SCAs threats with minor overhead.

Prior works on side-channel attack detection such as [9, 16, 41] propose the use of microar-

chitectural pattern analysis captured through Hardware Performance Counters (HPCs) to detect

the SCAs with latency by order of ranging magnitude from milliseconds to seconds. For instance,

the work in [16] proposes to detect the SCAs with the usage of both victim and attack applications’

HPCs traces. Then based on the obtained HPCs, the correlation between the HPC events of victims’

and attacks’ traces will be evaluated. Similarly, in [9] the authors present CloudRadar, which aims

at detecting cross-VM side-channel attacks by making use of HPC patterns. Undoubtedly, the

prior detection works have made some progress in detecting the SCAs. However, they fall short in

addressing the challenges defined above and several drawbacks, as demonstrated below.

- Lack of Robustness: Our comprehensive analysis shows that the majority of previous

works on side-channel attacks detection jointly correlate the HPCs traces of victim and attack

applications [9, 16]. However, recent studies [71,72] have demonstrated that current HPC features

monitoring methods suffer from the overcounting issue that creates the opportunity for attackers to

manipulate HPCs data by slightly changing SCA applications. Hence, current detection techniques

relying on the HPCs data of attack applications are facing notable security threats.

- Limited Machine Learning Classifiers: A wide range of classification and anomaly

detection techniques are developed by applying ML techniques. However, existing works in particular

on SCA detection have primarily focused on one or a few ML techniques for the purpose of attack

detection and classification [9,16]. Such an analysis leaves a void in terms of the performance of

attack detection, as various ML classifiers yield different performance in detecting various types of

attacks [73].

- High False Alarm Rate: Prior studies on real-time HPC-based SCAs detection have
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neglected to examine the instance level (a complete temporal sequence of victim applications’ HPCs)

false positives of HPC data and have only evaluated the SCAs detectors based on the interval level

(a sub-sequence of victim applications HPCs) false positive rate [9, 16]. However, SCA detection

based on the capturing intervals of HPCs data is biased to ”under attack” conditions. The Victim

under No Attack (VNA) requires all the captured HPCs intervals to be classified correctly by the

ML-based SCA detector to achieve a correct prediction while Victim under Attack (VA) requires

only one interval classified correctly to achieve a correct prediction.

To address the challenges above, in this work, we propose SCARF, a unified and accurate

ML-based real-time side-channel attack detection methodology using low-level hardware features.

To this end, we first demonstrate the validation of detecting side-channel attacks based on the

victim application HPCs data to avoid manipulation of the attacker’s HPC by executing the

victim applications on an isolated processing core. Under such isolated circumstances, we find

that benign applications have significantly less impact on victim applications’ HPCs compared

to side-channel attack applications. Next, we present the problem of instance level false positive

rate and demonstrate the importance of extracting customized features from HPCs traces intervals

to achieve a higher detection accuracy and lower instance level false positive rate for ML-based

SCA detectors. Then, the proposed real-time SCA detection methodology employs the customized

features based ML classifiers by using only victim applications’ microarchitectural information to

enhance the SCAs detection accuracy and minimize the instance false positives rate while avoiding

the corrupted, manipulated, or missing attackers’ HPCs information.

The main contributions of this work can be summarized below:

• To eliminate the influence of missing attack profiling data or manipulation in the attack

applications codes, this work proposes SCARF to detect SCA attacks in real-time using the

minimal number of HPC features (only four features). The proposed approach detects SCAs

based on differentiating HPCs data of only the victim applications under two conditions: 1)

Victim under Attack (VA), and 2) Victim under No Attack (VNA).

• Various ML classification algorithms are explored to find the most accurate classifier for

detecting side-channel attacks in real-time.

• The proposed ML-based detectors are trained using a customized set of HPC features to

improve the detection accuracy further while lowering the false alarm rate.
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• The False Alarm Minimization (FAM) method is proposed to reduce the instance level false

positive rate with little latency.

3.1.1 Background and Motivation

This section introduces the SCAs and time-series classification models used in this work.

Then we highlight key motivations behind proposing SCARF framework for detecting side-channel

attacks using low-level hardware features.

Side-channel Attacks

The emergence of different hardware components such as cache memory, branch predictor,

etc. to enhance the modern microprocessors’ performance, have led to the exposure of new

hardware vulnerabilities in the systems. Such exposure makes a unique opportunity to spy on victim

applications and infer sensitive information by side-channel attacks.

- Flush+Reload The research in [74,75] exploits the vulnerability of the page de-duplication

technique by monitoring the memory access lines in the shared pages. This attack targets the

Last-Level Cache in the CPU, flushes out victim applications’ data in the cache, and waits for

the victim application to execute, as shown in Figure 1-(a). After flushing the cache, the attacker

attempts to access the data and measures the accessing time (latency). Shorter accessing time

denotes that the victim application has accessed the data; otherwise, it has not been accessed.-

Prime+Probe Without the memory de-duplication restriction, Prime+Probe [1] attack could be

applied to a broad range of systems. This type of SCA consists of two different stages: Prime and

Probe as shown in Figure 1-(b). In the Prime stage, the attacker builds the eviction sets, which are

grouped cache sets causing potential conflict with victim applications, and then fills the cache with

the eviction sets. Next, the attacker waits for the victim applications’ execution and then re-accesses

the eviction sets (Probe stage). If the accessing time is long enough, the victim application has

accessed the data.

- Flush+Flush This SCA relies on the execution time of the flush instruction [3]. Unlike

prior attacks, Flush-Flush does not make any memory access or rely on the data’s access latency.

The execution time of flush instruction depends on whether the data is stored in the cache. Flush-

Flush uses the execution time of the subsequent flush instruction following the victim application’s
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(a) Flush+Reload

(b) Prime+Probe

(c) Flush+Flush

Figure 3.1: Working principle of three emerging cache-based side-channel attacks
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execution, as shown in Figure 1-(c). The longer execution time of the flush instruction indicates that

the corresponding data was brought to the cache and later was accessed by the victim application.

Time-series Classification

Since our work proposes a time-series classification based on HPCs data to detect the

SCAs, we will introduce dynamic time warping and compare it with other time-series classification

methods. There are several methods proposed for mining the time-series data including the dynamic

time warping (DTW) [76], Shapelet [77, 78], Bag of Patterns(BOP) [79], Symbolic Aggregate

approXimation (SAX) [80], etc. DTW calculates the distance between two time-series sequences and

attempts to align two different sequences while giving the optimal one with the shortest distance. As

a result, DTW achieves the measurement of the similarity between temporal sequences with different

speeds. SAX is another time-series algorithm that first transforms data into the Piecewise Aggregate

Approximation (PAA) representation, which will be symbolized into a sequence of discrete strings.

Next, SAX deploys an approximate distance function that lower bounds the Euclidean distance.

Shapelet algorithm introduces a new concept called ”shapelet” a sub-sequence extracted from one

of the time-series sequences. The Shapelet algorithm selects the Shapelet according to the ability of

the Shapelet to classify time-series data.

Detection based on Victim Applications’ HPCs Data

- Unreliable Attackers’ HPCs: Prior studies on SCAs detection have mostly focused on profiling both

victim and attack applications to collect hardware performance counters data for detecting whether

an attack occurs or not [9,16,41]. Nevertheless, a recent work [72] presents the problem of detecting

attackers by classifying attackers and benign applications based on HPC information with the aid

of ML techniques. The work in [71] further points out the non-deterministic and over-counting

problems of instructions associated with HPCs information, which the attackers can intentionally

modify instructions slightly and manipulate the counters, hence thwarting such detectors.

- SCAs Design Principle: Current SCAs intentionally cause influence on victim applications’ cache

or branch predictor by flushing/priming cache, mistraining branch predictors and then observing

accessing time of the cache sets, which changes caching victims’ data and microarchitectural

behaviors of victim applications [81]. This also provides the opportunity of detecting SCAs by
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Figure 3.2: L1 HIT of RSA and RSA under Flush Reload attack

observing the alteration in microarchitectural behaviors. Furthermore, our experimental results, as

shown in Figure 3.2 indicate that there exists a clear difference between the behavior of VNA and

VA. In this motivational case study, the HPC traces of L1 HIT for the tested victim application

(RSA) under no attack (RSA) and under L3 Flush Reload attack (RSA with FR) are illustrated.

It can be observed that the L1 HIT of VA shows a significantly different trend compared to that

of VNA. This observation clearly highlights the effectiveness of using HPCs data of only victim

applications (excluding the impact of attack applications’ HPCs) for detecting the behavior of SCAs.

Table 3.1: False Positive and False Negative evaluation (True: VNA; False: VA)

Ground Truth Predicted True Predicted False

Interval Level
Actual True True Positive False Positive

Actual False False Negative True Negative

Instance Level
Actual True True Positive False Alarm

Actual False Missed Alarm True Alarm

False Alarm Problem

As depicted in Figure 3.3-(a), each run of a victim application is called an instance. For the

purpose of real-time SCAs detection, a certain window size is used to decide the number of samples

of each interval. Each instance could contain multiple intervals. In addition, Figure 3.3-(b) shows a
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a)

b)

c)

Figure 3.3: False Alarm Problem: a) Concept; b) VNA condition; c) VA condition

VNA instance divided into multiple intervals. In such cases, even if only one interval is predicted as

VA by the ML-based detection technique, the whole instance will be classified incorrectly as VA. At

the same time, Figure 3.3-(c) illustrates that the VA instance has two intervals classified as VNA

and one interval classified as VA; the whole instance is still correctly classified as VA. Hence, even

for prior works [9, 16] achieving high detection accuracy with low false positives, it is still hard to

say that they can achieve a low instance level false alarm rate. To distinguish false positives of

interval level and instance level, we deploy false alarm and missed alarm to represent false positive

and false negative of instance level in the following sections as shown in Table 3.1.

Customized Features based ML Classifiers

Prior works capture the sum of HPCs value for a certain time period as features and

employ traditional ML classification methods, achieving high prediction accuracy. They can cause

a high false alarm rate as mentioned above. Hence, customized features based on ML classifiers
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Figure 3.4: Traditional and customized features based classifiers comparison (datasets collected

based on Section 3.1.2)

that extract more features, like min, max, stdev, and sum of an interval, are required to enhance

the prediction accuracy further and reduce the false alarm rate. Prediction accuracy and false

alarm rate of traditional and customized features based classifiers are plotted in Figure 3.4. It can

be seen that customized features based ML classifiers outperform traditional ones by around 4%

prediction accuracy. Furthermore, the false positive rate drops from 87.2% to 4.7% for MLP when

applying customized features based classifiers. It can be concluded that extracting more features

from HPCs time-series sequences can help ease the ”under attack” bias mentioned in Section 3.1.1.

Hence, real-time SCA detection needs customized features based classifiers with more extracted

HPCs features which can help boost prediction accuracy and remarkably reduce false alarm rate.

Figure 3.5: Overview of SCARF, the proposed real-time SCAs detection methodology based on

victim application HPCs
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Table 3.2: Architectural configurations

Processor Intel I5-3470 CPU, single socket-4 cores

Frequency 1.2-2.6GHz

L1i Cache 32KB

L1d Cache 32KB

L2 Cache 256KB

L3 Cache 6144KB

Memory Capacity 8GB DDR3

Frequency 2600MHz

Table 3.3: The experimented victim and attack applications

Victim Attack Source

RSA
L3 Flush Reload Masitk [74]

L1 Prime Probe Masitk

AES
Flush Reload Xlate [75]

L3 Flush Flush Xlate

victim function Spectre Spectre [4]

3.1.2 Proposed Methodology

In this section, we first present details of the experimental setup and configurations. And

then the proposed SCARF methodology shown in Figure 3.5 will be introduced. As shown, SCARF

is comprised of different steps such as data collection, feature reduction, training phase, testing

phase, and false alarm minimization method. First, for feature extraction the ”under no attack”

and ”under attack” HPC data will be collected within a) isolated scenario, and b) non-isolated

scenario. The ”isolated” environment refers to the case that a computer only processes victim

applications; whereas the ”non-isolated” environment denotes that a computer system processes

victim applications on one core while benign applications are being executed on the rest of the

cores. Then customized features are extracted, and the data will be used to train various classifiers.
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Table 3.4: The collected HPC features and their ranking

Ranking HPC Name Ranking HPC Name

1 L1 HIT 9 L1 MISSES

2 UOPS RETIRED 10 BRANCHES MISPREDICTED

3 BR NONTAKEN CONDICTIONAL 11 L2 HIT

4 ALL BRANCHES RETIRED 12 TAKEN INDIRECT NEAR CALL

5 INST RETIRED ANY 13 L3 HIT

6 L2 MISSES 14 ITLB MISSES

7 BR TAKEN CONDITIONAL 15 DTLB STORE MISSES

8 L3 MISSES 16 DTLB LOAD MISSES

Next, the trained models will be employed in the testing phase, and the false alarm minimization

technique further assists in reducing the false alarm rate.

Experimental Setup and Data Collection

In this work, all experiments are conducted on an Intel I5-3470 desktop with four cores,

8GB DRAM, and a three-level cache system. Victim applications and side-channel attacks are

selected from Mastik [74] and Xlate [75]. Furthermore, MiBench [82] benchmark suite is used

to represent benign applications. In this work, we propose using a customized tool to collect

hardware performance counters based on Model-Specific Registers (MSRs). The proposed customized

monitoring tool collects HPCs per processor at a microsecond scale with privileged access to avoid

HPCs contamination from other processes addressing the overcounting challenges presented in a

recent study [71]. Based on the behavior and functionality of studied SCAs, 16 HPC features are

considered in this work for further analysis as listed in Table 3.4. These hardware performance

counters data are collected using the four HPC registers in the experimented I5 processor every 50

microseconds. Each pair of a VNA and VA executes for 50 times. Next, both VA and VNA HPC data

are merged together to create the final dataset. Furthermore, Weka data mining tool is employed

to implement ML classifiers. To validate each of the utilized ML classifiers, a standard 70%-30%

non-biased dataset split for training and testing is followed in which 70% of the randomized data

(known applications) is used for training the classifiers, and the rest of 30% (unknown applications)
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is used for testing evaluation.

Customized Features based Classifiers

The proposed customized features based classification is comprised of three main steps: 1)

feature extraction and representation; 2) HPCs selection due to a limited number of registers for

effective real-time detection of the attacks; 3) training the ML classification algorithms.

- Features Vector Extraction and Representation For the proposed classification, the raw

data will be transformed from a time sub-sequence to a vector of features. In the first step of the

transformation process, the raw data will be received from the monitoring module. The time-series

sub-sequences properties will be extracted, which include statistics of distribution values (including

max, min, stdev, and sum). In order to effectively determine the most prominent features for the

purpose of real-time SCA detection, we deployed the Greedy Forward Selection algorithm [83,84]

and we found that max, min, StatAv, and sum contribute more to assisting in distinguishing the

difference between ”under no attack” and ”under attack” conditions. Hence, the input for each

transformation is T = (t1, t2, ..., tm) where tm is a vector of HPCs values. Also, the outputs of

transformation are a vector of actual HPC values i.e., L1HIT sum, L1 HIT max, etc.

- HPCs Feature Reduction Detecting side-channel attacks using ML models requires

representing programs at low-level features which leads to a high-dimensional data processing

involved large computational overheads and complexity. Furthermore, incorporating irrelevant

features would lead to lower accuracy and performance for the classifiers. Hence, it is crucial to

perform an effective feature reduction of collected data to alleviate unnecessary computational

overheads and determine the most prominent low-level features [73]. In order to detect the SCAs at

real-time with minimal overhead in SCARF, we intend to identify a minimal set of critical HPCs

that are feasible to collect even on low-end processors with small number of HPCs in a single

run. Therefore, a subset of HPC features is selected representing the most important features for

classification. The selected features are then supplied to each ML-based SCA detector. The detector

attempts to find a correlation between the feature values and the application behavior to predict

the SCA.

Given the limited number of HPCs available in modern microprocessors (only 4 HPCs on

tested Intel I5-3470) to be collected at one time simultaneously, it is necessary to identify the most
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important HPCs for classifying the VA and VNA conditions for different types of SCAs [73]. For

HPCs reduction, we employ Correlation Attribute Evaluation (CorrelationAttributeEval in Weka)

with its default settings to calculate the Pearson correlation between attributes (HPC features) and

class (VA and VNA conditions). Correlation attribute evaluation algorithm calculates the Pearson

correlation coefficient between each attribute and class, as given below:

ρ(i) =
cov(Zi, C)√

var(Zi) var(C)
i = 1, ..., 16 (3.1)

where ρ is the Pearson correlation coefficient. Zi is the input dataset of event i (i = 1, . . . , 16). C is

the output dataset containing labels, i.e. “Under Attack” or “Under No Attack” in our case. The

cov(Zi, C) measures the covariance between input data and output data. The var(Zi) and var(C)

measure variance of both input and output datasets, respectively. Next, the sum score of each

HPC features (min, max, stdev, and sum in this work) will be calculated and HPCs will be ranked

according to sum score as shown in Table 3.4.

- ML Classifiers Implementation For the purpose of a thorough analysis of various types

of ML classifiers, OneR, MLP (multilayer perceptron), DT (decision table), J48, and BayesNet ML

algorithms are deployed as our final classification models. The rationale for selecting these machine

learning models are: firstly, they are from different branches of ML: regression, neural network,

decision tree, and rule-based techniques covering a diverse range of learning algorithms which are

inclusive to model both linear and nonlinear problems; secondly, the prediction model produced

by these learning algorithms can be a binary classification model which is compatible with the

SCA detection problem in our work. As mentioned before, only four HPCs can be collected for

most processors at once due to a limited number of registers for storing them. Hence, reducing the

number pf HPCs required for ML models is important to eliminate the need of multiple runs. For

this purpose, various number of HPCs from 16 to 4 (16, 12, 8 and 4 selected based on the ranking

in Table 3.4) are examined to evaluate the influence of reduced HPCs on classification accuracy and

highlight the importance and motivation of using a lower number of HPCs (only 4) for effective

real-time SCA detection in SCARF.

False Alarm Minimization (FAM)

Previous real-time SCAs detection methods are biased to under attack category that

results in an increasing the false alarm rate. Hence, to address this challenge, we propose the False
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a)

b)

Figure 3.6: Prediction accuracy comparison: a) prediction accuracy of proposed customized features

based classifiers and the rest two type classifiers; b) zooming in prediction accuracy of traditional

and customized features based classifiers

Alarm Minimization (FAM) technique in which we delay the ”under attack” detection decision until

receiving a certain number of continuous intervals, delay number (DN), before reporting it as ”under

attack,” while minimizing detection latency.

To this aim, we assume false positives are evenly distributed among each instance, which

results in the highest false alarm rate with the same false positive rate. Following, the value setting

of DN will be demonstrated. As mentioned above that the evenly distributed false positives lead

to the highest potential false alarm rate, we propose the method of setting DN value to ensure

the highest potential false alarm rate with known false positive rate and the number of instance
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intervals that can be obtained after testing classification models. First, we suppose DN = m, the

number of intervals = n, false positive rate = s and acceptable false alarm rate is t. There are

n−m+ 1 possible cases of m consecutive intervals that are incorrectly identified as ”under attack”.

Therefore, the false alarm rate can be calculated by FAR = (n−m+ 1) ∗ (s%)m < t. Since n, s,

and t are known, the minimum DN value can be deduced according to the equation.

Figure 3.7: False alarm rate comparison

3.1.3 Results Evaluation

In this section, we evaluate the effectiveness of SCARF detection approach and compare it

in terms of various evaluation metrics including detection accuracy and false alarm rate of proposed

customized features based classifiers over traditional and time-series classifiers. Lastly, we evaluate

the FAM influence on minimizing false alarm rate and reduction of attack detection rate.

ML Classifiers Comparison

In this work, time-series classification techniques are adopted for further comparison.

To this aim, four prominent time-series classifiers, including Dynamic Time Warping (DTW),

Bag-Of-Patterns (BOP), Symbolic Aggregate approXimation (SAX), and Shapelet are deployed

that represent various categories of time series classification techniques including shape-based,

structure-based without/with order information, and sub-phase shape-based categories. In order to

present the effectiveness of using customized features, ML classifiers are fed with only sum value of

HPCs named as traditional classifiers. The implemented ML classification algorithms are OneR,
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multi-layer perceptron (MLP), DecisionTable (DT), J48, and BayesNet that are covering a diverse

range of ML techniques.

- Detection Accuracy: Figure 3.6-(a) presents the SCA detection accuracy with a varied number of

HPCs for the proposed SCARF (customized features based classifiers) and existing works (traditional

and time-series classifiers using different techniques) [9, 16]. One can observe that the time-series

classifiers achieve a lower accuracy despite utilizing more number of HPC features, i.e., the SCA

detection accuracy is < 70% on average. Hence, existing time-series classifiers are not the optimal

solution for real-time SCA detection. By comparison, the proposed and traditional classifiers achieve

above 80% prediction accuracy despite utilizing less number of HPCs, which makes them formidable

candidates to consider for real-time SCA detection. Figure 3.6-(b) zooms in the comparison between

proposed and traditional classifiers. It can be seen that SCARF method by using customized

features based ML classifiers is able to further boost prediction accuracy, ranging from 2% to 6%.

- False Alarm Rate: As discussed, despite a high detection accuracy, one of the major challenges

associated with detection is the false alarms in which we evaluate the false alarm rate for different

techniques below. Figure 3.7 depicts the false alarm rate with proposed and existing techniques

when utilizing a varied number of HPCs for SCA detection. The false alarm rates produced by

traditional classifiers based SCA detection are significantly high, 57% on average across all ML

techniques and HPC values. This is due to the fact that traditional methods are biased to ”under

attack”. However, the proposed SCARF technique with using customized features employs more

features that aid the ML classifiers in predicting ”under attack” scenario with higher confidence and

accuracy. Taking MLP-based SCA detector as an example, the proposed customized classifier can

decrease false alarm rate from 87% (obtained when utilizing traditional classifier) to 4.7%, though

the detection accuracies are similar. Furthermore, time-series classifiers have shown above 80% false

alarm rate.

Evaluation of FAM Technique

In this section, we evaluate the attack detection accuracy and false alarm rate of customized

features based classifiers with the usage of proposed FAM. As described in Section 3.1.2, setting

DN value is based on interval level positive rate, the number of instance intervals, and acceptable

false alarm rate. Thus, the DN is set to 2/4 to ensure that false alarm rate is below 30%, 5%.
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Furthermore, they are compared with DN=1 which corresponds to no ”under attack” delay. It can

Figure 3.8: Attack detection accuracy vs false alarm rate with various DN values

be seen that increasing the number of DN from 1 to 4 does not have any impact on the attack

detection accuracy of OneR and DT classifiers (remains 100%). In the meantime, the false alarm

rates of the two classifiers decrease to 3.6% with DN=4 for OneR and 0% with DN=2 for DT

classifier. As can be observed for the rest of three ML classifiers, the reduction of false alarm rates

can be achieved at the cost of lowering the attack detection accuracy. For instance, in J48 classifier,

false alarm rate decreases from 13.6% to 1.7% and to 0%, respectively, while the attack detection

accuracy decreases from 96.7% to 90% and then to 80.5% with DN increasing from 1 to 4. It can be

concluded that by deploying the proposed FAM technique the false alarm rate can be effectively

reduced, while it may cause relative detection accuracy loss for some classification techniques.

3.2 Hybrid Dynamic Time Warping and Gaussian Distribution

Model for Detecting Emerging Zero-Day Microarchitectural

Side-Channel Attacks

To address the SCAs issues, some prior works [23,25,36,85] propose mitigation methods to

alleviate the influence of side-channel attacks. However, such solutions either require extra hardware

design and/or are only effective to a subset of SCAs, ignoring the impact of zero-day attacks. Other

studies [9, 16,17,19,31,41,86–88] propose the use of microarchitectural pattern analysis captured

through Hardware Performance Counters (HPCs) to detect the existence of side-channel attacks. For
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instance, [16] offers an HPC monitoring model of both victim and attack applications to detect the

SCAs. Based on the obtained HPCs, the HPC events of victims’ and attacks’ traces are correlated.

Similarly, in [9] the authors present CloudRadar framework which aims at detecting cross-VM

SCAs by making use of HPC patterns. This work comprises two phases: a) identifying sensitive

applications by comparing offline generated signatures based on HPCs, and b) correlating victim

HPCs and attack HPCs.

While there has been much progress in terms of identifying various SCAs in the last

few years, there are still two major challenges involved with existing SCAs detectors. First, the

fast-paced development of the emerging SCAs to circumvent the current detection techniques has

not been properly addressed. Hence, the existing methods are not able to detect the unknown

(zero-day) attacks. Secondly, existing works on SCAs detection have primarily focused on one or

a few ML techniques for attack detection [9, 16, 17]. Such an analysis leaves a void in terms of

performance of attack detection, as various ML classifiers yield different performance in detecting

various types of attacks [73,87,89].

In order to solve the aforementioned challenges, in this work we propose HybriDG , a

hybrid Dynamic Time Warping (DTW) and Gaussian distribution model to accurately detect both

known and unknown emerging side-channel attacks at runtime. HybriDG employs DTW time-series

classification to calculate the similarities of victim under no attack (VNA) and victim under attack

(VA) HPCs traces and then apply Gaussian distribution to set a threshold of the similarities based

on the optimal false alarm rate. During the testing part, only victim HPCs features are collected

and fed to the dynamic time warping model. Lastly, the distance from DTW is compared with the

threshold decided by Gaussian distribution to detect if the victim application is under attack or

under no attack condition. HybriDG shows a significantly high detection accuracy for both known

and unknown attacks with a low false positive rate eliminating the need to collect the attacks’ HPCs

data for training the SCAs detector.

3.2.1 Hardware Performance Counters (HPCs) Data

Hardware performance counters are special-purpose registers built-in modern micropro-

cessors that count hardware-related events such as instructions executed, cache misses suffered,

or branches mispredicted [73, 88, 90]. HPCs data are extensively used to auto-tune/profile appli-
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Table 3.5: Selected Monitoring HPCs List

L1 HIT L1 MISSES

L2 HIT L2 MISSES

L3 HIT L3 MISSES

All BRANCHES RETIRED BRANCHES MISPREDICTED

cations [91], analyze and optimize performance [92], malware detection [73, 93] and SCAs detec-

tion [31,87,94].

This work only employs victim applications’ HPCs and collects HPCs data by separate

processing cores instead of counting them by application’s thread. For this purpose, a PAPI-based

HPCs monitoring tool is employed, and one HPC sample is collected every 50 microseconds. We

have collected 8 HPC events listed in Table 3.5 to train our detector. These HPCs are selected

based on the attacks’ design methodology influencing the cache and branch predictor units. Both

HPCs of victim under no attack and victim under attack are needed to collect. Hence, victim

applications are first executed solely to obtain victim under no attack data. And then, victim and

attack applications are executed concurrently to build victim under attack dataset.

Figure 3.9: Overview of HybriDG , the proposed hybrid Model for detecting emerging zero-day SCAs

3.2.2 Proposed Methodology

In this section, we present the details of our proposed HybriDG model to detect the known

and unknown side-channel attacks. Figure 3.9 depicts an overview of the proposed HybriDG . As

seen, the proposed HybriDG detector contains two major parts: a) offline data collection and

HPC features evaluation, b) distance threshold determination (T) with dynamic time warping and
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Gaussian distribution, and online prediction with a threshold (T) that each part is discussed in

details below.

Threat Model

The proposed HybriDG is designed to secure multi-core computing processors against

SCAs that employ inclusive and non-inclusive caches on the Intel processor architectures, in which

malicious and benign processes use shared libraries. In addition, it considers that the applications

are executing in a Linux-based single OS environment, where both victims and attacks reside in

the physical machine, on different processing cores. The system can face different SCAs, including

shared-memory based SCAs such as Flush+Flush, Flush+Reload, and none shared-memory based

SCAs such as Prime+Probe. In order to create the known and unknown threat conditions, two out

of the three considered SCAs are used as known attacks, and the third attack is used for modeling

unknown attacks. As a result, the known attacks can be profiled, and the corresponding runtime

HPCs information is stored in database for training ML models. Moreover, the unknown attack is

deployed to test the effectiveness of ML-based detectors built in the proposed HybriDG in detecting

zero-day SCAs.

Figure 3.10: TSNE plot for victim under no attack and victim under known attacks samples
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Figure 3.11: TSNE plot with desired classifying line for victim under no attack, known attack, and

unknown attack samples

Classifying Unknown Dataset

As shown in Figure 3.10, victim under no attack and under known attacks temporal

sequences are plotted using TSNE algorithm. It can be observed that samples can be easily

separated under no attack and under known attacks. In addition, to conduct binary classification,

prior classification models which are trained with under no attacks and under known attacks dataset

could construct a line shown in Figure 3.10, which separates samples into two classes. However,

unknown attacks might locate on both sides of the line, which results in the misleading and accuracy

degradation of the ML classifiers. As a result, to achieve a high detection accuracy, we need to

construct a classification line, as shown in Figure 3.11, which defines the threshold of ”under no

attack” and any samples outside the line is classified as ”under attack”.
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Dynamic Time Warping (DTW)

DTW was introduced into classification problems and time-series mining by Berndt and

Clifford [95], where dynamic programming was used to align sequences with different lengths. The

main idea of DTW is to find an optimal match between two sequences by allowing a nonlinear

mapping of one sequence to the other sequence and minimizing the distance between two sequences.

Considering two HPC temporal sequences A and B as follows: A(a1, a2,..., an) and B(b1, b2,...,

bm), DTW finds an optimal warping path between A and B by using dynamic programming to

calculate the minimum cumulative distance γ (n, m), where γ (i, j) is defined in Equation 3.2:

γ(i, j) = (ai, bj)2 +min


γ(i− 1, j)

γ(i− 1, j − 1)

γ(i, j − 1)

(3.2)

This allows DTW to practically match similar shape sequences together, even though the sequences

may be shifted or out of phase, and this qualification has further made DTW viable for a multitude

of time-series classification problems. Keogh and Pazzani [96] considered replacing the value of each

data point with the first derivative within the dynamic time warping distance function to resolve

such a problem.

In this work, DTW is employed to calculate the similarities among victim under no attack

HPC sequences and among victim under no attack and attack HPC sequences. For the following

sections, the two distances calculated when victim application are under no attack and attack

are abbreviated as VNAD (Victim under No Attack Distance) and VAD (Victim under Attack

Distances).

HPCs Evaluation

As mentioned, a threshold of distances calculated by DTW needs to be decided. As shown

in Figure 3.12, if a large threshold value is selected, some attacks could potentially bypass the

detector. Whereas, if the threshold is too small, then some ”under no attack” samples could be

classified as ”under attack”, leading to a higher number of false positives in the classification result.

Hence, the goal here is to carefully set a confident threshold that not only could divide VA and VNA

sequences, but also is strict enough for detecting further unknown attacks. To this aim, we should

choose the HPC features whose temporal sequences’ distances determined by DTW are distributed
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Figure 3.12: Different threshold influences(VNAD: victim under no attack distances; VAD: victim

under attack distances.)

Figure 3.13: Gaussian distribution of various HPCs temporal traces

densely with the smallest possible variance. For this purpose, the CDF (cumulative distribution)

of Gaussian distribution is used to plot the distances of HPCs sequences, as shown in Figure 3.13.

Each HPC distances are normalized with the HPC’s average distance to eliminate the influence of

different HPCs value ranges. The Figure 3.13 shows that the L2 HIT feature value converges to 1

faster than other features indicating that by setting the same threshold, the L2 HIT can achieve

higher VNA predicted correctly as ”under no attack” compare to other HPC features. Table 3.6
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further shows the theoretical false positives when using 1.5 as a threshold across different HPC

features. It can be found that the L2 HIT could achieve higher VNA detection accuracy and a lower

false positive rate. Therefore, we select the L2 HIT feature for building the classifiers according to

the methodology mentioned above in this work.

Table 3.6: VNA dection accuracy and false positive rate with the 1.5 × distance average across

various HPCs

HPCs VNA Accuracy False Positive Rate

L1 HIT 82.2% 17.8%

L2 HIT 92.6% 7.4%

L3 HIT 89.9% 9.0%

L3 MISS 80.7% 19.3%

BRANCHES 79.0% 21.0%

Table 3.7: Theoretical false positive rate and corresponding L2 threshold value

Threshold Setting Theoretical False Positive Rate L2 Threshold

µ+σ 1/10 263245

µ+2σ 1/100 330946

µ+3σ 1/1000 398647

µ+4σ 1/10000 398647

µ+5σ 1/100000 398647

µ+6σ 1/1000000 601752

Gaussian Process for Threshold Determination

After choosing the most suitable HPC feature, the threshold needs to be set. The Gaussian

distribution of HPCs temporal traces’ distance value can estimate the percentage of points with

a larger distance value than a certain threshold, which is a false positive rate. For example, the

percentage of points with a value larger than (µ+σ) is 10%. Hence, the theoretical false positive rate

is 10% when the threshold is (µ+ σ) according to equation 3.3. We also study different thresholds
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that influence the final prediction result in this work. The details of different thresholds are listed in

Table 3.7 based on the HPC choice of L2 HIT. As shown in Figure 3.12, the smaller the threshold

is, the higher the theoretical false positive rate is, and the larger the threshold is, the higher the

possibility of missing ”under attack” detection is. Therefore, choosing an optimal value to meet the

false positive rate requirement and maintain high ”under attack” detection accuracy at the same

time is crucial. In this work, we choose (µ+ 3σ) as a threshold to evaluate the proposed approach,

meaning that the theoretical false positive rate is considered as 0.001.

f(x) =
1√
(2πσ)

∗ e
(x−µ)

2σ2 (3.3)

Table 3.8: Selected classifiers

Machine Learning Category Classification Model

Traditional Classifier J48, SGD, OneR

Time-series Classifier 1NN-DTW, BOPF, Shapelet

Deep Learning LSTM, FCN, LSTM-FCN, ALSTM-FCN

Proposed Classifier HybriDG

3.2.3 Experimental Results and Evaluation

In order to comprehensively evaluate the effectiveness of the proposed detector, various

classification algorithms from three main categories of ML are selected and compared with HybriDG

in terms of detection accuracy for known and unknown attacks, detection latency, and efficiency

analysis. The selected ML classifiers are listed in Table 3.8. As shown, for the thorough analysis

of the suitability of standard ML techniques for zero-day SCAs, we have implemented different

types of classifiers, including traditional classifiers (tree-based J48, support vector machine based

SGD, rule-based OneR), Deep learning classifiers (LSTM, FCN, LSTM-FCN, ALSTM-FCN), and

Time-series classifier (DTW, BOPF, Shapelet).

Experimental Setup

The experiments are conducted on an Intel I5-3470 desktop with four cores and 8GB

DRAM, a three-level cache system. In this on-chip cache memory subsystem, while L1 and L2
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Figure 3.14: Testing datasets

caches are exclusively separated, L3 cache memory is inclusive and shared among all cores meaning

that flushing out the data in the L3 cache will also remove the data in L1, providing vulnerability

for LLC cache attacks to be exploited. In addition, the operating system is Ubuntu 16.0.4 LST

with Linux kernel 4.13. In order to perform our experiments, AES and RSA are used as victim

applications, and Flush+Reload, Flush+Flush, and Prime+Probe are used as attacks. In order

to evaluate the effectiveness of detecting unknown attacks, Flush+Reload and Flush+Reload are

used as known attacks, and the remaining applications are used as unknown attacks that are not

included in the training dataset.

Testing Dataset

As introduced in Section 3.2.2, victim under no attack and under attack sequences are fed

into the DTW model, and a threshold determines whether the victim is under attack or not. All

SCA applications experimented in this work are divided into known attacks and unknown attack

sets to model real-world application scenarios. To this aim, as illustrated in Figure 3.14, victim

only and victim with known attacks form the known dataset, and 70% of the known dataset is then

employed as a training dataset to choose the most effective HPC and determine the threshold. And
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the remaining 30% of the reference dataset is used as a testing dataset to model unknown zero-day

attacks. Therefore, the testing results are presented regarding detection accuracy for the known

and unknown datasets.

Figure 3.15: Known attacks detection accuracy of various classifiers

Known Dataset Testing Results

- Detection Accuracy Figure 3.15 presents the detection accuracy (rate of the correctly

classified samples) of all evaluated and proposed classifiers. It can be observed that traditional

classifiers, deep learning-based classifiers, and time-series based classifiers can achieve above 90%

detection accuracy for the known dataset. This observation validates the plot given by TSNE

algorithm in Figure 3.10, which shows that ”under no attack” and ”under known attacks” samples

are located separately and can be easily classified by means of standard ML algorithms. The

distribution in Figure 3.10 demonstrates that even by applying a simple classifier like rule-based

OneR we could achieve 92% detection accuracy with only 1 HPC feature. It is also noticeable that

a more complex deep learning and timer-series based classifiers outperform the traditional classifiers,

achieving above 99% accuracy. Among all implemented ML-sbased detectors, the proposed detector

HybriDG obtains the highest detection accuracy of 100%.

- Classification Robustness Receiver Operating Characteristics (ROC) Curve is produced by plotting

the fraction of true positives rate versus the fraction of false positives for a binary classifier. The

best possible classifier would thus yield a point in the upper left corner or coordinate (0,1) of the

ROC space, representing 0% false positives and 100% true positives. The Area under the ROC
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Figure 3.16: ROC Curve and AUC value of various classifiers

Curve (AUC) metric corresponds to the probability of correctly identifying ”under attack” and

”under no attack” and robustness is referred to how well the classifier distinguishes between the two

classes, for all possible threshold values. Higher AUC indicates better robustness for ML classifiers.

Due to space limitation, in Figure 3.16 we show the results for two classifiers from deep learning and

time-series categories and compare them with traditional and the proposed HybriDG detector using

the ROC Curve and corresponding AUC values. Similar to detection accuracy, it can be observed

in Figure 3.16 that the HybriDG outperforms all other classifiers in terms of AUC, having the

highest AUC and smallest distance to point (0,1) in ROC curve. Both deep learning and time-series

classifiers yield to high robustness as well with slightly lower AUC value. It is also notable among

three traditional classifiers, the rule-based OneR model delivers the lowest AUC value.

Figure 3.17: Unknown attacks detection accuracy
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Unknown Dataset Testing Results

The unknown dataset contains victim under unknown attacks only (L3/L1 Prime+Probe)

and is used for testing if the proposed SCAs detector is able to accurately detect zero-day attacks or

not. As shown in Figure 3.17, L3 Prime+Probe and L1 Prime+Probe are unknown attacks, and the

detection accuracy for each of them is demonstrated. As seen, the proposed HybriDG is substantially

outperforming all other ML classification models achieving 100% for L1 Prime+Probe and 99%

accuracy for L3 Prime+Probe detection. Moreover, one could observe that most of the experimented

ML classifiers are not able to detect unknown attacks with high accuracy, delivering less than

50% detection accuracy, except SGD (77.8% and 98% for L3 Prime+Probe and L1 Prime+Probe,

respectively). Though SGD shows better detection performance compared to the rest, it is still

significantly less accurate and robust than the HybriDG detector highlighting the effectiveness of

our proposed hybrid model for detecting emerging zero-day SCAs.

Figure 3.18: Efficiency comparison among various classifiers for known dataset

Efficiency Analysis: Accuracy vs. Latency

Figure 3.18 and Figure 3.19 present the trade-off analysis between detection accuracy

and detection latency (computational costs) for known and unknown datasets, respectively. In

Figure 3.19, accuracy is the average detection accuracy of L1 Prime+Probe and L3 Prime+Probe.

It can be found that the proposed HybriDG achieves high detection accuracy (100% and 99.5%)

with relatively low latency compared to deep learning or time-series classifiers for both known and
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Figure 3.19: Efficiency comparison among various classifiers for unknown dataset

unknown datasets. Although traditional classifiers, like SGD can also achieve high accuracy (around

98%) for known dataset with lowest latency, its accuracy for unknown dataset (zero-day SCAs) is

significantly low (only 57%), which still exposes computer systems to potential new attacks and

security exploits. Also, while deep learning and time-series classifiers achieve high detection accuracy

for the known dataset, they lack the ability to detect unknown SCAs with high accuracy and further

result in higher latency than the HybriDG detector.

3.3 Conclusion

This chapter investigates the feasibility of using ML and the processors’ hardware perfor-

mance counters to design effective SCAs detectors to address the real-time capturing and zero-day

hunting challenges. To achieve this, this chapter solves the challenge of the lack of attacks appli-

cations’ HPCs data by analyzing the difference between Victim under Attack (VA) and Victim

Under No Attack (VNA) conditions. Our comprehensive analysis indicates that HPCs data of VNA

and VA show significantly different behavior providing the opportunity to detect SCAs with only

victim applications’ HPCs data. To build a real-time detector, we use HPCs importance evaluation

with Correlation Attribute Evaluation algorithm to identify the most prominent HPC features.

Furthermore, SCARF is further customized with different ML classifiers trained specialized set of

features and False Alarm Minimization (FAM) technique to enhance the accuracy of SCA detection

and reduce false alarm rate, respectively. In the second work of this chapter, we propose a hybrid
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Dynamic Time Warping (DTW) and Gaussian distribution model called HybriDG to accurately

detect both known and unknown emerging microarchitectural side-channel attacks at runtime. The

proposed methodology calculates the similarities between victim HPCs traces collected from two

conditions: victim under attack and victim under no attack, which is indicated by distances from

the DTW model. Then, according to the distribution of victims under no attacks and victims under

known attacks, only one HPC feature is selected, and the optimal threshold is determined according

to the estimated false positive rate. After setting the threshold, the HPC temporal sequences will be

fed into the DTW model to calculate the distance, which is compared with the threshold to identify

whether a victim is under attack or not. Our comprehensive evaluation indicates that HybriDG

achieves 100% detection accuracy for known attacks and 99.5% detection accuracy for unknown

attacks using the most prominent microarchitectural feature (L2 HIT) outperforming standard ML

models by up to 80% for unknown and 8% known attack detection.
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Chapter 4

Hardware-assisted On-device

Detection on Emerging Edge devices

Emerging embedded systems and Internet-of-Things (IoT) devices, which account for a

wide range of applications are often highly resource-constrained that are challenging the software-

based methods traditionally adopted for detecting and containing cyber-attacks (e.g., malware)

in general-purpose computing systems. In addition to the complexity and cost (computing and

storage), the software-based detection methods mainly rely on the static signature analysis of the

running programs, requiring continuous software updates which is not affordable for embedded

systems and edge devices with limited computing and communication bandwidth. To address

these challenges, this chapter proposes an accurate and cost-efficient machine learning-enabled

countermeasure for securing modern edge devices against emerging cyber-attacks, i.e., malware

and Side-Channel Attacks (SCAs) at the hardware level by monitoring applications’ Hardware

Performance Counter (HPC) features. We explore the effectiveness of attack detection on edge

devices, including autonomous vehicles, mobiles, and desktops.

4.1 Evaluation of Machine Learning-based Detection against Side-

Channel Attacks on Autonomous Vehicle

Autonomous vehicles have achieved great success in academia and industry due to the

progress made in cheaper sensors, higher computation capability of processors, and effective object

49



Figure 4.1: General hardware and software architecture of an autonomous vehicle

detection. Many passenger vehicles are also equipped with autonomous driving capabilities, like

Tesla [97], Uber [98], Waymo [99], Baidu [100], etc. As shown in Figure 4.1, there are three main

components in autonomous vehicles, including sensors, electronic control component, and compute

unit. Sensors, including cameras, radar, GPS, etc., are used for collecting information from the

real-world environment. The control component is in charge of operations on vehicles, like putting

the brake on a car. For the computing unit, there are two parts: navigation system and utility. The

navigation system is equipped with path planning, localization, and perception ability based on

the information collected from sensors and reinforcement learning and deep learning techniques.

The computation result from the navigation system is a command like turning right, stopping, etc.,

which are sent to the electronic control component. Since it can directly influence the operations of

a car, they are security-critical and provided by vendors. The other part running on the computing

unit is utility including cloud services and entertainment apps, which a third party could provide.

Hence, they share computation units with the navigation system.

Though great success obtained, recent advancements have shown that the autonomous

driving architecture introduces new vulnerabilities and attack surfaces for cache-based side-channel

attacks (SCAs). Recent work [10] demonstrates that using Prime+Probe [1,21] can infer the location

and route that the user is taking by inferring the data access pattern of the Adaptive Monte-Carlo
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localization (AMCL) algorithm. It could infer the route/location of drivers with up to 81% accuracy

for route prediction and 75% accuracy for location prediction. In recent years, there are a number

of new types of SCAs developed, like Flush+Reload [2], Flush+Flush [3], Prime+Probe [1], etc.

that attempt to infer users’ sensitive information.

4.1.1 Machine Learning based Detector

This section introduces the hardware architectures used in commercial autonomous vehicles

and then presents the details of our proposed ML-based detector with runtime microarchitectural

behaviors against SCAs.

Threat Model

This work mainly focuses on the software attacks that exploit hardware vulnerability (shared

memory and cache) and infer location, route, and other private information without permission to

sensor data and access to the physical measurement. As introduced in Section 4.1, there are two

types of applications residing in compute unit: navigation system and utilities. Since the navigation

system is developed and maintained by vehicle vendors, applications from the utility are more likely

to be inserted with SCAs’ codes. Hence, this work considers SCAs installed in the utility part and

residing in the same compute unit with the navigation system, indicating the shared cache hierarchy

between attacks and programs in the navigation system.

Table 4.1: Common Compute Unit for Autonomous Vehicles

Vendors Architecture Compute Unit

Baidu [100] ARM Arm Cortex-A53, FPGA, GPU

Telsa [97] ARM Cortex-A72 CPU, GPU, Accelerator

Waymo [99] x86 Intel Xeon CPU, GPU

Uber [98] x86 Intel CPU, GPU

Hardware Performance Counters

Modern microprocessors are equipped with a set of special-purpose registers for measuring

hardware-related events, i.e. hardware performance counters (HPCs). Both the ARM and Intel x86
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architecture provide the performance monitoring unit (PMU) interface to access HPCs. Since the

Pentium, Intel processors enable PMU feature while the ARMv6 is the first PMU-enabled ARM

processor and the afterward ARM11, Cortex-R, and Cortex-A cores also provide the functionality.

As listed in Table 4.1, we report the most prevalent processors used by top car vendors and research.

It shows that ARM and x86 Intel architectures are the two most popular ones, and GPU, FPGA

are included for the acceleration of complex computation. Intel processors are also commonly used

for research [101,102]. It is also noticeable that all processors listed in the Table 4.1 have access

to hardware performance counters, indicating that using hardware performance counters to detect

side-channel attacks is a viable approach.

Figure 4.2: Overview of the ML-based Detector

4.1.2 Building ML-based Detector

As shown in Figure 4.2, there are three main steps to constructing a ML-based SCAs

detector: a) data collection and feature evaluation; b) training classifier; c) online testing for the

optimal predictive model.

Data Collection and Feature Evaluation

The tested attacks are Flush+Reload, Flush+Flush, and Prime+Probe while victim

applications use Fast R-CNN [103] for Perception , the adaptive Monte-Carlo Localization (AMCL)

[104] for localization, optimization method [105] for path planning . Since their computation patterns

might reveal users’ environment, location, or other privacy as demonstrated in prior work [10].

Run-time microarchitectural behaviors of victim applications are collected by Perf [106] tool to form

a database with a known label (”under no attack” or ”under attack”). Based on the behavior and
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Table 4.2: List of HPC events collected for SCAs detection

L1 HIT L1 MISSES

L2 HIT L2 MISSES

L3 HIT L3 MISSES

All BRANCHES RETIRED BRANCHES MISPREDICTED

BR NONTAKEN CONDITIONAL BR TAKEN CONDITIONAL

TAKEN INDIRECT NEAR CALL UOPS RETIRED.ALL

INST RETIRED.ANY DTLB LOAD MISSES

DTLB STORE MISSES ITLB MISSES

functionality of studied SCAs, 16 HPC features are considered in this work for further analysis as

listed in Table 4.2. Since the HPCs can be collected simultaneously, it is essential to identify the

most prominent HPCs. These hardware performance counters data are collected using the four

available HPC registers in the experimented Xeon processor at every sampling interval (10 ms).

Next, both ”under attack” and ”under no attack” HPC data from each same sampling intervals are

merged to create the final dataset for the corresponding sampling interval.

Training Classifier Selection

The ML classifiers evaluated in this work are selected from five different categories, including

NaiveBayes, Multi-Layer Perceptron (MLP), SGD, OneR, and J48. The rationale for choosing

these machine learning models is that they are from different branches of ML, including Bayesian

network-based, neural network, support vector machine, rule-based, and tree-based techniques

covering a diverse range of learning algorithms that are inclusive of modeling both linear and

nonlinear problems. The prediction model produced by these learning algorithms can be a binary

classification model that is compatible with the SCAs detection problem in our work. Furthermore,

Weka data mining tool is leveraged for implementing the ML classifiers. A standard 70%-30%

dataset split for training and testing is conducted to validate each of the utilized ML classifiers.

Next, 70% of the randomized data is used for training the classifiers for the percentage split testing,

and the rest of 30% is used for testing evaluation. In addition, a k-fold (k=10) cross-validation is

also conducted on the training dataset.
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Online Testing

Once classifiers are trained with the 70% dataset and tested with the rest 30%, the optimal

classifier is chosen as the predictive model, which will be deployed online against SCAs based on

accuracy, robustness, and computation latency.

4.1.3 Results Evaluation

In this part, all experiments are conducted on an Intel E5-2650 with 8 cores, and 16GB

DRAM. To demonstrate the effectiveness of ML-based detectors against SCAs on autonomous

computing platforms, we build our ML-based detectors with microarchitectural events captured

with Perf tool [106] and evaluate their detection accuracy, robustness, and computation efficiency.

Figure 4.3: Testing accuracy and cross-validation accuracy

Figure 4.4: ROC Curve and AUC value of various classifiers
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Detection Results

-Detection Accuracy As shown in Figure 4.3, the percentage split testing and cross-validation

accuracy of the five implemented ML classifiers are presented. It is observed that testing accuracy and

cross-validation accuracy have shown similar trends across all five classifiers. Moreover, NaiveBayes

achieves lowest accuracy with less than 90% for both testing and cross-validation accuracy. The

three classification classifiers, namely MLP, SGD, and J48, achieve high detection accuracy (>99%),

while OneR has around 3% less accuracy compared to the three classifiers. - Robustness Receiver

Operating Characteristics (ROC) Curve is produced by plotting the fraction of true positives rate

versus the fraction of false positives for a binary classifier. The best possible classifier would yield a

point in the upper left corner or coordinate (0,1) of the ROC space, representing 0% false positives

and 100% true positives. Area under the ROC Curve (AUC) metric. The AUC corresponds to the

probability of correctly identifying ”under attack” and ”under no attack” and robustness is referred

to how well the classifier distinguishes between the two classes for all possible threshold values.

Higher AUC indicates better robustness for ML classifiers. Figure 4.4 depicts the ROC Curve

of various ML classifiers with corresponding AUC values. It can be observed in Figure 4.4 that

the NaiveBayes algorithm performs the worst in terms of ROC Curve, having the most significant

distance to the point (0,1). The J48 classifier’s AUC value is closer to the coordinate (0,1), indicating

a higher true positive rate and less false positive rate than the other four classifiers evaluated in

this work. The ROC curve and AUC value of MLP are similar to those in J48, indicating that the

mispredicted instances are evenly distributed between ”under attack” and ”under no attack” classes.

- Efficiency Lastly, to accordingly account for both performance rate and cost of ML classifiers,

Table 4.3: F-measure of various classifiers

Classifiers NavieBayes MLP SGD OneR J48

F-measure 0.862 0.934 0.894 0.945 0.993

in Figure 4.5 we compare detection rate over a computational latency (F-measure/Latency) for

various ML classifiers. F-measure is interpreted as a weighted average of the precision (p) and

recall (r) which is formulated as 2×(p×r)
p+r . F-measure is a more comprehensive evaluation metric

over accuracy (percentage of correctly classified samples) since it takes both the precision and
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Figure 4.5: Efficiency comparison among various classifiers

the recall into consideration. The F-measure of investigated classifiers are presented in Table

4.10. We use F-measure over latency to identify the SCA detectors that require small cost can

detect the program’s maliciousness with high accuracy and performance. A higher ratio classifier

is considered more efficient than a classifier with a lower ratio. As shown in Figure 4.5, a clear

trade-off is seen between F measure and latency achievable for real-time hardware-assisted SCAs

detection. The NaiveBayes show the smallest timing costs with the lowest SCAs F-measure. For

highly resource-constrained embedded systems, techniques such as J48 provide low computational

overhead (only 10 us higher than NaiveBayes), while achieving an F-measure of close to 0.993 on

average.

4.2 Proposed Micro AI-based Countermeasure against Malware

and Side-Channel Attacks

Recent advancements in digital electronics have enabled a widespread proliferation of

embedded systems ranging from micro-sensors, cell phones, and PDAs to smart homes, healthcare,

and military applications. The constant interaction between physical and cyber worlds has made

security one of the major concerns in the design of embedded systems. For the past decades,

cybersecurity has been on the front line of global attention as a critical threat to the information

technology infrastructures [111,112]. Attackers are increasingly motivated and enabled to compromise

software and computing hardware infrastructure. Recent studies have shown that the attackers
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Table 4.4: Comparison of recent hardware-assisted malware and side-channel attack detection

techniques and their implementation methods

Research Processor Platform Classification

Model

Malware SCAs Feature Eval-

uation

Overhead

Analysis

(SW/HW)

Evaluation

Metric

ACC FP

Rate

[107] Intel Linux ocSVM ✓ ✗ Fisher Score – ACC, F

Score, AUC,

ROC

99.5% –

[108] Intel Windows LR, NN ✓ ✗ Expert Knowl-

edge

Hardware ACC, FP,

ROC

94% 7%

[109] Intel Windows LR, NN, EL ✓ ✗ Expert Knowl-

edge

Hardware ACC, FP,

ROC, AUC

86.7

%

–

[110] Intel Linux SVM,

ocSVM,

NB, DT

✓ ✗ Gain Ratio Hardware Confusion

Matrix,

ROC

99% 0.52%

[73] Intel Linux BN, J48,

JRip, MLP,

OneR, RT,

SGD, SMO,

AB, BG

✓ ✗ Correlation At-

tribute Evalua-

tion

Hardware ACC, AUC,

ROC,

ACC*AUC,

Area

88% –

[9] Intel Linux DTW ✗ ✓ Fisher Score – ACC, F

Score, ROC

100% 20%

[17] Intel Linux LDA, LR,

and SVM

✗ ✓ Expert Knowl-

edge

– ACC, FP,

ROC

99.51% 0.40%

[19] Intel Linux CPD ✗ ✓ Relief Algo-

rithm

– ACC, FP 100% 4.5%

[41] Intel Linux NN ✗ ✓ – – ACC, F

Score, FP

99% –

This

Work

Intel,

ARM

Linux,

An-

droid

NaiveBayes,

MLP, J48,

OneR,

JRiP, SGD

✓ ✓ Correlation

Attribute

Evaluation

Software

and Hard-

ware

ACC,

AUC,

ROC, La-

tency, FP,

Power,

Area

92.2%,

98.9%

4.6%,

0.8%

SW: software, HW: hardware, Accuracy: ACC, Sensitivity: S, Specificity: C, K Nearest Neighbor: KNN, BayesNet: BN, NaiveBayes: NB, Logistic

Regression: LR, AdaBoost: AB, Bagging: BG, Support Vector Machine: SVM, One Class SVM: ocSVM, Neural Netework: NN, Last Level Cache

References: LLC, REPTree: RT, Decision Tree: DT, Random Forest: RF, Ensemble Learning: EL, Dynamic Time Warping: DTW, Linear Discriminant

Analysis: LDA, Change Point Detection theory: CPD.
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take advantage of emerging hardware vulnerabilities to compromise systems and deploy malicious

activities [1–3]. Hence, the security of a computer system can be compromised at the hardware level

through various types of attacks, such as by executing malicious applications to infect the target

host or deploying microarchitectural side-channel attacks (SCAs) [1–3, 113, 114] to infer confidential

information.

Malware refers to any piece of software written to steal data, unauthorized data access,

damage devices, etc. Viruses, Trojans, Spyware, Rootkits and Ransomware are among the different

types of malware [115]. Microarchitectural SCAs have also posed serious threats to the security

of modern computing systems. Such attacks exploit side-channel vulnerabilities originating from

fundamental performance-enhancing components such as cache memories. Many of the existing

cyber-attacks on conventional computing platforms such as servers and desktops can be launched

on the embedded systems due to their similarities in using general-purpose processors computing

systems and their connectivity to the internet.

The significant growth of modern computing systems in embedded applications and IoT

domains has further highlighted the severe impact of cybersecurity threats [73,116–118]. Depending

on the target application, these devices can produce a massive amount of data that needs to be

handled, and the emerging edge computing paradigm is receiving a tremendous amount of interest

to tackle this challenge. Edge devices could include many different computing platforms, such as IoT

sensors, laptops, smartphones, security cameras, etc. Ensuring security in embedded systems and

edge computing devices translates into several design challenges imposed by the unique features of

these systems. There exist some important factors influencing the security vulnerability of embedded

systems and IoTs, including the limited energy and resources available, the low computational

capacity, and a significant number of computing nodes in the network. Hence, to keep on combating

the increase in malicious cyber-attacks, effective intelligent security countermeasures need to be

proposed to protect the integrity and confidentiality of the authenticated users’ information [118,119].

Traditional software-based detection techniques have shown to be inefficient and imposed

significant complexity and computational overheads on the system. For instance, signature-based

detection and semantics-based solutions (e.g., off-the-shelf antivirus tools) are ineffective for resource-

constrained embedded systems due to the limited available computing resources. In addition, such

detection methods depend on the static signature analysis of executed applications that make them
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incapable of detecting complex unknown attacks. Recent advancements in microarchitectural security

have demonstrated that malicious activities at the processor hardware level ranging from application-

based malware to microarchitecture-level side-channel attacks can be accurately identified with

the aid of standard Machine Learning (ML) algorithms [9, 16,73,109,117]. In particular, Artificial

Intelligence (AI) and ML, driven by a significant increase in the size of data from high-performance

computing systems, have been widely adopted in various application domains, with hardware-assisted

security being no exception.

ML-based security countermeasures at the hardware level apply the standard ML techniques

on the low-level features such as microarchitectural events collected by Hardware Performance

Counter (HPC) registers. HPCs are a set of special-purpose registers in the processing units

to capture the trace of hardware events for a running application [120]. HPCs registers have

primarily been designed to conduct architectural performance analysis and tuning. Recent works

have proposed utilizing the HPCs information to secure the hardware systems against malware

software and microarchitectural SCAs. In addition, the latency of detecting malicious code is

negligible by order of magnitude with relatively low hardware costs [121].

Nonetheless, when it comes to detecting malicious patterns at the hardware level in edge

devices, the available underlying resources become a more critical point of concern. Compared

to high-performance servers, edge devices host much fewer computation resources for processing

heavy computations and complex workloads. In this paper, we have identified and addressed major

challenges of ML applications for accurate and cost-efficient malware and side-channel attacks

detection in edge devices that have been ignored in prior studies. In particular, limited computing

power and resources in embedded systems and edge devices, as well as the small number of available

hardware performance counter registers on the modern microprocessors chip (only 2-8 HPCs) that

can be simultaneously monitored, have made accurate and cost-efficient runtime malware and

side-channel attack detection in edge devices a challenging problem. Moreover, while a wide range of

classification and anomaly detection techniques are developed by applying ML techniques, existing

works in particular on malware and/or SCA detection have primarily focused on one or a few ML

techniques for attacks detection and classification [9, 16]. Such an analysis leaves a void in terms of

performance and overhead (latency, hardware implementation, power, etc.) of ML-based security

countermeasures, as various ML classifiers yield different performance vs. overhead trade-offs
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in detecting various types of attacks. Compared to high-performance servers, edge devices host

fewer computation resources for processing heavy computations and complex workloads. Therefore,

adopting complex learning classifiers (e.g., neural network) presented in prior works [9] could further

result in congestion and racing up for CPU resources between malware/SCAs detector and other

running applications. As a result, there is an urgent need for developing an accurate and cost-efficient

micro AI-enabled countermeasure to protect modern edge devices against emerging cyber-attacks.

In response to the discussed challenges, this work performs a comprehensive assessment

of various machine learning-based countermeasures for accurate and cost-efficient malware and

side-channel attacks detection using microarchitectural features and propose a lightweight hardware-

assisted micro AI-enabled countermeasure against emerging malware and side-channels attacks for

securing modern edge devices. The results of this research could help designers better realize and

navigate the trade-offs between several design parameters offered by each machine learning algorithm

to develop effective ML-based countermeasure against emerging cyber-attacks such as malware and

side-channel attacks for modern edge devices, especially in resource-constrained systems. From Table

4.4, we can conclude that our proposed work conducts an effective feature evaluation to analyze and

select the most prominent HPC features for malware and microarchitectural side-channel attack

detection. Moreover, it further performs a comprehensive analysis of various ML models for enabling

an efficient and accurate micro AI-based solution to enhance the security of edge devices against

emerging attacks. Additionally, our work implements the ML-based detectors in both software level

and hardware level to present the suitability of our proposed micro AI for edge devices in terms of

accuracy, latency, power, and area overheads. The main contributions of our work are summarized

as follows:

• We profiled a large number of applications and built an extensive database of HPC samples

collected from benign, android malware, and microarchitectural side-channel attacks executed.

For this purpose, two widely used edge computing processors are used, including Google Pixel

4 with ARM processors for malware and Intel Core-I5 for side-channel attacks experiments.

• To eliminate the impact of limited HPCs in modern edge processors, HPC features is evaluated

using an effective feature selection method. The essential HPCs features are identified for

effective malware and SCAs detection.
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• We further explore the HPCs monitoring overhead when microarchitectural features are

sampled at different intervals to determine the appropriate sampling interval for malware and

SCAs detection.

• For a thorough analysis, various types of ML classifiers are implemented and precisely

compared across different evaluation metrics including detection accuracy, F-measure, ROC

curve analysis, computational latency, and hardware overhead to determine the most accurate

and cost-efficient ML classifiers to enable on-device micro AI countermeasures for detecting

signature of emerging cyber-attacks including malware and SCAs and securing modern edge

devices at hardware level.

4.2.1 Background

Application of Proposed Micro AI Solution on Edge Devices

Figure 4.6 illustrates the applicability of the proposed micro AI countermeasure for securing

edge devices at the hardware level against emerging malware and side-channel attacks. The proposed

ML-based solution secures the system by estimating the type of running application (benign vs.

attack) at runtime using limited HPC features collected at the hardware layer of edge processors.

As shown in Figure 4.6, the network of embedded systems and IoT consists of a variety of edge

devices, including smartphones, laptops, wearable devices, etc., that are connected via wired or

wireless network [122]. Early edge devices are only in charge of collecting and sending data to a

remote server for further analysis. With the development of hardware design and manufacturing

technology, recent edge devices are also equipped with computation and analysis capability, enabling

the computation near end users instead of sending data and workloads to central servers, which

reduces network latency and response time.

Though benefits are brought by deploying more advanced edge devices, new security

concerns are raised since more sensitive data and critical applications reside in these devices.

Malware or SCAs can obfuscate user applications and unconsciously execute users with benign

applications. We design a micro AI detector that takes HPCs from processors as input features

and sends them to ML classifiers to decide whether malware or SCAs is in the system to address

the challenge. Prior detection approaches used in traditional computation platforms, like taint

analysis [123,124] and deep learning-based detection [125], are not applicable for edge devices due
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Figure 4.6: Application of the proposed micro AI enabled countermeasure for securing edge devices

at the hardware level.

to their high computation resource demand. Compared to traditional computation platforms, like

desktops and servers, such edge devices are usually battery based or have limited energy sources

due to the portability and low cost design consideration. This motivates the application of accurate

and cost-efficient ML-based micro AI countermeasures for securing edge devices at the hardware

level, which provides higher efficiency and less visibility to the potential exploit.

Hardware Performance Counter Registers

Hardware Performance Counters (HPCs) are a set of special-purpose registers to record

the occurrences of hardware events, including instructions, branches executed, and cache misses.

They have been extensively used to predict the power estimation [126], performance tuning [127],

debugging [128], and energy efficiency of computing systems [129]. They also help to enhance the

systems’ security by providing microarchitectural information of malware, side-channel attacks,

and building detectors based on the events’ information [32, 109, 130]. Both ARM and Intel x86

architecture provide the performance monitoring unit (PMU) interface to access HPCs. Since the

Pentium Intel processors enable the PMU feature, the ARMv6 is the first PMU-enabled ARM

processor, and the afterward ARM11, Cortex-R, and Cortex-A cores also provide the functionality

[120,131]. Linux-based Perf [132], PAPI [133], and Intel VTune [134] are provided as tools to collect

HPCs PCs or severs while Simpleperf [135] developed by Google Android team is for Android

platform.

62



a) Benign and malware

b) RSA (victim) and Flush+Reload (attack)

Figure 4.7: Branch-instruction HPC traces between benign(victim) and attacks

We present the number of branch − instruction for each sampling data of benign and

malware, and victim and SCAs in Figure 4.7 where sampling rate is 1000 per second, to further

demonstrate the potential of leveraging hardware performance counters to enable HPCs-based micro

AI for securing edge devices. Figure 4.7-(a) shows branch-instruction traces of malware and benign,

indicating that the malware has higher branch instruction than the benign application with totally

a different and distinguishable trend. Similar observation can be found in Figure 4.7-(b) where

Flush+Reload SCA shows higher branch-instruction events than RSA victim application. Both

Figures 4.7-(a) and (b) demonstrate that there exists a clear difference between the microarchitectural

behavior of benign and malware, and RSA (victim) and Flush+Reload (SCAs). This observation

highlights the suitability of using HPCs data to distinguish the trace of malicious software from
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benign programs by applying effective ML algorithms.

Figure 4.8: Performance overhead with various monitoring granularity

HPCs Monitoring Overhead

For minimizing the overhead incurred by HPCs monitoring, we investigate the relation

between sampling rate and overhead. As shown in Figure 4.8, the x-axis represents applied monitoring

granularity ranging from 1 µs to 5000 µs, the primary y-axis represents the execution time of victim

applications, and the second y-axis represents performance overhead under different monitoring

granularities. Execution time under no HPCs monitoring is used to obtain performance overhead

percentage. It is observed that, generally, the smaller the monitoring granularity, the larger the

performance overhead. When the monitoring scale is 1 µs, performance overhead is at its highest

value reaching 30%. Due to the significant difference in monitoring overheads, it is vital to determine

a proper level of monitoring granularity to balance the detection performance and HPCs monitoring

costs. This work chooses one millisecond as the sampling interval to ensure overhead is around 3%.

4.2.2 Proposed Methodology

In this section, we first present the ML-based countermeasures for protecting edge devices

against malware and SCAs threats as shown in Figure 4.9. As established, the proposed approach is

comprised of two main parts: off-line training and online deployment. For the training part: benign

applications, malware, and SCAs are profiled by collecting HPC data every one millisecond. And
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Figure 4.9: Overview of the proposed machine learning-based countermeasure for edge devices

then, the HPCs data is used to train ML classifiers for building ML-based attacks detection models.

Various classifiers are explored to find the optimal one with high accuracy and low computation

cost. The selected model will be deployed on edge devices for capturing attacks at runtime.

Table 4.5: Experiment setup

Hardware Processor Operating system Threats

Pixel 4 Qualcomm Snapdragon Android 11.0 Malware

Desktop 4 cores Ubuntu 16.0 SCAs

Data Collection

In this work, we leverage two platforms as examples of edge devices as shown in Table 4.5.

As introduced in Section 4.8, one millisecond is chosen as the sampling interval and 16 HPC features

are considered in this work for further analysis as listed in Table 4.6. We execute each application
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Table 4.6: The collected HPC features

HPC event Description

branch-instructions # branch instructions retired

branch-loads # successful branches

branch-misses # branches mispredicted

instructions # instructions retired

bus-cycles time to make a read/write between the cpu and memory

cache misses # last level cache misses

cache-references # last level cache references

l1-dcache-load-misses # cache lines brought into L1 data cache

l1-dcache-loads # retired memory load operations

l1-dcache-stores # cache lines into L1 cache from DRAM

l1-icache-load-misses # instruction misses in L1 instructions cache

llc store misses # misses occurred in L3 cache during store operation

llc-load-misses # cache lines brought into L3 cache from DRAM

llc-loads # successful memory load operations in L3

iTLB loads # load operations occurred in instruction TLB

iTLB-load-misses # misses in instruction TLB during load operations

(benign or malware) four times, and only 2 and 4 HPC events are selected to collect during each

run from the tested ARM and Intel processors, respectively. In this way, we can monitor 16 HPC

events after eight or four rounds of applications’ execution. Each database introduced below is split

into 70%-30% two parts where the 70% part of benign and malware/SCAs is used for training and

the rest 30% is used for testing. The databases for Android and Linux are introduced in detail. We

leverage Perf [132] and Simperperf [135] to collect HPCs for Linux and Android, respectively. Both

of the tools can collect multiple events simultaneously, and the number of events to be collected

concurrently depends on the design of architectures and the availability of HPC registers. For

example, ARM Cortex-A5 processors provide two while ARM Cortex-A7 processors provide 4 HPC

registers physically available on the processor chip to collect the hardware related events. We

leverage these performance analysis tools to profile an extensive set of malicious (malware and
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side-channel attacks) and benign applications.

- Android Database As for the malware, we selected 100 Android malware randomly from

VirusTotal [136] and 100 Linux malware. We downloaded the top 200 most popular free apps in

Google Play by the end of Feb 2021 as our target programs to form benign applications. Then, we

employ the apps with VirusTotal [136] to confirm if the apps are benign. Lastly, the top 100 apps

which are confirmed as benign are selected as the benign apps dataset.

- Linux Database MiBench [82] benchmark suite is used to represent benign applications

with 200 benign applications are selected. For SCAs, we use attacks from Mastik [74] including

Flush+Reload, Flush+Flush, L1 Prime+Probe, and L3 Prime+Probe. And each type of SCAs is

monitored 50 times to balance the benign and SCAs samples.

Feature Selection

Detecting malware and side-channel attacks at the hardware level using ML models

requires representing programs at low-level features, leading to high-dimensional data processing and

increasing computational overheads and complexity. Furthermore, incorporating irrelevant features

would lead to lower accuracy and performance for the classifiers. Hence, it is crucial to perform an

effective feature reduction of collected data to alleviate unnecessary computational overheads and

determine the most prominent low-level features [18,137]. To detect the attacks in real-time with

minimal overhead, we intend to identify a minimal set of critical HPCs that are feasible to collect

even on low-end processors with a small number of HPCs in a single run. Therefore, a subset of

HPC features is selected, representing the most important features for classification. The selected

features are then supplied to each ML-based attacks detector. The detector attempts to find a

correlation between the feature values and the application behavior to predict the attacks.

Given the limited number of HPCs available in modern microprocessors (e.g., only 4 HPCs

on tested Intel I5-3470) to be collected at one time simultaneously, it is necessary to identify the

most important ones among all available HPCs listed in Table 4.6 for classifying the attacks and

benign applications conditions for different types of attacks [73]. For HPCs reduction, we employ

Correlation Attribute Evaluation (CorrelationAttributeEval in Weka) with its default settings

to calculate the Pearson correlation between attributes (HPC features) and class (attacks and

benign applications conditions). Correlation attribute evaluation algorithm calculates the Pearson
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correlation coefficient between each attribute and class, as given below:

ρ(i) =
cov(Zi, C)√

var(Zi) var(C)
i = 1, ..., 16 (4.1)

where ρ is the Pearson correlation coefficient. Zi is the input dataset of event i (i = 1, . . . , 16).

C is the output dataset containing labels, i.e. “malware/SCAs” or “benign/victmi” in our case.

The cov(Zi, C) measures the covariance between input data and output data. The var(Zi) and

var(C) measure variance of both input and output datasets, respectively. After the evalaution and

reduction, the top eight HPCs for malware and SCAs detection are listed in Table 4.7.

Table 4.7: The collected HPC features and their ranking

Ranking Malware HPC Name Ranking SCAs HPC Name

1 L1-dcache-stores 1 L1-dcache-loads

2 branch-instructions 2 instruction

3 L1-dcache-loads 3 branch-instructions

4 iTLB-load 4 branch-misses

5 iTLB-load-misses 5 cache misses

6 L1-icache-load-misses 6 L1-dcache-store-misses

7 L1-dcache-store-misses 7 L1-dcache-load-misses

8 branch-misses 8 iTLB-load-misses

Training and Testing ML-based Micro AI Classifiers

Table 4.8 describes the ML classifiers evaluated in this work that is selected from seven

different categories. These ML classifiers include NaiveBayes, Logistic, MultiLayerPerceptron (MLP),

SGD, JRip, OneR, J48. The rationale for selecting these machine learning models is that they are

from different branches of ML, including Bayesian network-based, neural network, support vector

machine, lazy learning-based, rule-based, and tree-based techniques covering a diverse range of

learning algorithms which are inclusive of modeling both linear and nonlinear problems. In addition,

the prediction model produced by these learning algorithms can be a binary classification model

which is compatible with the attacks detection problem in our work. Furthermore, the Weka data
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Table 4.8: Evaluated ML classifiers for attacks detection

ML Category Notation Selected Classifier

Bayesian Network Algorithms that use Bayes Theorem in some core way,

like Naive Bayes.

NaiveBayes

Neural Network Series of algorithms that attempt to recognize and

mimic the human brain operations.

Multi-layer Percep-

tron (MLP)

Support Vector Ma-

chine

Linear model for classification and regression problems. SGD

Rules Algorithms that use rules, like One Rule. JRiP, OneR

Trees Algorithms that use decision trees, like Random Forest. J48

mining tool is deployed for implementing the ML classifiers. A standard 70%-30% dataset split for

training and testing is followed to validate each of the utilized ML classifiers. Next, 70% of the

randomized data is used for training the classifiers for the percentage split testing, and the rest of

30% is used for testing evaluation.

Figure 4.10: Malware detection accuracy of different classifiers with various HPCs

4.2.3 Experimental Results and Evaluation

To comprehensively analyze the effectiveness of ML-based micro AI solutions for securing

edge devices against emerging cyber-attacks, in this section, we present the evaluation and comparison

results across different evaluation metrics, including detection accuracy, false positive rate, F-measure

(F-score), robustness and efficiency, hardware overhead, and cost.
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Figure 4.11: SCAs detection accuracy of different classifiers with various HPCs

- Detection Accuracy Detection accuracy in ML-based security countermeasures is defined

as the percentage of correctly classified samples. To select the most effective classification model

and evaluate the influence of a different number of HPCs used (8 vs. 4 features), in Figure 4.10

and Figure 4.11, we demonstrate the observed detection accuracy against malware and SCAs

respectively across seven implemented ML classifiers trained and tested with 8 and 4 HPCs. In

particular, we focus on analyzing the effectiveness of proposed ML-based micro AI countermeasures

by considering 8 and 4 HPC features, since most modern microprocessors deployed in edge platforms

are equipped with 8 to 4 HPC registers physically available on the chip to monitor the applications’

low-level behavior. It can be observed that reducing the number of HPC features from 8 to 4 has

a relatively minor impact on the accuracy of most ML classifiers investigated for both malware

and SCAs detection tasks. Therefore, to accordingly address the challenge of accurate runtime

attacks detection, we adopt the four most prominent HPC features to make the proposed micro

AI model applicable to most resource-limited edge platform architectures for both malware and

SCAs detection. As the results show, JRip and J48 models are the two classifiers achieving higher

detection accuracy > 90% for malware and benign classification. By comparison, all classifiers can

achieve a high accuracy > 90% except NaiveBayes, highlighting that due to the higher complexity

and variance, malware attacks require even a more careful analysis and selection of suitable HPCs

and micro AI model to accurately distinguish the malicious patterns from normal traces. We also

observe that SCAs detection accuracy is higher than malware detection accuracy with the same

number HPCs and classification mode. Based on prior literature [9, 109], we can conclude that

detecting malware is generally a more difficult task than microarchitectural side-channel attacks,
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where [9] for SCAs gives close 100% accuracy while malware gives 85% accuracy in [109]. Malicious

software attacks have continued to evolve in quantity and sophistication during the past decade.

Due to the ever-increasing complexity of malware attacks and the financial motivations of attackers,

malware trends are even recently shifting towards stealthy attacks by embedding the malicious code

inside the benign application for harmful purposes that could simply bypass the standard detection

mechanisms.

Table 4.9: False Positive Rate of various classifiers with 4 HPCs

Attacks NaiveBayes Logistic MLP SGD JRiP OneR J48

Malware(%) 56.3 49.1 48.8 53 13.1 16.1 12.7

SCAs 5.6 14.9 5.3 23.8 0.9 1.3 1.3

Table 4.10: F-measure of various classifiers with 4 HPCs

Attacks NaiveBayes Logistic MLP SGD JRiP OneR J48

Malware 0.685 0.696 0.698 0.671 0.91 0.879 0.917

SCAs 0.929 0.919 0.97 0.876 0.989 0.981 0.987

- False Positive Rate Table 4.9 presents the false positive rate of all ML classifiers investi-

gated in this work for malware and SCAs detection with 4 HPC features. For malware detection, we

observe that JRiP, OneR, and J48 achieve lower FPR than the rest four classifiers with J48 delivering

the lowest false positive rate of 12.7%. In addition, the proposed SCAs detection using various

classifiers gives a much lower false positive rate as compared to malware detection where JRiP,

OneR, and J48 achieve low false positive rates, 0.9%, 1.3%, and 1.3%, respectively. - F-Measure

F-measure (F-score) is interpreted as a weighted average of the precision (p) and recall (r) which is

formulated as 2×(p×r)
p+r . The precision is the proportion of the sum of true positives versus the sum

of positive instances, and the recall is the proportion of instances that are predicted positive of all

the positive instances. F-measure can be considered as a more comprehensive evaluation metric over

accuracy (percentage of correctly classified samples) since it accounts for both the precision and the

recall values. More importantly, F-measure is also resilient to class imbalance in the dataset, which

is the case in our experiments. Table 4.10 presents the F-measure results of all implemented ML
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a) malware detection

b) SCAs detection

Figure 4.12: ROC Curve and AUC values comparison across various classifiers

classifiers for malware and SCAs detection based on the top 4 HPC features. As seen, for malware

detection, J48 model gives the highest F-measure value, 0.917, followed by JRiP, having a similar

trend as accuracy. For the SCAs part, JRip gives the highest F-measure with 0.989 followed by J48.

Hence, it can be concluded that J48 and JRiP are the two classifiers capable of achieving a high

F-measure for both malware and SCAs detection.

- Area under the ROC Curve (AUC) Receiver Operating Characteristics (ROC) Curve

plots the fraction of true positives rate versus the fraction of false positives for a binary classifier.

The best possible classifier would thus yield a point in the upper left corner or coordinate (0,1)

of the ROC space, representing 0% false positives and 100% true positives. The Area under the

72



ROC Curve (AUC) metric corresponds to the probability of correctly identifying ”under attack”

and ”under no attack” and robustness is referred to how well the classifier distinguishes between

the two classes, for all possible threshold values. Higher AUC value represents better robustness

for the ML-based micro AI countermeasure. Due to space limitation and given that NaiveBayes,

Logistic, MLP, and SGD have resulted in lower detection accuracy for malware detection, their

ROC curve and AUC values are not presented in Figure 4.12-(a). Similar to the F-measure rate, we

notice in Figure 4.12-(a) that the OneR algorithm performs the worst in terms of ROC Curve for

malware detection having the biggest distance to point (0,1) among the three other ML models. In

comparison, the J48 classifier is closer to the coordinate (0,1) with a 0.939 AUC value, indicating a

higher true positive rate and less false positive rate compared with the other seven ML classifiers

evaluated in this work. Moreover, for SCAs detection, the ROC curve and AUC values of all seven

classifiers are presented in Figure 4.12-(b). The results demonstrate that most classifiers with 4

HPCs are able to give a high AUC value and among them, JRiP, MLP, and J48, can yield above

0.99 AUC value.

- Software Implementation and Efficiency Analysis The software implementation and

efficiency analysis are discussed in the section. As presented in Table 4.11, the seven classifiers

discussed in prior sections are implemented at the Linux kernel level on the Intel I5 processor to

evaluate the incurred software overheads. The overhead includes the time spent on reading the

HPCs and the time spent on executing the classifiers. Since Intel processors are equipped with

Turbo Boost technology, time measurement may suffer from time measurement error. Hence, we

disabled Turbo Boost and set CPU to governor mode with 1200MHz operating frequency to avoid

possible measurement errors. Performance counter reading overhead is negligible in kernel space

when monitoring a single core, but overall system overhead increases for monitoring processes

running on multiple cores, which may go up to as high as 20% depending on the frequency of

events that are being sampled. The results for software implementation overhead of these classifiers

show them to be slow with the execution time in the range of milliseconds, which is the order of

magnitude higher than the latency needed to capture malware at runtime. It is important to note

that several studied malware have execution time in the range of milliseconds or less, requiring fast

detection to prevent them from corrupting the system.

Furthermore, we demonstrate the efficiency, i.e., F-measure vs. latency, of all the seven
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a) malware detection

b) SCAs detection

Figure 4.13: Efficiency comparison across various classifiers with 4 HPCs

explored classifiers against malware and SCAs in Figure 4.13-(a) and Figure (b). A classifier

with a higher ratio is considered a more efficient detector than the classifier with a lower ratio.

As shown in Figure 4.13-(a) and (b), a clear trade-off is seen between detection rate and latency

achievable for hardware-assisted malware and SCAs detection. For malware, J48 and OneR give high

F-measure with 0.917 and 0.879 respectively, and incur the least computation overhead compared

to others. Though JRiP gives a higher F-measure than OneR, it incurs over 100 us computation

overhead. Similarly, ML classifiers such as MLP for SCAs achieve a high F-measure rate and

higher computational overhead. The techniques such as SGD and Logistic show relatively more

minor timing costs with low SCAs F-measure. While J48 and OneR having high F-measure with

above 0.98 F-measure are more suitable for highly resource-constrained embedded systems due to
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Table 4.11: ML classifier execution overhead

Classifier Latency(ms) Classifier Latency(ms)

SGD 0.652 NaiveBayes 0.802

OneR 0.653 MLP 0.87

Logistic 0.844 JRIP 0.653

J48 0.663

the smallest computational overhead. Clearly, the results show trade-offs between F-measure and

latency. Therefore, it is crucial to compare ML classifiers for effective SCAs detection by considering

all these parameters.

- Hardware Implementation As discussed, the software implementation of ML classifiers

for malware and side-channel attacks detection is slow in the range of hundreds of microseconds

which is an order of magnitude higher than the latency required to capture the malware at runtime,

making it less a practical and effective solution for effective runtime detection of attacks. In

this work, we implement the ML models on an FPGA to present the reduced latency and higher

efficiency of hardware implementations compared to the software implementations. FPGA is a

target in our study, as few modern microprocessors have provided access to on-chip FPGA units for

programmable logic implementation. In recent years, SoC FPGA has been widely studied in both

industry and academia [138,139], which integrates both CPU processor and FPGA into one device.

Such arrangement makes it feasible to implement reprogrammable low-level attack (e.g., malware

and side-channel attacks) detection logic of the adopted ML models which can detect the malicious

pattern by reading the CPU hardware performance counters through the shared memory bus. Under

such design, the communication latency is relatively minimal as compared to the execution time of

detecting malicious and benign programs and can be ignored. Hence, the total latency considered

in our work is the time spent for ML-based detectors on the target FPGA for detecting the attacks

and the communication latency was considered negligible as compared to hardware computational

latency of the ML-based detectors. To address this challenge, in this work, we develop a hardware

implementation of the adopted ML classifiers to analyze the efficiency of micro AI solutions for

securing edge devices. To this aim, we use Xilinx Vivado Design suite to synthesize ML classifiers
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for Xilinx Virtex 7 FPGA. Latency and power estimation are collected at 10ns clock cycle time.

The accuracy of ML classifiers is based on data collected at 10ms intervals using perf.

Therefore, when it comes to adopting effective AI/ML models for hardware implementation

in edge devices, the accuracy of an algorithm is not the only parameter in decision-making. This

motivates the analysis of effective micro AI solutions for on-chip intelligence. In these methods,

the design area and response time (latency) overheads of the ML classifiers also play a crucial role

in selecting the cost-efficient hardware solution, particularly in edge devices considered emerging

resource-limited computing systems. While complex algorithms such as MLP and Logsitic could

provide higher detection accuracy, they would add considerable hardware overhead and imple-

mentation cost to the design. In addition, given their complexity, they can be slow in detecting

malware. All these factors would make such heavyweight ML models less suitable for micro AI-based

countermeasures for on-chip intelligence in edge devices.

Table 4.12 presents the hardware implementation costs for various ML classifiers used for

hardware-assisted malware and side-channel attacks using the 8 and 4 most important HPCs. The

latency unit is represented by the number of clock cycles (cycles @10 ns) required to classify the

input vector. The unit for power consumption is Watt.

As seen, the NaiveBayes and MLP models, as expected, result in a significant area, power

consumption, and latency overhead, as compared to other ML methods across both 8 and 4

HPC-based detectors. Moreover, JRip classifier delivers the most efficient implementation costs as

compared to other algorithms. This highlights the cost-efficiency of JRip algorithm, particularly

using 4 HPC features, for building an efficient micro AI countermeasure and on-device intelligence

against emerging malware and SCAs. Clearly, the results show some trade-offs between accuracy,

latency, and area overhead. Therefore, it is vital to compare classifiers by taking all of these

parameters into consideration.

4.3 Conclusion

The ever-increasing complexity of modern computing systems especially embedded systems

and Internet-of-Things (IoT) devices, has led to the growth of security vulnerabilities, making such

systems appealing targets for increasingly sophisticated cyber-attacks. The limited computation

and power resources further increase the difficulty of designing detection modules on edge devices.
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Table 4.12: Hardware implementation results of ML-based micro AI countermeasures

Number of Features Classifier Latency(cycles@10ns) Power(W) Area(LUTs+FFs+DSPs)

8 HPCs

NaiveBayes 233 1.34 58177

Logistic 68 0.63 13041

JRIP 4 0.436 1504

J48 9 0.436 1801

SGD 34 0.444 2556

OneR 1 0.324 1258

MLP 302 1.03 36252

4 HPCs

NaiveBayes 90 1.12 56633

Logistic 59 0.54 11815

JRIP 2 0.35 156

J48 3 0.34 584

SGD 22 0.36 2466

OneR 1 0.18 292

MLP 102 0.84 25667

In this chapter, we first present the detection module in autonomous vehicles as a case study by

investigating the hardware-level features and ML classification models. The reliance of autonomous

driving systems on computer systems to sense and operate in the physical world has introduced

novel security challenges at the hardware level that need to be explored in a systematic way. As a

result, we propose a highly accurate ML-based detector trained with microarchitectural features

against emerging side-channel attacks. And then, we extend the work and propose an accurate and

cost-efficient micro AI-enabled countermeasure for securing emerging edge devices against emerging

malware and side-channels attacks using processors’ HPCs data. To this aim, we comprehensively

explore the suitability of applying various types of ML classifiers for hardware-assisted malware and

side-channel attacks detection by precisely comparing them in terms of detection accuracy, F-measure,

AUC metric, latency, power consumption, and hardware overheads. Given the implementation cost

of on-chip HPCs and their limited availability and accuracy, the results of this research will help

the designers in making effective architectural decisions on the number and types of HPCs needed

to implement in future architectures and to better realize the challenges of leveraging micro AI

solutions at the hardware level to most effectively improve the performance of ML classifiers for

detecting the malicious software.
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Chapter 5

Side-Channels Mitigation via

Randomization and Obfuscation

Cache hierarchy was designed to allow CPU cores to process instructions faster by bridging

the significant latency gap between the main memory and processor. In addition, various cache

replacement algorithms are proposed to predict future data and instructions to boost the performance

of the computer systems. However, recently proposed cache-based Side-Channel Attacks (SCAs)

have shown to effectively exploiting such a hierarchical cache design. The cache-based SCAs are

exploiting the hardware vulnerabilities to steal secret information from users by observing cache

access patterns of cryptographic applications and thus are emerging as a serious threat to the

security of the computer systems. Prior works on mitigating the cache-based SCAs have mainly

focused on cache partitioning techniques and/or randomization of mapping between main memory.

However, such solutions though effective, require modification in the processor hardware which

increases the complexity of architecture design and are not applicable to current as well as legacy

architectures. In response, this chapter explores the feasibility of adjusting existing system and

hardware settings to pollute SCAs’ observations with no hardware redesign overhead for current

as well as legacy architectures. Based on the finding and SCAs detection work in Chapter 3, we

further design a detection-mitigation approach to effectively mitigate the impact of side-channel

attacks on last-level caches with minor performance overhead.
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5.1 Background

5.1.1 Cache Hierarchy

Main memory is an off-chip memory with large latency of accessing data compared to

the performance of processing cores. As a result, cache subsystem have been designed to bridge

the latency gap enhancing the processing speed. Since in this work, the Intel core-I5 processor is

deployed as the experimental platform, here we show the cache hierarchy of this processor in Figure

5.1. As depicted, each core has two L1 caches, one for caching instruction and the other one for

caching data with 32 KB size. Each L2 cache with 256 KB is dedicated to one core which are not

shared among cores while last level cache (LLC) or L3 cache is shared among all processing cores.

Due to the large data size of L3 cache, Intel CPUs divide LLC into several slices as shown in Figure

5.1 which can be accessed concurrently and each core is connected to their own slice while they still

have access to others through a ring bus interconnection [120, 140]. In order to balance the load

between different slices, Intel employs an unpublished hash function to decide which slice a physical

address belongs to.

All caches are organized in fixed-size B bytes line (64 bytes in this work) which is also

the unit of allocation. The Intel I5 architecture adopts set-associative as cache-memory placement

strategy which means all cache is organized as S sets of W lines, called a W-way set-associative

cache [1, 120]. As shown in Figure 5.2, the lowest-order bits of address are called the line offset and

used to locate data in the cache line with size of log2B; the set index is adjacent to line offset and

the number of bits is decided by line size (log2 S; the highest order bits are used as a tag for each

cache line and identify whether one of the cache lines of the W lines is a cache hit. After the Sandy

Bridge microarchitecture, last level cache are sliced and each address is transferred to a ”slice id”

with the usage of an unpublished hash function [1, 120].

5.1.2 Prefetcher Functionality

To further reduce the large main memory access latency, prefetcher units are designed in

modern microprocessors that are responsible for fetching the data (as well as instructions) that will

be more likely accessed in near future and bringing them from off-chip main memory to the on-chip

cache memory [141–145]. In addition, various prefetching policies have been proposed to achieve a
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Figure 5.1: Cache architecture

Figure 5.2: Address indexing [1]

Prefetcher Description

DCU Hardware prefetcher which fetches the next cache line into L1 data cache

DCU IP prefetcher Uses sequential load history to determine whether to prefetch

the next expected data into L1 cache from memory or L2

L2 hardware prefetcher Fetches additional lines of code or data into the L2 cache

L2 adjacent cache line prefetcher Fetches the cache line that comprises a cache line pair (128

bytes)

Table 5.1: 4 Prefetchers in Intel Computer Architecture

high performance and low prefetching cost, such as Stride [146] and GHB D/GC prefetching [144]

schemes. As listed in Table 5.1 there exists four major prefectchers units in various Intel processor

architectures such as Nehalem, Westmere, Sandy Bridge, Ivy Bridge, Haswell and Broadwell. DCU

Prefetcher which is known as an streaming prefetcher unit fetches next cache line in advance from
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lower cache hierarchy or main memory when multiple loads from the same cache line are detected

and completed within a certain time period. Such design policy is suitable for regular data accessing.

DCU Prefetcher stores former instruction pointer history and predicts the next data expected to be

accessed, and then fetchesthe data from L2 cache or the main memory. On the other hands, L2

Hardware Prefetcher primarily monitors the pattern of data access and prefetches data at address

X+2 from memory to L2 cache when data at address X and X+1 is requested. In addition, L2

Adjacent Cache Line Prefetcher is responsible for fetching the cache line to form a cache pair (128

bytes) from main memory. If this prefetcher is disabled, only one cache line (64 bytes) will be

fetched when it is requested by the processor.

As shown in Table 5.1, there exist four prefetchers units in various Intel processor architec-

tures such Nehalem, Westmere, Sandy Bridge, Ivy Bridge, Haswell, and Broadwell. On each core,

there is a Model Specific Register (MSR) with the address of 0x1A4 that can be used to control

the 4 prefetchers [147]. Bits 0-3 of the MSR are used to control functionality of the prefetchers.

When the corresponding bit is set to 1, the prefetcher is disabled; otherwise, it is enabled. The

value of the register can be changed either through the BIOS setting or directly writing a value to

the register. In this work, we perform the latter method and change the functionality of prefetchers

randomly during the execution of victim applications.

5.1.3 Prime+Probe Attack

The Prime+Probe attack contains two steps: 1) ”prime”: evicting cache sets that consist

of victim’s data with potential conflicting memory blocks; 2) ”probe”: accessing data of the

memory blocks and measuring the access time. Compared to L1 Prime+Probe, L3 last level cache

Prime+Probe attack is a more challenging side-channel attack due to the fact that L3 cache has a

much larger size (6MB in this work) with higher latency compared to L1 cache, which makes the

probing phase a more difficult and time-consuming process. Furthermore, current Intel processors

divide the last level cache into different partitions each connected to different cores, hardening the

recovery of mapping address by the attacker. Hence, L3 Prime+Probe attack firstly attempts to

findpotential conflicting cache sets to narrow down the scope of Probing step and achieve high

attack resolution, which is a critical step for successful attacks.For the ”Probing” step, it randomizes

eviction sets to eliminate the influence of prefetchers and re-access memory lines. Since in this work
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we are focusing on Prime+Probe attack as case study, below we briefly describe the important

steps for finding potential conflicting cache sets used in [1] which proposed and implemented L3

Prime+Probe.

• Step 1. Build a Large Page. Large page size can eliminate the need of address translation.

Setup potential conflicting memory lines.

• Step 2. Expand. Iteratively add lines to the subset initialized as an empty subset as long

as there is no self-eviction. Self-eviction is detected by priming a potential new member,

accessing the current subset and timing another access to the potential new member.

• Step 3. Contract. Iteratively remove lines from the subset checking for self-eviction.

• Step 4. Collect. Scan original set, looking for members that conflict with the contracted

subset.

• Step 5. Repeat until the original set is (almost) empty.

Figure 5.3: SCA probing time comparing 1600MHz and 3200MHz

5.1.4 Motivation

System Level Parameter Adaptation: Frequency

According to a recent study [1], the threshold should be set depending on the platform

and frequency used, e.g., 700 cycles for the server under 2900 MHz and 400 cycles for the desktop

under 3200 MHz. To highlight the influence of frequency scaling, the Probing results is plotted

under 1600 MHz and 3200 MHz in Figure 5.3. In Figure 5.3, X-axis represents the cache set, and
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Y-axis represents the accessing time in the unit of cycles. It observes that 700 cycles-per-accessing

belongs to ”long accessing time” (cache miss) under 3200MHz while it belongs to ”short accessing

time” (cache hit) under 1600MHz. It finds that the L3 cache hit threshold cannot separate the

probing results highlighted in the rectangle region in the figure. Frequency randomization makes it

difficult for the attacker to distinguish which cache set has been accessed.

a) Prefetchers under no adaptation

b) Prefetchers with adaptation

Figure 5.4: The impact of hardware prefectchers adaptation across two separate cache traces

Architecture Level Parameter Adaptation: Prefetchers

Prefetcher units are developed in modern microprocessors that are responsible for fetching

the data/instructions predicted to be accessed in near future references [141–145]. As shown in

Table 5.1, there are four prefetchers units implemented in various Intel processor architectures. The

functionality of each prefetcher can be changed either through the BIOS setting or by directly writing
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a value to the register [147]. In this work, we perform the latter method to randomize the functionality

of prefetchers during run-time. Moreover, implementation of cache-based SCAs like L3 Prime+Probe

leverages a randomizing function for accessing memory to avoid being influenced by prefetchers.

However, such methods are effective only when prefetchers are enabled or disabled constantly.Thus,

here we examine the impact of randomly enabling prefectchers in SCAs’ observations.

In Figure 5.4-(a) and Figure 5.4-(b), X-axis represents the cache set, and Y-axis represents

the accessing time in the unit of cycles. Prime Probe is executed twice, and two cache accessing traces

are collected with the same frequency setting at 3200 MHz. As shown in 5.4-(a) without prefetchers’

randomization, in most cases, the two samples’ traces overlap with each other, indicating that the

attacker can deduce cache pattern of victim applications with multiple cache traces and remove

noise. Figure 5.4-(b) shows the probing results of two samples under prefetchers’ randomization

(when prefetchers are randomly enabled or disabled). It notices that two traces vary significantly

over the accessing time, and no specific cache access pattern can be identified. Thus, randomly

enabled prefetchers can add more noises to cache access traces that attacker observes.

5.2 Mitigating Cache-Based Side-Channel Attacks through Ran-

domization: A Comprehensive System and Architecture Level

Analysis

With increasing computation and performance demand, various components are proposed

and deployed in processor architecture to boost performance, such as cache, branch predictor, out-

of-order execution just to name a few. Despite the provided performance benefits, these solutions

also causes new microarchitectural vulnerabilities which have been exploited by new type of attacks.

Such Side-Channel Attacks (SCAs) observe side-channel information by causing interference and

induce infer sensitive information and confidential data.

Timing-based cache side-channel attacks [1–3,21,113,114] exploit the accessing time gap

between the on-chip caches and main memory, and collect cache hit/miss traces based on various

accessing times. By analyzing the traces, the attacks can infer sensitive information according

to cache traces and the knowledge captured from the cryptographic algorithm. For instance,

Flush+Reload side-channel attacks highly relies on the assumption that the victim and the attacker
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share the same memory space and utilizes the cache-access timing information to retrieve the secret

key from the system. Attacks such as Prime+Probe [1] supersedes the Flush+Reload attack and

does not require any shared memory space with the victim to extract sensitive information. Due to

the invisibility, feasibility and capability to expose and extract the secret keys in the cache-based

SCAs, there is an urgent need to address the security risks posed by such attacks in present computer

systems as well as legacy systems.

To cope with the challenges introduced by the cache-based SCAs, prior works have proposed

various mitigation approaches to enhance the security and protect computer systems against side-

channel attacks and information leakage. Some researches propose techniques to design software

to avoid sensitive information leakage [52,148–150]. In these techniques, by unifying control flow

or bitsliced implementation of cryptographic applications, they can protect sensitive applications

from being observed by side-channel information. However, general applications are still under

SCAs threats. What’s more, the microarchitectural details and Instruction-Set Architecture (ISA)

implementations are a significant obstacles for software developers. Hence relying on software

developers adopt new techniques to eliminate side-channel information leakage is not practical.

Some other researches have proposed architecture-dependent solutions to mitigate the

side-channel attacks and protect the computer systems in which they are mainly relied on designing

new architecture or modify the existing architecture. Such techniques consist of two major directions

including 1) Cache partitioning [22, 24, 53] and 2) randomizing memory and cache mapping [23]

The first approach is based on dividing the entire cache sets into different blocks which could

potentially prevent the cache-based SCAs from interfering the victim applications. As a result,

attacks do not have access to cache pattern of observing users’ applications. The latter approach

is based on randomizing cache placement and access patterns [25,26] that attempts to make the

mapping between memory addresses to cache indices unpredictable, hindering attacks from stealing

information. However, it is notable that these SCA mitigation methods are mostly proposed as

an architectural level solution which require design modifications to protect future architectures,

and they are not applicable to current as well as legacy architectures since they require hardware

redesign efforts. This highlights the importance of proposing an efficient and low-cost mitigation

methodology which does not require any new hardware design or modifications and also can be

applied to general-purpose applications without the need to alter the existing software.
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In response to these challenges, in this work we propose a novel and lightweight randomization-

based SCA mitigation methodology which is based on the knowledge of two important characteristics

of cache-based side-channel attacks including a) accessing time to determine cache hit/miss; b)

obtaining cache pattern with limited noises according to cache hit/miss. To this aim, we pro-

pose a comprehensive system (CPU frequency) and architecture (prefetchers) level randomization

methodology to efficiently mitigate the impact of side-channel attacks on last-level cache eliminating

the need to modify the cache architecture and no requirement for hardware redesign effort. The

rationale behind our proposed solution is that the CPU frequency can influence accessing time and

hardware prefetchers can cause cache eviction that could potentially add noise in victims’ cache

pattern. To this aim, by carefully adapting the processor frequency and prefetchers operation and

adding proper level of noise to the attackers’ cache observations, we attempt to change the attackers’

observation from victim application’s cache access pattern and protect the critical information from

being leaked. Our proposed randomization methodology indicates that scaling frequency can change

the attackers observation by changing the cache accessing time, indicating the possibility of hiding

victim cache trace and protecting victims’ information from being leaked. In order to show the

effectiveness of our proposed mitigation methodology, L3 Prime+Probe [1] is employed as a case

study since this attack does not require shared processor core or memory, and poses a greater threat

compared to other cache-based SCAs.

5.2.1 Proposed Methodology

In this section, we present the details of the proposed randomization methodology for

mitigating the cache-based side-channel attacks by adapting the frequency and prefetchers in modern

computer systems as well as legacy systems.

Hardware Platform

In this work, all experiments are conducted on an Intel I5-3470 processor with Ubuntu

16.0.4 LST operating system with Linux kernel 4.13. In Intel I5-3470 on-chip cache memory

subsystem, while L1 and L2 caches are exclusively separated, and L3 cache memory is inclusive and

shared among all cores meaning that flushing out the data in the last level cache could also remove

the data in L1. The inclusiveness of L3 cache provides a potential vulnerability for LLC attacks

86



Table 5.2: Hardware Platform

Processor Intel I5-3470 CPU, single socket-4 cores

Frequency 1.6-3.2GHz

L1i Cache 32KB

L1d Cache 32KB

L2 Cache 256

L3 Cache 6144KB

Memory Capacity 8GB DDR3

to be exploited. The details of cache hierarchy are given in Table 5.2. Following, we will further

introduce the scenarios for different frequency scaling and prefetchers activation settings considered

in our experimental setup as shown in Table 5.1.

Table 5.3: Experiment Scenarios

Scenario Frequency Prefetchers

A 3200MHz All Enabled

B1 1600∼3200MHz All prefetchers Enabled

B2 2200∼3200MHz All prefetchers Enabled

B3 2600∼3200MHz All prefetchers Enabled

C1 3200MHz DCU prefetcher Enabled

C2 3200MHz DCU IP prefetcher Enabled

C3 3200MHz L2 hardware prefetcher Enabled

C4 3200MHz L2 adjacent cache line prefetcher Enabled

D 2600∼3200MHz DCU IP prefetcher Enabled

Randomization Scenarios

Here, we introduce the studied scenarios for exploring the impact of randomizing prefetch-

ers as an architecture-level and processor frequency as a system-level parameter on securing the
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Figure 5.5: Group size of potential eviction sets (ranging from 0∼9) comparisons among A, B, C

and D experiment scenarios

computer system against SCAs. By accounting for various randomization combinations, we attempt

to conduct L3 Prime+Probe as a case study to collect observable cache patterns in which the

attacker tries to obtain and extract sensitive information. In this work, the cache patterns will be

employed to analyze the effectiveness of the proposed methodology. In addition, all experimented

settings are listed in Table 5.3.

Scenario A: In order to obtain cache pattern information with less noise, Prime+Probe fixes

frequency and avoids fluctuation in accessing cycles resulted from different frequencies. Hence,

in scenario A we fix frequency to 3200MHz and enable all prefetchers. Scenario A is used as a

comparison baseline with other randomization cases.

Scenario B1∼B3: Scaling frequency can change accessing time used by attackers to determine

whether cache sets are accessed by the victim or not. Since scaling frequency changes applications’

execution time (performance), we choose three ranges to evaluate the influence of scaling frequency

values on victim’s cache pattern and performance including 1600MHz ∼ 3200MHz, 2200MHz ∼

3200MHz, and 2600MHz ∼ 3200MHz as listed in Table 5.3. It is notable that the larger the range

is, the slower the performance becomes, since applications will be executed under lower frequency.

Scenario C1-C4: As mentioned, the Intel I5 cores have 4 prefetchers that can be enabled or

disabled by writing the value to the memory address of 0x1A4 [120]. In these experiments, each of

the four studied scenarios only enables one prefetcher for a random interval. Under such scenarios,
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a) A: fixed frequency with

enabled prefetchers

b) B1: randomized frequency

within 1600MHz ∼ 3200MHz

and enabled prefetchers

c) B2: randomized frequency

within 2200MHz ∼ 3200MHz

and enabled prefetchers

d) B3: randomized frequency

within 2600MHz ∼ 3200MHz

and enabled prefetchers

e) C1: fixed 3200MHz frequency

with DCU prefetcher adaptation

f) C2: fixed 3200MHz frequency

with DCU IP prefetcher

adaptation

g) C3: fixed 3200MHz frequency

with L2 hardware prefetcher

adaptation

h) C4: fixed 3200MHz frequency

with L2 adjacent prefetcher

adaptation

i) D: randomized frequency

within 2600MHz ∼ 3200MHz

with C2

Figure 5.6: AES cache access heatmap under different randomization cases (A, B, C and D)

the prefetched data will pollute attacker observations since some data will be evicted due to the

prefetching process. To this aim, four scenarios are devised to evaluate the effectiveness of hiding

the victim’s cache pattern for different prefetchers.

Scenario D: In this scenario which is considered as the combined scenario for adapting frequency

and prefetchers, the least frequency scaling range and the most effective prefetcher to hide victims’

cache pattern are tuned concurrently. The prefetcher size is chosen based on the result of C1 ∼ C4.

Experimental Methodology

As mentioned before, last level cache Prime+Probe attack is used as a case study to

evaluate the effectiveness of our proposed approach. Due to the behavior of L3 Prime+Probe attack,

here we evaluate the randomization influence based on two important factors including the size of

eviction sets and probing results. To this aim, two different experimental methodologies are adopted

and detailed below: - Eviction Set-based Analysis For thoroughly analyzing the eviction sets results,

we have considered three different applications running at the same time including a) victim; b)

89



attack, where the potential eviction sets are built first and then probing the potential eviction

sets takes place; and c) applying various randomization scenarios for SCA mitigation (discussed in

Section 5.2.1). As a result, eviction sets building process will be under randomization influence and

the group size of eviction sets can be successfully collected. - Probing-based Analysis As mentioned

earlier, influence on eviction sets needs to be removed to obtain the impact of probing results. For

this purpose, in our comprehensive analysis, various randomization scenarios begin after building

the eviction sets step, and victim and attack applications are executed concurrently. As a result,

once the attacker prepares the eviction sets, probing and randomization scenarios start concurrently.

5.2.2 Experimental Results and Evaluation

In this section, we present the experimental results and evaluation analysis of the proposed

randomization-based SCA mitigation methodology. As described in the proposed methodology, we

extract eviction set size and probing phase results of scenario A, and compare it with randomization

cases (B, C, and D) to effectively analyze the level of noise added in attackers’ observed information.

a) A: fixed frequency with

enabled prefetchers

b) B1: randomized frequency

within 1600MHz ∼ 3200MHz

and enabled prefetchers

c) B2: randomized frequency

within 2200MHz ∼ 3200MHz

and enabled prefetchers

d) B3: randomized frequency

within 2600MHz ∼ 3200MHz

and enabled prefetchers

e) C1: fixed 3200MHz frequency

with DCU prefetcher adaptation

f) C2: fixed 3200MHz frequency

with DCU IP prefetcher

adaptation

g) C3: fixed 3200MHz frequency

with L2 hardware prefetcher

adaptation

h) C4: fixed 3200MHz frequency

with L2 adjacent prefetcher

adaptation

i) D: randomized frequency

within 2600MHz ∼ 3200MHz

with C2

Figure 5.7: RSA cache access heatmap under different randomization cases (A, B, C and D)
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Eviction Sets-based Randomization

AES and RSA applications under L3 Prime+Probe are executed under all nine scenarios

and different group sizes of eviction cache sets are collected. In order to effectively avoid from

possible noises in the results, the attack is executed one hundred times. Figure 5.5, depicts the

eviction sets results ranging from 0 to 9 across various randomization scenarios. As shown, X-

axis represents different scenarios and Y-axis represents the number of eviction sets group size.

- Frequency Randomization Analysis For scenario B1 under frequency randomization, the result

depicted in Figure 5.5 shows that there is a 50% possibility that the attacker builds 0 eviction set,

indicating that the attacker is not able to find eviction sets and the attack will not be successful.

Furthermore, a large percentage (above 40%) of samples group size is below or equal to 3, indicating

a high possibility of missing the real conflict cache set. However, reducing scaling range (B2 and

B3) decreases the effectiveness of causing the failure of building eviction sets. This fact indicates

that scaling frequency with large range can confuse cache hit/miss during the time that attacker

application is building eviction sets. For all three frequency scaling scenarios, eviction sets are all

lower than scenario A. There exist two main reasons for this phenomenon. First, scaling frequency

withholds the execution of attackers programs making some of the attackers’ cache sets to be evicted

due to frequency scaling. Secondly, scaling frequency changes the execution performance of both

victims and attackers instructions, which results in the wrong conflict eviction set found in Step 2,

Expand. As a result, once the attacker expands the cache sets by re-accessing the cache sets to find

the conflicts, this process can misguide the attacker’s observation in identifying the potential victim

sets to comprise the security of the system.

- Prefetchers Adaptation Analysis Similarly, Figure 5.5 compares eviction group size of

under C1∼C4 scenarios. As can be seen, nearly 10% of samples are 0 meaning that no potential

eviction set is found and the attack can not proceed. It can also be observed that the group sizes of

100 samples are evenly distributed across 1∼7 eviction sizes. This will result in two observations

that affect the success of attacks in leaking information. First, the attacker can miss the actual

conflict cache lines. Second, the attacker is not able to collect the aligned cache traces each time

while L3 Prime+Probe requires 300∼1000 sample traces [1]. Furthermore, it is notable that different

prefetchers components have a relatively similar effect on evictions sets building results. Our

comprehensive analysis shows that compared with frequency scaling, adapting prefetchers is less
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effective in preventing attackers to identify potential conflicts for mitigating the attacks. This

is because prefetchers can only change instructions’ execution of victim and attack applications

running on the system when requested data is being fetched in advance. That being said, prefetchers

adaptation still shows high effectiveness for causing a disturbance in attackers observation.

- Analysis of Concurrent Adaption of Frequency and Prefetchers Scenario D contains both

frequency scaling and prefetchers adaptation. As shown in figure 5.5, the distribution shows a more

similar trend to the one observed in scenario C in which around 20% of the SCA attacks are failed

due to the failure of building potential conflict sets.

Probing Results

According to the behavior of L3 Prime+Probe attack, we probe the potential conflicting

cache set (eviction cache set) and use heatmap analysis to examine the victim applications’ cache

accessing pattern. RSA and AES are used as victim applications. To show the probing results

which can not be separated with the threshold, the heatmaps are plotted with 400 cycles suggested

in [1] for the hit/miss threshold. As shown in Figure 5.6 and Figure 5.7, black blocks represent

cache misses, meaning that victim accessed the cache set; white blocks represent cache hit that

corresponds to the case in which the victim did not access the cache set. Hence, the attackers need

to obtain more clear black blocks to find out the cache access pattern of the victim application for

leaking information.

- Frequency Randomization Analysis As shown in the results, as compared to scenario A,

both Figure 5.6-b), c) and d) and Figure 5.7-b), c) and d) show that the trace of victim has been

significantly polluted with cache misses resulted by the frequency randomization. Furthermore, it

can be observed that the larger the gap of frequency scaling range is, the higher noise the victims’

cache trace has. Comparing B1, B2 and B3 in both figures depicts that scaling frequency from

1600MHz to 3200MHz can obtain higher noise and hide victim cache access pattern more efficiently.

Such a phenomenon is because scaling frequency can change cache accessing time and mislead

attackers leading them to identify cache hit/miss incorrectly. In addition, by increasing the gap,

cache hit under low frequency and cache miss under high frequency are more likely to overlap,

making cache traces contaminated. In all three frequency randomization scenarios (B1, B2, and B3)

for both AES and RSA applications, no victim cache access pattern can be found, indicating that
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the attackers are not able to infer victim’s secret information.

- Prefetchers Adaption Analysis Both Figure 5.6 and Figure 5.7 illustrate cache traces under

different prefetcher settings. Generally, our comprehensive analysis across various configurations

and scenarios indicates that randomly enabling/disabling different prefetchers (C1∼C4) results

in less contamination of cache traces compared to frequency scaling. This is due to the fact that

prefetcher units can only evict cache sets while scaling frequency influences all cache sets accessing

time. Among all prefetchers, it can be found that DCU IP prefetchers adaptation (C2) is the most

effective one compared to the other scenarios. Hence, in our optimal case study (Scenario D), DCU

IP prefetcher is chosen as the target prefetcher unit to be tuned concurrently with frequency.

- Concurrent Adaption of Frequency and Prefetchers As can be observed from the results,

for both AES and RSA benchmarks, cache traces resulted from optimal scenario of D in which both

frequency and prefetcher units are selected at their optimal values, the concurrent adaptation shows

more efficiency than the conditions of scaling frequency or adapting DCU IP prefetcher solely. The

pollution extent of D is similar to the B1 scenario, indicating scaling frequency with a smaller range

by adding prefetcher adaption.

Figure 5.8: A ∼ D execution time and performance overhead where A ∼ D is normalized by A

Scenario A B1 B2 B3 C1 C2 C3 C4 D

Error Rate 6% 17% 41% 53% 32% 37% 29% 30% 58%

Table 5.4: Error Rate of Flush+Reload recovered key
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Flush+Reload Analysis and Discussion

In addition to Prime+Probe, we also test the proposed randomization strategy on

Flush+Reload side-channel attack and evaluate the effectiveness of randomization for mitigat-

ing shared memory based SCAs.

Flush-Reload [2,74,75] exploits the weakness of page de-duplication and monitors memory

access lines in shared memory pages. This attack flushes out the victim data in the cache and

waits for the victim application execution. The attacker then reloads data by accessing them and

measures the accessing time. If accessing time is shorter, it infers the data has been accessed by the

victim, otherwise, it is concluded that the data has not been accessed by the victim application.

Since Flush+Reload already has the knowledge of victim’s memory access, it only monitors the

certain position in the cache. In our experiments, we have considered reduce, divide, and multiply as

three operations under spy for Flush+Reload attacks RSA. Hence, there is no building eviction sets

and probing parts. Due to space limitation, here we only report the error rate results to evaluate the

effectiveness of our proposed mitigation methodology on the Flush-Reload attack. As shown in Table

5.4, the error rate of recovered keys under randomization (Scenarios B/C/D) increases significantly

compared to the obtained error rate under Scenario D. This observation indicates the effectiveness

of proposed methodology to protect system from Flush+Reload SCA. In addition, it is noticeable

that the randomization Scenario D with the error rate of 58% outperforms all other scenarios in

terms of error rate. Overall, since Prime+Probe and Flush+Reload represent non-shared memory

cache-based SCA and shared memory cache-based SCA, respectively, it is safe to conclude that

the proposed randomization methodology in this work can be further applied to other cache-based

SCAs, like Flush+Flush, etc. with minimal modification and overhead.

Performance Overhead Analysis

In this section, we choose MiBench [82] benchmark suites to evaluate the performance

overhead of applications caused by randomizing frequency and prefetchers in terms of application

execution time. In order to eliminate the influence of random noise on execution time caused by

system scheduling, etc., each application from the benchmark under the eight scenarios is executed

100 times to avoid the interference of random noises. Figure 5.13 shows the arithmetic average

execution time and performance overhead where A to D settings are normalized by the execution
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time of A.

From Figure 5.13, it can be observed that scaling frequency with largest range (Scenario

B1) causes highest performance overhead (around 40%) compared to the lowest overhead case study

which is Scenario A. As shown in Figure 5.13, by reducing the frequency scaling range (Scenarios

B2 and B3), the performance overhead decreases to 23% and 18% highlighting the effectiveness of

adapting frequency in lower range for efficient SCA detection and mitigation. Another interesting

observation is that the DCU IP prefetcher in Scenario C2 has shown more influential performance

reduction to applications’ performance as compared to three other Scenarios (C1, C3, and C4). As

depicted, under C2, performance overhead is 27% while the remaining three prefetcher adaptation

scenarios achieve nearly 20% overhead. On the other hand, Scenario D has shown slightly higher

overhead than adapting DCU IP prefetcher (C2) because applications are executed in high (3200MHz)

and low frequency (2600MHz) with substantial frequency gap in between. Compared to closest

state-of-the-art work [54], our proposed randomization methodology in this work based on frequency

scaling and prefetchers adaptation, achieves significantly lower performance overhead, reducing the

overhead from 32.66% to around 20% of performance loss. Furthermore, the proposed randomization-

based solution can be effectively adopted only when victim applications are executed which are the

target of side-channel attacks.

Table 5.5: Comparison of the recent works on SCAs protection (Red color indicates drawbacks of

the work)

Prior Works
Detection Metrics Mitigation Metrics

HPCs Evaluation Required SCAs’ Code Latency False Alarm Solution New Architecture Performance Overhead Application Modification

CloudRadar [9] Yes Yes 100s-5000s No No mitigation module

Real-Time Detection [151] No Yes 1.5 2.4s No No mitigation module

Nights-watch [17] No No No Mentioned No No mitigation module

Cacheshield [19] No No 11 ms-24ms No No mitigation module

CPU Elasticity [54] No detection module No 32.66% No

FLUSH+PREFETCH [152] No detection module No Not Mentioned No

Random Fill [26] No detection module Yes No Mentioned No

Catalyst [22] No detection module Limited Architectures 0.16%-17.6% No

★ Hybrid-Shield Yes No 500 µs−5ms Yes No 15% No
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5.3 Accurate and Efficient Cross-Layer Countermeasure for Run-

Time Detection and Mitigation of Cache-Based Side-Channel

Attacks

In this chapter, Section 5.2 shows the effectiveness of randomizing the settings of frequency

and hardware prefetchers for polluting the SCAs’ pollution. However, the high performance overhead

incurred by frequency adjustment and prefetchers’ adaptation limit the deployment of the light-weight

mitigation approach. In response to the challenges above, this work proposes the Hybrid-Shield, an

accurate and efficient cross-layer countermeasure for run-time detection and mitigation of cache-

based side-channel attacks. For the detection stage, microarchitectural information of victim under

attack and under no attack conditions is collected for training and testing ML classifiers. The

ML-based detectors are then deployed to facilitate an effective run-time SCAs detection using only

the HPCs features of victim application with high prediction accuracy and low instance level false

alarm rate. For the mitigation stage, Hybrid-Shield offers a lightweight system and architecture level

randomization technique to effectively mitigate the security threat from SCAs with no hardware

redesign overhead. To this aim, by carefully adapting the processor frequency and prefetchers, a

proper level of noise is added to the attackers’ cache observations, protecting the critical information

from being leaked. Table 6.1 characterizes the existing countermeasure techniques to combat the

challenges of SCAs and further highlights the contributions of our proposed work. Hybrid-Shield

eliminates the need for side-channel attacks’ HPCs information, supports an effective false alarm

minimization method, and does not require additional architecture modification for SCAs mitigation

with less performance overhead.

Contributions. The main contributions of this work are summarized as follows:

• To eliminate the influence of untrustworthy attack’s HPCs, Hybrid-Shield first attempts to

detect SCAs based on only victim applications under two conditions: 1) Victim under Attack

(VA), and 2) Victim under No Attack (VNA).

• Various ML classification algorithms are explored to find the most accurate classifier for

detecting SCAs.

• A customized set of HPC features and False Alarm Minimization (FAM) are proposed to
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Figure 5.9: Overview of Hybrid-Shield

improve the detection accuracy while lowering the false alarm rate.

• Hybrid-Shield is further equipped with a comprehensive system and architecture level random-

ization solution to mitigate the SCAs on last-level caches efficiently.

5.3.1 Proposed Methodology

To combat the cache-based SCAs, Hybrid-Shield includes a run-time detector that identifies

the SCAs in the system. It then activates a mitigator module after receiving an attack alarm by

randomizing a system (frequency) and adapting architecture level (prefetchers) parameters. In

particular, each victim application is executed on a fixed core and HPCs are collected when the

victim is running, as shown as Step 1 in Figure 5.9. Next, as depicted in Step 2 in Figure 5.9, the

collected HPC data is fed to a trained ML based detector which decides if the victim application

is under attack. If the detection result is ”under attack”, then as shown as Step 3 in Figure 5.9,

the mitigator randomizes the settings of frequency and prefetchers to mitigate the impact of the

detected SCA. Such randomization-based adjustment contaminates the cache traces and makes

attacks effectively blind.

Threat Model

As for the threat model in our experiments, we consider multi-core computing environments

that use the inclusive (L3 cache) and the non-inclusive cache memories (L1/L2 cache) on the Intel
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architecture, in which benign and malicious processes deploy shared libraries. It is assumed that the

environment is Linux-based single OS environment, and both victim and attack applications reside in

the same physical machine, either running on the same core or different processing core. The system

could face side-channel attacks comprising of shared-memory based attacks ( e.g. Flush+Reload),

and also none shared-memory based attacks (e.g. Prime+Probe). It is further assumed that the

potential SCAs might be hidden inside benign application or be crafted to emulate the benign

application behavior. In addition, Hybrid-Shield attempts to detect the SCAs based on only victim

applications under two conditions: 1) Victim under Attack (VA), and 2) Victim under No Attack

(VNA).

Hybrid SCAs Detection & Mitigation vs. Stand-alone Mitigation

To highlight the importance of randomizing both system-level setting (frequency) and

hardware-level setting (prefetchers) concurrently, here we examine the performance overhead of

stand-alone randomization-based mitigation. Taking RSA application under the Prime+Probe attack

as an illustrative case study, six randomization scenarios are listed in Table 5.3. The corresponding

cache patterns under different randomizing scenarios are shown in Figure 5.7. The black blocks

represent the cache accessed by RSA. Hence, observing the clear black blocks patterns can help the

attacker to extract users’ information. Applying system and/or architecture level randomization

increases the number of black blocks (accessed cache blocks), leading to substantial contamination

of observed cache access patterns by the attacker. Also, as seen, randomization could mask the real

victims’ cache patterns. The performance overhead of various randomization scenarios is shown in

Figure 5.13. One can observe that scaling frequency and adapting prefetchers with various settings

yield in different protection levels with various performance overheads. Also, the randomization

performance overhead could increase to as high as 40% (scenario B1). To cope with the high

performance overhead, we propose to balance the need to eliminate side-channel information leakage

and improve performance.

Randomization Evaluation Criteria

To determine comprehensive evaluation criteria for selecting the optimal randomization

strategy, Hybrid-Shield accounts for both error rate and performance overhead evaluation metrics.
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The attack protection effectiveness represented by ProtectionLevel is calculated by normalizing

the number of bits correctly recovered from cache traces under randomization with the number of

bits recovered under no randomization. The higher the ProtectionLevel is, the more secure system

is. In addition, the performance overhead referred to as Overhead indicates the total execution

time under the applied mitigation strategy, which is normalized by the execution time under no

mitigation strategy. As a result, we model the randomization evaluation metric in Hybrid-Shield.

To examine the effectiveness and performance cost our randomization-based mitigation approach

uses Equation 5.1 described below:

S = (α ∗ 1/ProtectionLevel) + (β ∗Overhead) (5.1)

where S denotes the overall randomization score, α and β are the error rate and performance

overhead, respectively. One can observe that the larger ErrRate provides a higher level of security

and protection against SCAs, and the smaller Overhead indicates the less performance cost of the

mitigation scenario. Hence, in our proposed randomization strategy described in Algorithm 1, we

target to minimize the overall randomization score (S) to find out the most efficient system and

architecture level randomization scenario.

Randomization Strategy Selection

In this subsection, we present the details of the proposed randomization strategy selection

in Hybrid-Shield. There exist four settings of prefetchers and frequencies on our studied Intel

processor system. We consider two sets of adjustments for each hardware prefetcher, including ”1”

as ”deactivated” and ”0” as ”activated”, while the frequency is ranged from 1600 MHz to 3200

MHz. Assuming that frequency value is 1600 + N ∗ Step(n >= 0), then the number of possible

frequency values is N . Hence, the number of prefetchers and frequency settings is 2 ∗ 2 ∗ 2 ∗ 2 ∗N .

In this work, we set the initial value of Step as 400 MHz, corresponding to N=4. Moreover, the

number of transitions from one setting to another setting is calculated: 2 ∗ 2 ∗ 2 ∗ 2 ∗N = 16 ∗ 4 = 64.

To further reduce the number of settings required to iterate, we propose a randomization strategy

selection process shown below which helps in decreasing the number of the needed randomization

settings search to 8∼16.

Step 1. Execute victim application with highest fixed frequency and enabled prefetchers. Collect

execution time.
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Step 2. Execute victim application with SCAs and recover key.

Step 3. Pick a random randomization strategy Si among the 64 choices. Collect the execution

time of victim under the strategy as Ei and key recovered as Ki.

Step 4. Choosing the strategy Sj with lower frequency while prefetchers’ setting remain same as

Si. Collect the execution time of victim under the strategy as Ej and key recovered as Kj .

Step 5. Choosing the strategy Sj + 1 with more prefetchers are disabled while frequency remains

same as Si. Collect the execution time of victim under the strategy as Ej + 1 and key recovered as

Kj + 1.

Step 6. Calculate the P value in eq. 5.1 of Si, Sj , and Sj + 1.

Step 7. If (S j − S i) > (S j + 1 − S i) > ϵ > 0, then S i=S j, repeat Step 4 ∼ Step 6; else if

(S j + 1− S i) > (S j − S i) > ϵ > 0, S i=S j, repeat Step 4∼ Step 6. Else, choosing the strategy

with largest P value among the three strategies S i, S j, and S j+1

Figure 5.10: Flush+Reload Error Rate and RSA Overhead

5.3.2 Experimental Results

To evaluate the mitigation approach in Hybrid-Shield, Flush+Reload and Prime+Probe are

used as two case studies. The two attacks belong to two different categories of side-channel attacks:

shared-memory and no shared-memory, respectively. As mentioned before, α and β parameters are

used to determine the weight of the protection level and performance overhead. We set α, β to

various values such as 1, 0; 1, 0.5; 1, 1; 0, 1 as shown in Figure 5.10 and Figure 5.11 and ϵ is set
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Figure 5.11: Prime+Probe Error Rate and RSA Overhead

as 0.05. One can observe that when α equals to 1 and β equals to 0, the error rate is the highest

among the four settings. When α equals 0 and β equals 1, the performance is the most important

evaluation metric and no randomization is adopted to protect victim applications. The overhead in

both Figure 5.10 and Figure 5.11 is calculated by normalizing the execution time by the time when

α equals 0 and β equals 1.

For both Flush+Reload and Prime+Probe, it can be observed that the error rate for

attacks can be as high as 52% and 73% when performance overhead is not taken into consideration

(α=1, β=0). However, under this mode, the attacks can be significantly undermined. By increasing

the weight of the performance overhead, both the error rate and performance overhead decreases.

When the error rate and performance overhead are given the same level of importance (α=1 β=1),

the SCAs mitigator can result in 35% error rate with 17% performance overhead for Flush+Reload,

and 38% error rate with 15% performance overhead for Prime+Probe. Hence, it can be concluded

that the proposed SCAs mitigation methodology can effectively pollute victims’ cache patterns and

change the protection level and performance overhead by the setting.

Latency of Randomization and Adaptation

Randomizing hardware and system level parameters (frequency and prefetchers) requires

a time for processors to stabilize prefetchers and instruction decoding units. In this section, we

capture the processor’s latency for stabilizing prefetchers and instruction decoding components
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Figure 5.12: Latency of randomizing across A ∼ D

when prefetchers or frequency are changing between two values. For instance, in the Scenario B1 the

latency corresponds to the time duration between the start of setting CPUs’ frequency to 3200MHz

and the completion of setting CPUs’ frequency to 1600MHz. Since the Scenario A does not require

scaling frequency or adapting prefetchers, we collect 100 samples and map them into a box-plot

shown in Figure 5.12 across experiment Scenarios B to D. It can be observed that scaling frequency

has higher latency compared to adapting the functionalities of prefetchers taking 15 milliseconds

and 2 milliseconds, respectively. We believe that scaling frequency results in a more comprehensive

influence and requires higher time to achieve the adjustment. Whereas, the prefechers as compared

to frequency only influence part of data from memory. Another phenomenon is that scaling frequency

with higher range requires more time within 2 to 3 milliseconds difference while adapting various

prefetchers results in relatively similar latency, nearly 2 milliseconds. This indicates that more

adjustments in processor needs to be done for frequency randomization. Another reason for the

latency gap between different frequency scaling ranges is that low frequency takes more time to

execute the frequency change.

Performance Overhead Analysis

In this section, we choose SPEC CPU 2006 benchmark suits [153] to evaluate the per-

formance overhead of applications caused by randomizing frequency and prefetchers in terms of

application execution time. In order to eliminate the influence of random noise on execution time
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Figure 5.13: Performance overhead analysis of B ∼ D Scenarios across different SPEC CPU2006

benchmarks

caused by system scheduling, etc., each application from the benchmark under the eight scenarios

is executed 100 times to avoid the interference of random noises. Figure 5.13 shows the average

performance overhead where A to D settings is normalized by the execution time of A.

From Figure 5.13, it can be observed that scaling frequency with largest range (Scenario

B1) causes highest performance overhead across all workloads from SPEC CPU 2006 benchmark

with average 40% performance overhead. As can be observed from Figure 5.13 by reducing the

frequency scaling range (Scenarios B2 and B3), the performance overhead decreases to 28% and 18%

highlighting the effectiveness of adapting frequency in lower range for efficient SCA detection and

mitigation. The various performance overhead across B1, B2 and B3 is directly caused by frequency.

B1 results in applications executed in lowest frequency and yields highest performance overhead.

Compared to frequency, disabling various prefechers results in similar performance overhead, ranging

from 15% to 17%. Another observation is that the DCU IP prefetcher in Scenario C2 has shown

slightly more influential performance reduction to various workloads as compared to three other

Scenarios (C1, C3, and C4). As shown, under C2, performance overhead is 17% while the rest three

prefetcher adaptation scenarios achieve nearly 15%. On the other hand, Scenario D has shown

slightly higher overhead than adapting DCU IP prefetcher (C2) because applications are executed

in high (3200MHz) and low frequency (2600MHz) with substantial frequency gap in between. And

the error rate of D achieves highest among all other experiment Scenarios. Indicating Scenario D

can achieve the most effective protection compared with less performance overhead. Compared to

closest state-of-the-art work [54], our proposed randomization methodology in this work based on
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frequency scaling and prefetchers adaptation, achieves significantly lower performance overhead,

reducing the overhead from 32.66% to around 20% of performance loss. Furthermore, the proposed

randomization-based solution can be effectively adopted only when victim applications are executed

which are the target of side-channel attacks.

5.4 Conclusion

In this chapter, we analyze the observation change of cache-based side-channel attacks

when the underlying system-level and hardware-level settings are changed. In particular, We then

thoroughly investigate system (frequency) and architecture (hardware prefetchers) impacts on

cache access time to evaluate the potential parameters to adapt against the SCAs. Based on our

comprehensive analysis of cache access pattern observations, we propose to randomly scale frequency

and adapt hardware prefetchers to effectively mitigate the threats of SCAs. Furthermore, L3

Prime+Probe is deployed as a case study to evaluate the effectiveness of the proposed randomization-

based SCA mitigation methodology. The experimental results indicate that under randomization of

the frequency with the largest range (Scenario B1), building eviction set shows up to 50% failure

rate which results in no sensitive operation sequence of victim application to be observed. The

experimental results indicate that under randomization of the frequency with the largest range

(Scenario B1), building eviction set shows up to 50% failure rate which results in no sensitive

operation sequence of victim application to be observed. Based on the experimental results, we

further implement a run-time detection and mitigation of cache-based side-channel attacks to

maintain high mitigation effectiveness and incur low performance overhead. For the detection stage,

microarchitectural information of victim application under attack and under no attack conditions

are collected for training various types of ML classifiers. The ML-based detectors are then deployed

to facilitate accurate run-time detection of SCAs using only the HPC features of victim application

with high detection accuracy and low instance level false alarm rate. For the mitigation stage,

Hybrid-Shield offers a lightweight system and architecture level randomization technique to efficiently

mitigate the impact of cache-based side-channel attacks with no hardware redesign overhead. By

carefully adapting the processor frequency and prefetchers configurations and adding a proper level

of noise to the attackers’ cache observations, Hybrid-Shield protects the critical information from

being leaked, enhancing the security of the computer system. The experimental results showed that
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the proposed hybrid detection and mitigation countermeasure against timing-based side-channel

attacks achieves up to 100% detection accuracy with 0% false alarm rate. After the capturing

SCAs, the mitigator component is activated that outperforms the state-of-the-art SCAs mitigation

solutions achieving significantly lower performance overhead, reducing the performance loss from

32.66% down to 15%.
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Chapter 6

Machine Learning-based Side Channel

Vulnerability Analysis for Emerging

Applications

As introduced in Chapter 1.3, the research focus of victim applications in side-channel

vulnerabilities has been applications of cryptography. Instead, this dissertation aims to reexamine

the potential leakage from general applications incurred by side-channel observations. We take web

browsers and deep neural networks (DNN) as our target victims and try to build the correlation

between side-channel traces and secrets. We prototype a website fingerprinting attack and an

inference attack, respectively. We collect the processor’s Hardware Performance Counters (HPCs)

to build a ML-based classifier for identifying the website users visited. To better evaluate the

potential of the fingerprinting attacks, we reduce the sampling granularity to a significantly low

level and send the collected samples to a remote attacker’s server for conducting classification.

Our experimental results indicate that Leaked-Web based on a LogitBoost ML classifier using only

the top 4 HPC features achieves 91% classification accuracy outperforming the state-of-the-art

attacks by nearly 5%. Furthermore, our proposed attack obtains a negligible performance overhead

(only <1%) which is around 12% lower than the existing hardware-assisted website fingerprinting

attacks. For the inference attack against DNN, the cache-based SCA Flush+Reload is used to

collect side-channel traces and label information of input images as the inference attack’s target.

We explore different settings and classification techniques to achieve a high attack success rate of
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stealing label information from the victim models. Additionally, we consider two attacking scenarios:

binary attacking identifies specific sensitive labels and others, while multi-class attacking targets

recognize all classes victim DNNs provide. Last, we implement the attack on both static DNN

models with identical architectures for all inputs and dynamic DNN models with an adaptation of

architectures for different inputs to demonstrate the vast existence of the proposed attack, including

DenseNet 121, DenseNet 169, VGG 16, VGG 19, MobileNet v1, and MobileNet v2. Our experiment

exhibits that MobileNet v1 is the most vulnerable one with 99% and 75.6% attacking success rates

for binary and multi-class attacking scenarios, respectively.

6.1 Accurate and Efficient Machine Learning-Based Website Fin-

gerprinting Attack through Hardware Performance Counters

Over the last decades, the Internet has become an essential element of people’s social

lives to obtain new knowledge/information and conduct businesses and daily tasks. However, new

concerns about users’ privacy have arisen from the transformation to the virtual world. The users’

browsing history could disclose some sensitive information about their background and motifs, such

as financial status, sexual orientation, health conditions, or political views. Therefore, by stealing

users’ online behaviors and access patterns, attackers could further induce personal and sensitive

information. This has introduced web browser fingerprinting attacks to violate the users’ privacy

by extracting and stealing the browsing history of the Internet users. To achieve this, a number

of recent works [154,155] developed attacks that observe device-specific information and website

access patterns such as packet sizes, packet timings, and direction of communication to infer the

websites that the user is visiting with the aid of ML algorithms.

To protect the online privacy of users, a number of researches have also proposed to

hide the network traffic of users [57,156,157]. Tor network [57] constructs an overlay network of

collaborating servers, called relays. It encrypts the Internet traffic between users and web servers by

transmitting the traffic between relays in a way that prevents external observers from identifying the

traffic of specific users. The Tor Browser based on the Firefox web browser further protects users by

disabling features that may be used for tracking users.Despite considerable progress on developing

users’ privacy protections mechanisms, there are still a number of recent privacy violation attacks
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that rely on the application of ML algorithms that are trained with computer systems’ side-channel

information collected when a website is open. These attacks stem from existing side-channel

vulnerabilities like systems power analysis [158], CPU activity [157], on-chip cache memories [60],

memory footprints [58], storage [159], and hardware events [63]. In this work, we comprehensively

reviewed the existing studies on web browser fingerprinting attacks and identified some important

limitations associated with these methods that could potentially result in an underestimation of the

security threats.

- High Sampling Rate and Performance Overheads: Existing web privacy violation attacks obtain

the data access pattern of the users at 1000-250000 per second sampling rate and employ ML

classification techniques to identify the website’s characteristics visited by the users with 80%-90%

accuracy. Though relatively effective in terms of detection accuracy, such attacks require a high data

sampling rate, resulting in large data network traffic and high performance overhead. Therefore,

these attacks are easily noticeable by users and the detection systems.

- Limitation in Monitoring of Websites’ Information: Recent website fingerprint attacks [58,159]

adopt side-channel information such as CPU activity, memory usage, and storage to learn the

browsing history of the users. Accurate collection of such information demands high level of isolation

in which only a single website should be open on the system. Nevertheless, in real world scenarios a

browser could open multiple websites at the same time which has been ignored in existing attack

models.

- The Need to Malicious Website Trigger: Majority of privacy violation attacks [60,159,161] adopt a

malicious website to launch the data monitoring process (e.g., the command-line version of Wireshark

in [155]). However, visiting the malicious website by the user could lower the threat of the attacks.

Moreover, new research study such as [61] has shown that such attacks could be mitigated by

combining static and dynamic JavaScript analysis that could successfully detect JavaScript-based

attacks.

- Lack of Analysis on Monitoring and Number of Features: Our study indicates that prior website

fingerprinting attacks have ignored conducting a comprehensive analysis of the impact of different

monitoring duration and the number of features collected from websites to infer accurate results.

Nonetheless, such analysis is critical to thoroughly evaluate the effectiveness of the deployed attack

threats and highlight the importance of adapting better protection mechanisms against such privacy
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Table 6.1: Recent Website Fingerprint attacks comparison and contributions of the Leaked-Web

Prior Works Browser Side-channel

Information

Attack

Model

Sampling

Rate

Duration

(s)

Performance

Overhead

Machine

Learning

Success

Rate

Shane S et.al

[160]

Chrome Power Con-

sumption

Hardware 250,000 15 N/A SVM 98%

Suman et.al

[58]

Chrome,

Firefox,

Android

App memory

footprint

Native

Code

100,000 30-40 N/A Customized

Algorithm

N/A

Hyungsub

et.al [159]

Chromium

Linux,

Chrome

Quota Manage-

ment API

JavaScript N/A 60 N/A N/A 90%

Pepe

et.al [161]

Chromium

Linux,

Chrome

Mac

Shared event

loop

JavaScript 40000 5 N/A Event Delay

Histograms,

Dynamic

Time Warp-

ing

76.7%-

91.1%

Anatoly et.al

[60]

Firefox,

Chrome,

Safari, Tor

Browser

Cache occu-

pancy

JavaScript 500 30 N/A Deep Learn-

ing

82%

Berk et.al [63] Firefox,

Tor

Hardware

Performance

Counters

Native

Code

25,000 5 N/A Classic,

Deep Learn-

ing

86.4%

Sangho [162] Chromium,

Firefox

GPU memory Native N/A N/A Pixel se-

quence and

histogram

matching

95.4%

Qing

et.al [163]

Chrome Power usage Hardware 10 200k Random

Forest

>90%

Leaked-

Web

Firefox Hardware

Performance

Counters

Native

Code

1 5-60 <1% Classic,

Boost-

ing, Deep

Learning,

Time-series

80%-

91%

violation attacks.

To address the above-discussed limitation, in this work, we thoroughly investigate the

security threats brought by exploiting hardware-related features collected from processor’s Hardware
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Performance Counters (HPCs) and ML classification techniques. The HPCs are special-purpose

registers implemented into modern microprocessors to capture the trace of hardware-related events

[117]. To this aim, we present Leaked-Web a novel, accurate, and efficient ML-based website

fingerprint attack model that exploits the information from performance counters with a remarkably

small number of samples and performance overheads. Unlike prior works, the presented Leaked-Web

attack offers the lowest sampling rate, which incurs the least performance overhead to the system.

Leaked-Web adopts advanced ML algorithms to acquire website browsing history, violating the

privacy of the user. Since the HPC events in Leaked-Web could be collected from user space

with no privileged access and no hardware overhead/modification, which makes the proposed

fingerprinting more practical and efficient. To thoroughly analyze the effectiveness of Leaked-Web,

we also investigate the impact of monitoring granularity and the number of required samples on

systems’ performance overhead and attack success rate.

In Table 6.1, we have comprehensively analyzed the characteristics of the proposed HPC-

based Leaked-Web attack as compared with state-of-the-art website fingerprinting attacks across

various metrics such as target browser, attack model, performance overhead, the number of samples,

deployed ML models, success rate, etc. It can be found that hardware-based, native code-based, and

JavaScript-based are three main methods to exploit side-channel information and infer browsing

history. However, JavaScript-based attacks [60, 161] can only be launched when the malicious

website is visited, greatly undermining the capability of the attacks. Some other works [159] also

adopt the native code attack model, while the memory or storage information can only be measured

per browser instead of per website. Another drawback of previous works is the high sampling rate

which can cause high performance overhead. For example, our analysis shows that monitoring

hardware performance counters with a 10,000 sampling rate could incur around 12% performance

overhead (will be discussed in detail in Section 3). This work achieves high accuracy with the

lowest sampling rate and performance overhead compared to previous work. Furthermore, it does

not require visiting malicious websites to launch the attack, which offers higher flexibility and less

restriction for Leaked-Web. In particular, the main contributions of our work are summarized below:

• We examine the impact of various HPC features on the hardware-based website fingerprinting

attack and identify the most prominent low-level features that are crucial to be protected

from user space.
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• The influence of the number of application traces (sampling rate) and samples per trace are

investigated to evaluate the effectiveness and stealing capability of the attack when fewer

traces and samples are available.

• We explore the impact of features monitoring on the system’s overall performance (e.g.,

execution time). Hence, our proposed privacy violation attack leads to the least sampling rate,

performance overhead, and traffic compared to the state-of-the-art attacks.

• Various ML techniques are comprehensively implemented and evaluated to further demonstrate

the effectiveness of the proposed HPC-based website attack, with 91% success rate while

obtaining less than 1% performance overhead.

6.1.1 Background

Website Fingerprinting Attacks

Since website browsing history contains much sensitive information like medical status,

political interest, etc., it is critical to prevent leakage, protect users’ privacy, and enhance the

system’s security against potential cyber-attacks. However, prior research has demonstrated that

fingerprinting attacks can be independent of operating systems and browsers and rely on side-channel

information collected passively. Such attacks can be launched both remotely and locally or via

a peripheral device. The side-channel information exists across different computing abstracts,

including hardware, system, and network. Once the side-channel information is collected, ML-based

classification is leveraged to infer users’ visited website information. There are three popular threat

models targeting stealing users’ browsing history, including native attack model [63], malicious

website attack model [60], and hardware attack model [160].

- Native Attack Model: In this attack model, the assumption is that the malicious code is

resided in the host machine already, which can be done by inserting it into benign applications or

downloading accidentally. With this model, attacks can be activated as long as the malicious codes

are installed already and do not need users to open certain websites.

- Malicious Website Attack Model: By comparison, this attack model assumes that users

click on a malicious website link; thereby, malicious JavaScript codes are executed on local computers.

Compared to the native model, this model is more flexible in updating the attack and can be less
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(a) Native attack model

(b) Malicious website attack model

(c) Hardware attack model

Figure 6.1: Website fingerprinting attacks threat model

visible since local malware scaning cannot detect malicious codes. The malicious codes are only in

charge of side-channel information monitoring for both models without compromising systems.

- Hardware Attack model: As shown in Figure 6.1c, this model collects hardware properties,

mainly power consumption, when various websites are opened. Some of them infer the side-channel

information based on hardware monitoring components such as USB and power meter. Though

physical access is needed under this mode, [160] measures the power consumption and achieves 98%

website classification accuracy, posing a significant security threat to computer systems and privacy.
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Hardware Performance Counters (HPCs)

Hardware performance counters are a set of special-purpose registers built-in modern

microprocessors to capture the count of hardware-related events. HPCs have been extensively used to

predict the power, performance tuning [127,164,165], attacks detection [18,33,35,85,88,130,166–170],

debugging, and energy efficiency of computing systems. It also enhances systems’ security by

providing microarchitectural information of malware, side-channel attacks, and building detectors

based on the events’ information [9, 109,117]. However, recent studies have shown the suitability of

such HPCs-based classification for spying on users’ behaviors and violating users’ privacy [63,171].

Such privacy breach attacks gain access to HPCs via Perf tool which is a Linux-based low-level

performance monitoring tool and provides considerable functionality and abstraction in the kernel,

making the interface straightforward for ordinary users [106, 172]. Though Perf is equipped

with an access control setting, i.e., perf event paranoid, attacks are still able to access HPCs

of applications initiated outside kernel space unless perf event paranoid equals 4. Hence, the

HPCs-based fingerprinting attacks still pose significant threats to system security and users’ privacy.

Machine Learning based Classification

- Boosting: Boosting aims to enhance the performance of ML algorithms, where the

incorrectly classified data from the previous model is employed to implement an ensemble of models.

Compared to Adaboost using an exponential loss function, the Logitboost [173] algorithm uses a

binomial log-likelihood that changes the loss function linearly. This attribute makes the target

model less sensitive to outliers and noise. To the best of our knowledge, no research to date has

investigated the performance of the Logitboost algorithm in the field of website fingerprinting

attacks. In this work, we applied LogitBoost, as a boosting learning technique on classical ML

algorithm RandomForest (RandomF) where the boosted model is abbreviated as Logit-RandomF. -

Deep Learning Fully Convolutional Neural Network (FCN): A convolutional layer in a deep neural

network learns patterns of local structure in the input signal and can learn feature representations

over a sequence of input data [174]. FCN is based on the convolutional neural network (CNN)

technique, where models employ continuous convolution layers to extract time-series features.

Long Short-Term Memory (LSTM): For the LSTM [175], each temporal trace includes a

time-ordered sequence of HPCs on which an LSTM network detects temporal patterns that are
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important for discriminating different websites. One and two layers of LSTM neurons with various

numbers of neurons per layer were explored. Each node learns a different sequence pattern, and the

collection of sequence pattern detectors from all the nodes connected to the output layer are used

to classify each HPC temporal sequence.

Time-series Classification: Time-series classification methods deal with such temporal

datasets, which represent them in time-domain format and then calculate the distance as the

difference between time series [80]. In this work, three prominent classification algorithms are chosen

as representatives to compare with the proposed including the dynamic time warping (DTW) [95],

Shapelet [77], Bag of Patterns (BOP) [79] are selected as representatives. DTW-KNN determines

the best alignment to produce the optimal distance and classifies data according to the calculated

distance between time-series sub-sequences. BOP is a structure-based algorithm where a time-series

sequence will be transformed into symbolic words while BOP records the frequency of each symbol

without order information. Shapelet [77] overcomes the time and space complexity and allows

detection for phase-independent shape-based similarity of sub-sequences.

Related Work

Protecting browsing history has emerged recently as a crucial concept to ensure the

preservation of users’ privacy. In response, [55,56] are proposed to leverage SSH-based protection

methods; [55] encrypts and authenticates messages in one session, and [56] adds cover traffic

conservatively while maintaining high levels of security. Similarly, Tor project [57] is one of the most

popular traffic transmission approaches, where messages are not directly routed to the receiver but

encrypted and forwarded according to ephemeral paths of an overlay network. Though such works

have made great progress, there are still some attacks that could bypass such protection mechanisms

and extract users’ browsing history.

Some recent website fingerprint attacks exploit the clients’ machine information when

visiting different websites, like memory footprint [58], storage [59], etc. To obtain the information,

some attacks prepare a malicious website for users to visit, or a local malware to be launched on

the target host. For example, [60] launches a Prime+Probe attack to measure cache occupancy

through a malicious website. Then, a deep learning method is leveraged to classify websites and

recover users browsing history. Other works such as [58] sample the memory footprint of browsers
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through the procfs file system in Linux. To defend against such attacks, [61] proposes an ML-based

syntactic-semantic approach that detects browser fingerprinting attacks’ behaviors by incorporating

both static and dynamic JavaScript analysis. [62] proposes to monitor the running Web objects

on user’s browser and collect fingerprinting related data. Then, it analyzes them and searches

for patterns of fingerprinting attempts. Though effective, they only work for attacks deployed

through malicious websites. Furthermore, advanced attacks [63] can be deployed in native code

and bypass such detection systems. [64] randomizes properties, like offsetHeight and plugins, to

the JavaScript environment, which generates different fingerprints even for the same website and

increases non-determinism for attackers. However, randomization is complex and can change a

website’s visual appearance.

Figure 6.2: Overview of the proposed Leaked-Web attack model

6.1.2 Leaked-Web Attack Implementation

This section presents the details of the proposed Leaked-Web attack model. Leaked-Web

is an accurate and efficient HPC-based attack that fingerprints websites with one local HPCs

monitoring unit and a remote ML-based trace analyzer, as shown in Figure 6.2. HPCs data are

collected for each website during the offline attack implementation phase, and the importance

(ranking) of HPC features is evaluated. Next, various ML algorithms are implemented to find the

most effective model using a percentage split training-testing method where 70% of data (50 traces

per website) is assigned to the training set and 30% of data (20 traces per website) is dedicated to the

testing set. Then, the trained ML model is launched and deployed for the online attacking process.

For the attacking phase, there are three steps considered in Leaked-Web: 1) the browser-related

process is scanned every second; 2) HPCs monitoring will be initiated once a new browser process is

found; 3) the ML classification model is deployed to predict the website’s information based on the
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newly collected HPCs trace.

Threat Model

As shown in Figure 6.1a, for our threat model we consider that the malicious codes reside

in the host machine, initiate HPCs collection, and send them to a remote attacker. The malicious

codes can be launched by inserting it into benign applications or downloading accidentally. With

this model, the website fingerprinting attacks can be activated as long as the malicious codes

are installed already and do not need users to open certain malicious websites. Furthermore,

perf event paranoid is set less than 4, giving access to reading HPCs from registers. The attacker

is able to obtain the potential websites users might open at Alex top site [176].

Experimental Setup

In this work, all experiments are conducted on an Intel I5-3470 desktop with 4 cores and

8GB DRAM, a three-level cache system. In this on-chip cache memory subsystem, while L1 and

L2 caches are exclusively separated, the L3 cache memory is inclusive and shared among all cores.

In addition, the operating system is Ubuntu 20.0.4 LST with Linux kernel 5.8.0. The proposed

HPC-based attack is implemented on a widely used web browser, Firefox.

Figure 6.3: Performance overhead with various sampling rates (HZ)
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Hardware Performance Events Monitoring

In this work, we use Perf [172] to measure the hardware-related features, and memory and

processor’s low-level behavior. Perf is a profiling and performance analysis tool that can help to

track the hardware performance counters. As introduced in Section 6.2.2, any value less than 4 for

/proc/sys/kernel/perf event paranoid gives users access to the HPCs-based profiling of website

process. Additionally, we examine the performance overhead and sample size caused by HPCs

monitoring in Figure 6.3 in chapter 4. As depicted, the x-axis represents applied the sampling

rate ranging from 16 to 10, the primary y-axis denotes the execution time of victim applications,

and the second y-axis represents performance overhead under different sampling rate. Moreover,

execution time under no HPCs monitoring is used to obtain the performance overhead percentage.

It is observed that generally, the smaller the sampling rate is, the larger the performance overhead

is. For instance, when the monitoring scale is 16, the performance overhead is at its highest value

reaching to 30%. Hence, to make the influence of sampling rate on system performance and the

proposed attack less noticeable, we choose 10 for the HPCs monitoring in Leaked-Web.

Table 6.2: The collected HPC features and their ranking

Rank HPC Rank HPC

1 cache-misses 9 branch-instructions

2 node-loads 10 iTLB-loads

3 branch-misses 11 iTLB-load-misses

4 branch-load-misses 12 dTLB-store-misses

5 LLC-store-misses 13 dTLB-load-misses

6 branch-loads 14 dTLB-stores

7 L1-dcache-stores 15 node-stores

8 L1-icache-load-misses 16 L1-dcache-load-misses

Database Description

We select the top 30 websites from Alexa Top Sites [176]. Similar to previous works no

traffic modeling is applied in our database implementation. For the purpose of thorough analysis,

117



this work considers both Closed World and Open World datasets as described below:

- Closed World Dataset: The closed world dataset means that each website is sensitive and

exists in training dataset. The proposed attack model considers distinguishing a relatively small list

of websites (30) and each websites has 50 traces for training a classification model and 20 traces for

testing.

- Open World Dataset: Besides the sensitive websites mentioned in the closed world

dataset, open world dataset also contains a large set of non-sensitive web pages, all of which the

attacker is expected to generally label as ”non-sensitive” [60]. For the open world dataset, we add

additional 500 traces in which each of them represents the behavior of a single unique website.

Figure 6.4: The average classification accuracy under Firefox for each HPC

HPC Events Importance Evaluation

Figure 6.4 compares the accuracy of Logit-RandomF-based classifier for websites classifi-

cation using different HPC events (due to space limitations only 5 events are reported). As can

be seen in this figure, changing the HPC could result in over 10% accuracy loss when the same

ML classifier is applied. Furthermore, given that there exists a limited number of HPC registers

physically available on modern microprocessors’ chips that can be accessed simultaneously [120], it

is necessary to identify the most important HPCs for classifying the websites. To select the most

prominent HPC features we employ Correlation Attribute Evaluation (CorrelationAttributeEval
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in Weka [177]) with its default settings to calculate the Pearson correlation between attributes

(HPC features) and classes (websites). Correlation attribute evaluation algorithm calculates the

Pearson correlation coefficient between each attribute and class, as given below:

ρ(i) =
cov(Zi, C)√

var(Z i) var(C)
i = 1, ..., 16 (6.1)

where ρ is the Pearson correlation coefficient. Zi is the input dataset of event i (i = 1, . . . , 16). C is

the output dataset containing labels, i.e., websites, like ”google.com”, ”youtube.com” and etc. in

our case. The cov(Zi, C) measures the covariance between input data and output data. The var(Zi)

and var(C) measure variance of both input and output datasets, respectively. Next, the HPCs will

be ranked according as shown in Table 6.2 and this work chooses the top 4 HPCs for classification.

Machine Learning Classifiers

In the proposed Leaked-Web attack, supervised learning is used to model the website

fingerprinting attack. The ML implementation stage consists of a building step (training) and

attack step (testing). In the building step, multiple traces (50) from each website are collected

and labeled. The labeled dataset is used to trainvarious types of ML classifiers, including classical

ML, classical ML with boosting, time-series, or deep learning models. The rationale for choosing

these machine learning models is that they are from different branches of ML including classical

model (RandomForest, LogitBoost RandomForest), deep learning models (FCN, LSTM), time-series

models (DTW, BOP, Shapelet) techniques covering a diverse range of learning algorithms that

support our comprehensive analysis and experiments. For the attacking phase, the proposed attack

model receives unlabeled traces in which each of the trace is corresponding to a user’s website visit

and the trained classifier outputs the prediction results. Each website has 20 traces for testing and

the accuracy is calculated by comparing correctly classified labels and actual samples.

6.1.3 Experimental Results and Analysis

In this section, we comprehensively evaluate the effectiveness of the proposed Leaked-Web

attack model in terms of classification accuracy and F-measure (F-score) analysis with different ML

models, number of HPCs features, monitoring duration. Such analysis gives insight into the cost of

HPCs-based fingerprinting attacks and further indicate the requirements of protection approaches.
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Figure 6.5: Classification accuracy with various classification algorithms with 4 HPCs

Figure 6.6: F-measure with various classification algorithms 4 HPCs

ML Classification Models Comparison

As introduced in Section 6.1.2, 30 websites selected from the Alexa ranking are executed on

our target system and each website has 50 traces for training and 20 traces for testing. Various ML

classification models from classic, boosting, time-series and deep learning methods are investigated.

As shown in Figure 6.5 and Figure 6.6, X-axis represents the number of traces for training in

selected classification models from four ML types (classic, boosting, time-series, and deep learning

methods) and Y-axis represents the classification accuracy and F-measure respectively for the closed

world. F-measure is interpreted as a weighted average of the precision (p) and recall (r) which is

formulated as 2×(p×r)
p+r . The precision is the proportion of the sum of true positives versus the sum
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of positive instances, and the recall is the proportion of instances that are predicted positive of all

the instances that are positive. F-measure is a comprehensive evaluation metric since it takes both

the precision and the recall into consideration. More importantly, F-measure is also resilient to the

class imbalance in the dataset, which is the case in our experiments.

As observed from the results, reducing the number of traces in the training phase reduces

both classification accuracy and F-measure values. This observation becomes more noticeable as we

reduce the traces to lower than 20 where the accuracy becomes below to 80% for all the applied

ML classification models. Another observation is that Logit-RandomF classifier outperforms the

previous work Perf-Web [63] for most of the training sizes (except when the number of traces for

training drops to 5). When training traces is 50, Logit-RandomF classifier achieves the highest

classification accuracy and F-measure, 91% and 0.901 respectively. As seen, the accuracy is improved

in Leaked-Web by around 5% from 86% of previous work [63]. Another observation is that the

Shapelet-based classification model has shown to be more effective than the other two time-series

classification models.

Figure 6.7: Classification accuracy with various number of HPCs features with Logit-RandomF for

closed and open world dataset

The number of HPC Features

As our analysis showed that the Logit-RandomF model performs best among all experi-

mented ML models in Leaked-Web. Hence, we explore the classification accuracy of Logit-RandomF

model under various number of HPCs features and samples, which gives further insights into
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Figure 6.8: Classification accuracy with various number of samples per trace for closed and open

world dataset

the potentially vulnerable architectures and duration of attacks. Such analysis is important for

evaluating the effectiveness and complexity of future protection mechansims against such privacy

violation attacks. This section primarily examines the accuracy of HPC-based website fingerprinting

attacks when the number of HPCs changes from 8 to 2, indicating the leakage potential under other

architectures with less or more available HPCs registers. As shown in Figure 6.7, the accuracy

remains above 89% and 91% for both open and closed dataset when the number of HPCs features

reduces from 8 to 2. This indicates that such HPC-based fingerprinting attacks can be effective

in accurately inferring users’ browsing history at run-time in processor architectures with varying

number of HPC registers even with limited available resources (only 2 HPC registers).

Monitoring Duration

In this section, we further investigate the HPCs monitoring duration in order to maintain a

high classification performance. Since the number of samples per trace directly decides the duration

for data collection when the attack is launched, using less samples indicates that the attack can be

applied even when users visit a website within less than 1 minute. As shown in Figure 6.8, X-axis

represents the number of samples ranging from 60 to 5, which means monitoring website for 60

seconds to 5 seconds. It can be observed that when reducing the number of samples from 60 to 20,

the classification accuracy for closed and open world datasets has slight decrease from 90% to 88%,
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and 93% to 89% for closed and open world datasets. However, a further reduction from 20 samples

to 10 samples and then to 5 samples per trace causes more significant reduction, from 88% to 84%

and then to 79%. Though the noticeable decrease of classification accuracy with only 5 samples,

their accuracy still remains around 80%, indicating the capability of inferring the websites of the

attacker within 5 seconds.

6.2 Stealthy Inference Attack on DNN via Cache-based Side-

Channel Attacks

The advancement of deep neural networks (DNNs) motivates the deployment in various

domains, including image classification, disease diagnoses, voice recognition, etc. Since some

tasks that DNN undertakes are very sensitive, the label information is confidential and contains a

commercial value or critical privacy. This paper demonstrates that DNNs also bring a new security

threat, leading to the leakage of label information of input instances for the DNN models. In

particular, we leverage the cache-based side-channel attack (SCA), i.e., Flush+Reload on the DNN

(victim) models, to observe the execution of computation graphs, and create a database of them

for building a classifier that the attacker can use to decide the label information of (unknown)

input instances for victim models. Then we deploy the cache-based SCA on the same host machine

with victim models and deduce the labels with the attacker’s classification model to compromise

the privacy and confidentiality of victim models. We explore different settings and classification

techniques to achieve a high attack success rate of stealing label information from the victim models.

Additionally, we consider two attacking scenarios: binary attacking identifies specific sensitive labels

and others while multi-class attacking targets recognize all classes victim DNNs provide. Last, we

implement the attack on both static DNN models with identical architectures for all inputs and

dynamic DNN models with an adaptation of architectures for different inputs to demonstrate the

vast existence of the proposed attack, including DenseNet 121, DenseNet 169, VGG 16, VGG 19,

MobileNet v1, and MobileNet v2. Our experiment exhibits that MobileNet v1 is the most vulnerable

one with 99% and 75.6% attacking success rates for binary and multi-class attacking scenarios,

respectively.
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6.2.1 Introduction

Deep neural networks (DNNs) have made significant progress in the past decade and

gained increasing popularity in undertaking different tasks, including image classification, language

processing, security enhancement, etc. According to the Statista report [178], the global market

value for artificial intelligence (AI) is expected to reach 126 billion US dollars by 2025. Similarly,

Walls Street Journal [179] issues a report that predicts the advancement in artificial intelligence and

machine learning (AI/ML) could fuel the GDP growth by 14% from 2019 to 2030. The advancement

of DNNs magnifies the deployment on the edge devices, especially mobile devices with different

computation resources and energy restrictions. Integrating deep learning (DL) and mobile apps

empowers edge intelligence and provide near real-time insights from data. It is a massive market for

companies to attract users and offer higher user satisfaction, bringing a stream of profits. Several

successful deep neural network models have been proposed and received notable success, including

but not limited to VGG [180], DenseNet [181], etc. The advancement of DNNs magnifies the

deployment on both servers and edge devices with different computation resources and energy

restrictions [181, 182]. Since then, a number of DNN-enabled applications have been deployed

in past decades across various critical domains, such as disease diagnosis [183, 184], intelligent

surveillance [185,186], financial decision [27], and so on.

On the other hand, some research finds that DL models routinely leak information about

the internal computing process via fluctuating levels of side channels, like cache behaviors. Such

leakage can be further used to deduce DL models’ architectures or label information. However, the

DNN models also bring new security risks— the leakage of label information may cause financial loss

and privacy compromise since the label information of such DNN-enabled applications is directly

linked to users’ crucial decisions and sensitive information. Taking the investment decision-related

applications [27] as an example, the leakage of label information can expose the big financial decision

to attackers who can take advantage of them and make an illicit profit out of it.

Hence, it is essential to investigate whether DNN models are vulnerable in terms of the

leakage of label information. This paper presents a novel inference attack targeting to steal label

information of DNN models by leveraging side-channel attacks (SCAs). In particular, we show that

a cache-based SCA, e.g., Flush+Reload, can be employed to spy on DNN models’ computations,

and the extracted observations can deduce the label information of DNN models via ML-based
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classification techniques. The novelty of our demonstrated attack is to identify a correlation between

the cache-based side channel of DNN models’ computation trajectory and label information that

may contain the users’ medical, financial decisions, or other critical information.

a) VGG

b) DenseNet

c) MobileNet v2

Figure 6.9: Architectures of VGG, DenseNet, and MobileNet v2

Though prior works have demonstrated that using side-channel attacks can steal the archi-

tectures of DNN models [11,65,66,187], our inference attack is more challenging than reconstructing

the architectures of DNN models for the following reasons. a) The black-box DNN models make

it almost impossible to infer the computation graphs based on the label information. b) The

inference phase takes a much shorter time than loading DNN models, leaving less time for extracting
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computation traces for our attack. c) Extracting DNN model architectures uses multiple traces

to remove noises while attacking label information demands the attacker obtain label information

with only one trace. To address the challenge of noise from SCAs’ observations and the incurred

accuracy decrease, we explore the various threshold settings for removing repeated DNN models’

computation observations and analyze the impact of using different ML techniques for the attacker

to decide the optimal one. What is more, we select multiple models with both static neural networks

(DenseNet and VGG) and dynamic neural networks (MobileNet) to illustrate the attacker’s success

rate, i.e., attacker’s classification accuracy and highlight the vast existence of the introduced attack.

Lastly, this work also identifies the most prominent computations of victim models for the attack,

providing insights into the leakage source and future mitigation research. The contributions of our

work are categorized as follows:

• To the best of our knowledge, this is the first work to introduce a stealthy attack that steals

the label information of DNN models via cache-based SCAs.

• To simulate the attack in the real world, we prototype two variants of the demonstrated

attack: a) binary attacking: identifying the sensitive and non-sensitive label information; and

b) multi-class attacking: deducing the exact classes of victim models.

• We also identify the most prominent computations of victim DNN models for the attacker to

achieve a high success rate, providing insights into the leakage source and future mitigation

research.

• We evaluate the attack with two types of victim DNN models, i.e., dynamic neural networks

and static neural networks, to manifest the broad existence of the vulnerability.

6.2.2 Background and Motivation

Deep Neural Network (DNN)

DNN models can be categorized into static neural networks with the same architectures

for all inputs and dynamic neural networks with an adaption of architectures and parameters for

different inputs. This work selects three DNN families for both static and dynamic DNN models,

detailed in the following.
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Figure 6.10: Design of the presented attack

- Static Neural Networks:

VGG was firstly proposed by Simonyan and Zisserman in 2014 [180] for localization and

classification tasks. As shown in Figure 6.9-a), VGG has five blocks of convolutional layers initially

and is followed by three fully connected layers. Each convolutional layer has a small kernel size

of 3× 3 with a stride and padding to maintain the same spatial dimensions as the last layer. The

depth of VGG varies from 16 to 19 layers, and each of them is a variant DNN model: VGG 16 and

VGG 19.

Dense Convolutional Network (DenseNet) as shown in Figure 6.9-b), employs a feed-forward

fashion to connect each layer to every other layer in the network. It maximizes the information flow

to alleviate the vanishing gradient problem and strengthen feature propagation [181]. Specifically,

for lth layer, there are l inputs from all preceding convolutional blocks, and its output sends to the

L− l subsequent layers. This work chooses two variants of the DenseNet family: DenseNet 121 and

DenseNet 169.

- Dynamic Neural Networks:

MobileNet v1 [182] and MobileNet v2 [188] were designed for conducting classification,

detection, and other computer vision-related tasks in mobile devices. They enable applications
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installed in mobile devices to equip more functionalities with human and real-world interaction

based on deep learning neural networks. MobileNet v1 [182] mainly leverages depthwise separable

filters, width multiplier, and resolution multiplier to balance the accuracy loss and computation size.

As depicted in Figure 6.9-c), MobileNet v2 includes another two techniques, a) linear bottlenecks

between layers, and b) shortcut connections between the bottlenecks.

Cache-based Side-Channel Attacks

To bridge the latency between memory and CPU, cache hierarchies are introduced and

shared among applications. The shared cache gives the attacker opportunity to influence applications’

memory access and infer their cache access pattern by measuring its accessing latency, termed as

cache-based side-channel attacks (SCAs). The existing cache-based SCAs, including [1,2,18,167],

spy on shared cache activities and steal critical information, including passwords, secret keys, etc. In

this work, we leverage Flush+Reload to observe the computation behaviors of victim DNN models.

This attack targets the Last-Level Cache in the CPU, flushes out victim applications’ data in the

cache and waits for the victim application to execute. After flushing the cache, the attacker tries to

access the data and measures the accessing time (latency). A shorter accessing time denotes that

the victim application has accessed the data; otherwise, it has not been accessed.

Motivation of the Attack

Deep neural networks (DNNs) have made significant progress in the past decade and gained

increasing popularity in undertaking different tasks, including image classification [180,189,190],

language processing [191, 192], security enhancement [193], etc. Several successful deep neural

network models have been proposed and received notable success, including but not limited to

VGG [180], DenseNet [181], etc. The advancement of DNNs magnifies the deployment on both

servers and edge devices with different computation resources and energy restrictions [181, 182].

Since then, a number of DNN-enabled applications have been deployed in past decades across various

critical domains, such as disease diagnosis [183, 184], intelligent surveillance [185, 186], financial

decision [27], and so on. Their label information either contains critical information or impacts

significant decisions, which attackers can steal and make an undesired profit out of them or conduct

crimes based on them. In the finance domain, attackers can misuse the investment suggestions stolen

128



from victim DNNs. Energy controlling systems [28] leverage DNNs to design the optimal online

power control policy while the attacker with label information can take advantage of the policy

information to deliberately overload the energy network and cause a denial-of-service attack on

customers. Hence, we believe that the leakage of such label information of sensitive DNNs-enabled

applications can allow attackers to cause undesirable damages.

6.2.3 Overview of Attack

This work demonstrates a novel attack that stealthily spies side-channel information to

deduce labels of inputs. As depicted in Figure 6.10, the whole attack contains two parts: offline

preparation and online deployment. Offline preparation firstly mimics the victim model based

on architecture and weights knowledge. And then, it collects Flush+Reload traces during the

inference phase of the mimicked model to build the attacker’s classifier. Once trained and tested,

Flush+Reload is launched online to collect the traces of the victim model and send them to the

attacker’s classifier for deducing the label information of inputs. We introduce the details of the

attack in the following sections.

Threat Model

The attacker’s goal is to secretly infer the labels of instances sent to the victim DNN

models. We assume that the attacker (without sudo access) resides in the same physical machine

with DNN models (also referred to as victims) and can launch a software program on the machine.

The victim is a DNN model and takes images as input, the output of which is labels and needs

protection. We assume that the attacker does not have direct access to the input images and label

information.

- Assumption: The attack aims to obtain the label information of instances sent to victim

DNN models and has the knowledge of victim models’ weights or untrainable weights. We also

assume that the attacker knows the label candidates of victim models and the type of dataset

victim models are targeting, e.g., flowers classification [194]. As for the knowledge of victim models’

architectures and parameters, we have two assumptions: setting A and B, as listed below.

• Setting A: the attacker has the full knowledge of the victim model, including architectures,

weights, and parameters, which can be acquired based on approaches studied in prior research
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[66], or victim models use public weights.

• Setting B: the attacker has the knowledge of the victim model and the pre-trained weights

used while not knowing the newly added layers at the end of the model. Additionally, victim

models freeze pre-trained parameters and weights and only train the newly added layers.

- Target of the Attack: We consider two attacking scenarios as detailed in the following.

• Binary Attacking: the attacker targets stealing one particular class of labels and categorizes

the rest classes of labels as ”others.” The binary classification accuracy can directly reflect the

ability to steal the labels from victim DNN models with a specific value that attackers are

interested in.

• Multi-class Attacking: the attacker tries to identify all classes of labels just as victim models

do.

Table 6.3: Monitored function list

Bias Sigmoid RunHelper Average Pool

Relu6 Depthwiseconvop End Conv Max Pool

MatMul Depthwiseconv2d Tanh LaunchConv

Elementwise Mulop Elu Concat

Merge Add Selu Softsign Softplus

Collecting Training Traces

To observe the computations of victim DNN models, we select functions listed in Table 6.3

and each function corresponds to the specific architecture of victim DNN models. Though there are

20 functions selected during the offline preparation, only a subset of the functions is chosen for the

online deployment. Our attacker and victims run at the user level on the same operating system

and the host machine. The attacker runs the mimicked DNN model with a similar database as the

victim while Flush+Reload is initiated to monitor the target functions simultaneously.
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Building Attacker’s Inference Model

- Prepossessing: Since traces obtained via Flush+Reload are noisy due to transient

execution, we need to take a further step to clean traces and filter out some functions. Since

Flush+Reload might suffer from repeated observations when the computations of DNNs continue,

we employ the number of cycles between two computations to clean noises in traces, referred to as

”threshold” in the following sections. In Section 6.2.4, we demonstrate the influence of threshold on

the classification accuracy of the attacker’s inference model. After removing noises, all observations

are converted into the occurrences of each computation.

Table 6.4: Prominent functions for the introduced attacker

Mobilenetv1 Mobilenetv2 DensetNet121 DensetNet169 VGG16 VGG19

Bias Bias Maxpool Mulop Bias Mulop

Mergeadd Mergeadd LaunchConv Mergeadd Mulop Mergeadd

LaunchConv LaunchConv Concat LaunchConv Maxpool LaunchConv

- Feature Evaluation: Though the introduced attack has access to monitor several functions

as listed in Table 6.3, we conduct an importance evaluation for each function for two reasons: a) to

minimize the number of monitored functions to incur the least the influence of our attack on victims

and reduce the possibility of being detected; and b) the importance of functions reveals the leakage

source and can provide more insights for future mitigation works. To achieve this, we leverage the

correlation-based feature selection (CFS) with the greedy-stepwise search algorithm [84] approach

to select the optimal subset functions for implementing an attack with a high success rate, i.e., high

classification accuracy. After the importance evaluation, we observe that Bias, Merge Add, Launch

Conv are commonly effective for attacking all six victim models. Hence, only the most prominent

functions are monitored for online deployment.

- Training Classifier: We consider two types of attacking purposes: identifying the sensitive

inference model (binary attacking) and identifying the precise class of victim’s inputs (multi-class

attacking). To build a robust classifier with higher accuracy, we split the whole dataset into

training and validation in case of an over-fitting issue. Furthermore, we consider a vast range of

ML classifiers in this work to select the optimal one with the highest accuracy. Five classifiers are

selected: OneR, J48, SVM-based SMO, KNN, and Multi-Layer Perceptron (MLP). The rationale
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for selecting these ML models is that they are from different branches of ML, including rule-based,

tree-based, support vector machine, lazy learning-based, and neural network techniques covering

various learning algorithms.

Online Deployment

As presented in Figure 6.10, we deploy the Flush+Reload on the same host machine as

victim models and send the observations to the remote attacker’s classifier to extrapolate the labels

of victim models’ inputs. The detailed steps are listed below:

• Step 1: Launch Flush+Reload on the same host machine as victim models and collect traces

of function calls once the victim model is started.

• Step 2: Preprocess the data collected online with the same preprocessing approach (6.2.3) as

the one in preparation.

• Step 3: Send processed data to the attacker’s classifier for deducing the inputs’ label

information of the victim model. The deduced label information can be further leveraged by

other malicious activities, like stealing investment decisions, as discussed in Section 6.2.2.

6.2.4 Evaluation

Experiment Setup

- Attack Platform All evaluations are done on a Dell server with 32 cores Intel(R) Xeon(R)

CPU E5-2683 v4 and a three-level cache system. L3 cache memory is inclusive and shared among

all cores meaning that flushing out the data in the last-level cache could remove the data in the L1

cache. The inclusiveness of the L3 cache creates a potential vulnerability surface for last-level cache

attacks to be exploited. Our proposed inference attack should be effective on other platforms which

are also vulnerable to Flush+Reload platforms.

- Victim Models for Evaluation As discussed in Section 6.2.2, we select three prevalent

deep learning model families, each with two variants as victims: DenseNet 121, DenseNet 169, VGG

16, VGG 19, MobileNet v1, and MobileNet v2 with implementation in Tensorflow 1.10.0 and Keras

with the default weights, “ImageNet.”

132



- Datasets Flowers dataset [194] is used in this work for evaluating the success rate of

the proposed attack. Since we consider two attacking scenarios as detailed in Section 6.2.3 which

demand no training and retraining, respectively, we split the dataset with two approaches. For

setting A (no training), all data are split into 10%-90% to build the attacker’s classifier and evaluate

the attack online. For setting B (retraining), we split the dataset into 50%-10%-40% for retraining

the last layer of the victim models, building the attacker’s classifier, and testing the proposed attack.

Figure 6.11: Classification accuracy for binary and multi-class with various classifiers with the

attack on MobileNet v1

Table 6.5: Binary attacking success rate: sensitive labels (daisy) vs others (dandelion, roses,

sunflowers, and tulips)

Settings Threshold (Cycles) MobileNet v1 MobileNet v2 DenseNet 121 DenseNet 169 VGG16 VGG 19

Setting A

0 94.3 69.4 73.9 44.9 58.8 56.9

100 99.0 77.3 73.7 52.4 60.5 65.5

200 98.8 66.3 73.6 51.6 60.5 68.7

500 96.1 65.6 78.5 66.6 70.6 69.9

Setting B

0 93.9 69.0 73.0 52.2 58.5 56.2

100 98.3 76.9 73.6 44.9 60.4 65.3

200 98.4 66.1 73.0 50.7 60.3 69.4

500 95.5 65.4 78.3 66.4 69.7 69.8
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Attacking Success Rate with Various Classifiers

We explore different classification algorithms to select the optimal one for deducing label

information from the victim model based on Flush+Reload observations. As shown in Figure 6.11,

we present the binary and multi-class attacking success rate, i.e., classification accuracy, of our

attack on MobileNet v1. Generally, multi-class attacking is more complicated than the binary

attacking scenario with around a 20% accuracy difference. Selecting an appropriate classifier for

multi-class attacking is more critical for our attack since OneR yields 35% less accuracy than J48

with 75% multi-class classification accuracy. By comparison, classification accuracy is less critical

for binary attacking scenarios, while J48 is better than OneR by around 2.5%. For both binary and

multi-class attacking scenarios, J48 and MLP outperform the rest three classifiers.

Binary Attacking Evaluation

As seen in Table 6.5, we consider the classification accuracy with six different victim models

under noise removal thresholds ranging from 0 to 500 cycles under both setting A and setting

B detailed in Section 6.2.3. We observe that similar results are found for setting A and setting

B, indicating that introducing customized layers with pre-trained weights freeze does not cause a

noticeable impact on our attack. For all six victim models, we observe a noticeable influence of

changing noise removal threshold on classification accuracy under setting A and B while the impact

varies from models. We can observe that the attacking success rate on both MobileNet v1 and

MobileNet v2 receives the highest value when the threshold is set at 100 cycles. By comparison,

the static neural network models, DenseNet and VGG, demand a higher threshold value at 500

cycles. The difference is that the filter shape of MobileNet convolutions is generally smaller than

VGG and DenseNet, having less execution time. Across all six models from three DNN families,

MobileNet v1 is the most vulnerable one and suffers over 99% attacking success rate when the

noise removal threshold is set at 100 cycles. Though DenseNet and VGG are less vulnerable, we

still observe 78.5% and 70.6% success rates under setting A and similar results under setting B,

indicating the attacker can still devise the label information from the victim static neural network

models. Another observation is that static models from the same DNN family, i.e., DenseNet and

VGG, experience similar attacking success rates with various threshold cycles. Though MobileNet

v2 are from the same DNN family as MobileNet v1, the attacking success rate is 77.3% because
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a) MobileNet v1: 75.6% b) MobileNet v2: 51.0%

c) DenseNet 121: 51.5% d) DenseNet 169: 31.4%

e) VGG 16: 37.7% f) VGG 19: 37.4%

Figure 6.12: Heatmap of multi-class attacking success rate under setting A of six models: MobileNet

v1, MobileNet v2, DenseNet 121, DenseNet 169, VGG 19, and VGG 16.

its short cuts between bottlenecks and depthwise causes the occurrences of LaunchConv function

challenging for attackers’ classifier. In conclusion, binary attacking can receive up to around 99%
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success rate and yield a significant difference in success rate on the six victim DNN models.

Multi-class Attacking Evaluation

Besides the binary classification that helps our attacker identify sensitive labels from victim

models’ execution, we also evaluate the attack to steal all possible labels individually from victim

models. We plot the predicted labels from our attacker’s classification results and ground truth

labels with heatmaps as shown in Figure 6.12 for setting A with accuracy included. Similar to

binary classification, our attack yields similar accuracy under the two settings, while results for

setting B are not presented for the brevity of space. Compared to the binary attacking, inferring

the multiple labels, i.e., five in this work, is more challenging for the attack, suffering over 20%

attacking success rate decrease for almost all victim models. Still, the multi-class attacking on

MobileNet v1 also receives a 75.6% success rate. Most classification errors are from sunflowers and

tulips, meaning the attack receives high confidence for the other three classes samples. Similar to

the binary attacking scenario, MobileNet v2 is less vulnerable since the occurrences of LaunchConv

function are less separable caused by shortcuts and depthwise. Still, we find that most samples from

daisy, sunflowers, and tulips are classified correctly by the attacker’s classifier. By comparison, the

four static DNN models, i.e., DenseNet 121, DenseNet 169, VGG 16, and VGG 19, are less likely to

suffer from multi-class attacking.

6.3 Conclusion

This chapter examined the side-channel vulnerability on two emerging applications, i.e.,

web browsers and deep neural network models, to further highlight the wide existence of side-channel

vulnerability in computer systems. To automate the process, this chapter uses ML classification

approaches to analyze the correlation between side-channel observations and sensitive information.

For the web browser application, we investigated the website fingerprinting attacks which take

advantage of the microarchitectural state of the processor running the browser. While Hardware

Performance Counters (HPCs) are widely used for performance tuning, application profiling, malware

detection, etc., this work presents Leaked-Web, a fast and unified HPC-based attack model that

collects microarchitectural HPC samples by using the Perf tool under Linux and trains accurate

and efficient ML classifiers with the HPCs’ traces. Compared to prior works, Leaked-Web demands
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significantly lower network traffic per website visit and achieves up to 91% classification accuracy

outperforming the state-of-the-art attack by nearly 5%. Our presented attack obtains a trivial

performance overhead (less than 1%) which is more than 12% lower than the existing HPC-based

attacks. Then we explored the potential label leakage with cache-based SCA Flush+Reload on deep

neural networks. To achieve it, we build an effective classifier that predicts the label information

with Flush+Reload traces by investigating different noise removal settings and exploring a broad

range of classification techniques. Additionally, we illustrate both binary attacking and multi-class

attacking capability with six DNN models from both static and dynamic neural networks. Our

experiments exhibit that the attack achieves up to 99% binary attacking success rate and 75.6%

multi-class attacking success rate on MobileNet v1.
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Chapter 7

Future Work and Conclusion

An increasing number of side-channel vulnerabilities have been identified in the past decade,

which notably compromise the security of computer systems. Hence, it is urgent to countermeasure

such side-channel attacks and design effective defense approaches. In this dissertation, we propose

the use of ML for developing effective SCAs detectors with hardware-level features, implementing a

light-weight mitigation framework with a minor performance overhead, and analyzing the leakage

potential in emerging applications.

In Chapter 3, we introduced the two customized ML-based SCAs with hardware perfor-

mance counters to address the challenges in real-time SCAs detection and zero-day SCAs capturing,

respectively.

To cope with the increasing number of edge devices in the following generation networks,

Chapter 4 also explored the potential of applying ML to build effective attack detectors against

malware and SCAs on edge devices including autonomous vehicles, mobile, and laptops.

Chapter 5 investigates the effectiveness of randomizing system-level and hardware-level

settings, i.e., frequency and prefetchers, to pollute the observations of SCAs. Based on the

experimental results, adjusting the frequency of processors and adapting prefetchers can effectively

help obfuscate the executions of victim applications. We further proposed Hybrid-Shield which

combines the ML-based SCAs detector proposed in Chapter 3 and the randomization-based mitigation

approach to achieve a low performance overhead with high protection level.

Besides applications of cryptography like RSA, AES, Chapter 6 probed the side-channel

vulnerabilities in emerging applications, including the web browser and deep neural network models.
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We adopted ML classification techniques to analyze the side-channel traces and expose the correlation

between side-channel observations and sensitive information, i.e., website and label information.

Though this dissertation addressed the security challenges from SCAs, there are still a

lot of open research problems. Following, we will present potential future works firstly and then

conclude our work in this dissertation.

7.1 Future Directions

The emerging, more sophisticated side-channel attacks impact a diverse range of computing

platforms, from edge to cloud continuum, threatening computer systems owned by individuals,

organizations, or governments. Compared to software-oriented malware, hardware-oriented SCAs

demand more reliable detection and defense approaches beyond upgrading since they exploit

hardware vulnerabilities. The advancement of next generation networks and ML fosters a more

connected and autonomous world where such malicious activities can result in breaches of privacy,

malfunctions of critical facilities, and even loss of lives. However, the security of edge ML routinely

leaks information about the internal computing process via fluctuating levels of power consumption,

electromagnetic emissions (EM), and cache behaviors.

In future research, one direction is to assess the potential side-channel leakages of different

ML models deployed on edge devices like mobiles or other wearable devices. Existing works use

effectiveness and energy efficiency as two primary metrics used for deciding the optimal ML model.

Future research can include the security in terms of side-channel vulnerabilities as a third metric to

benchmark the leakage difference across various ML models. To secure the edge devices against

SCAs, future research is required to build a secure, tamper-proof foundation. The defense can

include two aspects: detection and mitigation. For the detection aspect, future research needs an

ML-based on-device detection to equip edge devices with awareness of SCAs. The second aspect is

to design a mitigation framework with zero side-channel emissions and an automated validation

platform to evaluate the effectiveness of our countermeasures in reducing side-channel leakages in

ML edge devices.

Besides the side-channel vulnerability evaluation of ML models, another open problem is

the security of heterogeneous architectures like CPU-FPGA, CPU-GPU, etc. The design of the

heterogeneous computation platforms significantly improves computation speed with less energy
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cost, especially for CPU- intensive workloads, like DNN training and inference. To meet the demand,

the industry, including Google, Intel, and Amazon, also includes integrated products of CPU and

customized hardware accelerators in their cloud services. However, isolation and security boundaries

have mainly been studied and implemented in the CPU, while the heterogeneous architectures

introduce new attack vectors and vulnerabilities. Moreover, cloud providers fasten the deployment

of accelerators-equipped computation platforms, leading the heterogeneous architectures shared

among multi-tenants to threaten data security. In the future, it is crucial to reexamine the isolation

and security boundary in heterogeneous architectures and develop an automation tool to find the

potential side channels and secure the heterogeneous architectures via obfuscation at system and

application levels.

7.2 Conclusion

This dissertation presented the security threats brought by emerging attacks, i.e., side-

channel attacks (SCAs), which can notably compromise a computer system’s privacy. We demon-

strated that ML techniques could be extensively used in side-channel evaluation and defenses to

address the security challenges. We explored the feasibility and effectiveness of leveraging ML

techniques and hardware-level features to design SCAs detectors. To further defend against SCAs,

we also investigated a light-weight mitigation approach by randomizing system-level and hardware-

level settings, including frequency and prefetchers. Besides the analysis of SCAs on cryptography

applications, this dissertation also examined the leakage potential of general applications and found

that both web browser and deep neural networks are susceptible to side-channel attacks and are

prone to losing privacy assurance. Lastly, we discussed the open research problems that are left

behind in this dissertation. The progress of the next generation network and high performance

hardware exacerbates the deployment of ML and heterogeneous architectures while they bring new

attacking surfaces. The privacy assurance of ML in terms of side channels needs to be further

re-evaluated. Moreover, the heterogeneous architectures, including CPU-GPU, and CPU-FPGA,

break traditional isolation and security boundary, which can also bring new side channels and incur

sensitive information disclosure. We leave these research problems for future investigations.
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