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CHAPTER 1

Introduction

Mobile web browsing has rapidly grown in popularity, generating more traffic than its desktop counterpart [Eng19, Eth16, Pet19]. Over the past decade the global web traffic has increasingly shifted toward mobile. As shown in Figure 1.1, starting from 2017, mobile web traffic accounts for over half of global web traffic. Along with the ongoing shift toward mobile, user have grown to expect faster and smoother experience from surfing the web on both desktop and mobile platforms [Gooc]. Numerous studies have shown that, although users show various tolerance levels, 57% of users tend to abandon web pages that take longer than 3 seconds to load [BBK00, BKB00, GHM04]. Providing smoother user experience and ensuring user satisfaction is of great importance to online business services as it directly affects their revenue. For instance, taking one second longer to load a page results in 11% lower page views and 16% decrease in customer satisfaction. In dollar terms, if an online business earns $100,000 a day, such one second delay could bring about a $2.5 million revenue loss in a year [Man18].

However, despite accounting for increasing share of global web traffic, mobile browsing in the wild continues to operate far slower then what users can endure, with page loads often taking upwards of 10 seconds [An18, RNU17], even on a state-of-the-art phone and LTE cellular network. The current sub-optimal state of mobile web performance negatively impacts not only user experience, but also the revenue of content providers [EK19], as users are more likely to abandon pages that are slow to load. Consequently, there has been a great number of research done with the goal to improve web page loads both on desktop and mobile platforms.
1.1 BACKGROUND AND MOTIVATION

Many systems have been developed by both industry and academia to accelerate page loads. Prior approaches have focused on pushing content to clients ahead of time [RNU17, WBK14, ZWH18, EGJ15], compressing data between clients and servers [ABC15, Vol12, SMK15], intelligent dependency-aware request scheduling [BWW15, NGM16], offloading tasks to proxy servers [NSM19, SPG14, BTS17, Ama18], and rewriting pages for the mobile setting (either by automatically serving post-processed objects to clients [WKW16, NM18a, Ope18a], or by manually modifying pages to follow mobile-focused guidelines [Gooa, JBW19]). Yet despite these efforts, mobile page loads continue to fall short of user expectations in practice, due to two reasons: 1) not being effective enough in the complex real world settings, 2) deployment challenges that come at the expense of manual effort and page functionality.

Given the importance of user satisfaction, many businesses offer their services on both mobile web platform as well as mobile applications. User studies show that users perceive mobile apps performance faster than mobile web pages [Tal]. One potential argument is abandoning mobile web in favor of mobile apps. Mobile apps offer a host of advantages over mobile web pages, including allowing access to specific device hardware such as Bluetooth and sensors, storing user preferences on the mobile device, and yet the most prominent, better perceived performance. However, even given all the advantages that mobile apps bring, we cannot completely discard web pages, since
web pages offer a distinct set of advantages of their own. Choosing mobile web pages, allows use of services without requiring users to manually install a mobile app on their device or putting an effort to keep the apps updated. Also, mobile web pages provide seamless transition across different domains within one page. Considering the inherit benefits of mobile web pages, we pursue a contrary approach: instead of attempting to replacing the web pages with mobile apps, we seek to draw inspiration from mobile apps to improve mobile web performance. In particular, this work studies how mobile apps deliver better performance and what are the key contributors to this perceived performance gap between the two platforms, and how to bring the mobile apps benefits to mobile web such that users can exploit the benefits of mobile web pages without paying the cost of slower performance.

1.2 THESIS APPROACH

The key goal across this work is to improve performance for legacy web pages pragmatically without requiring developer intervention to manually rewrite pages or modify web browsers. To achieve this goal, our general approach is to extract web page semantics, obtain runtime information such resource usage, and then use this information to automatically rewrite pages that provide optimized performance.

Figure 1.2 describes my thesis general approach. On the server-side, we programmatically extract insights and constraints from the page and if needed the back-end. These insights and constrains express what the developer indented the page to look like as well as what is deemed as correct final page state and behavior. We use different program analysis techniques to obtain the needed insights and constrains and ensure the correctness of our approach for any given legacy web page. Also, our approach provides a rewritten version of the page without requiring developer effort. The rewritten page includes our custom JavaScript optimizer library that correctly enforces the desired optimizations on the given page during client page load with an unmodified browser, achieving another part of our goal which is avoiding browser modifications.

During the client page load, we use JavaScript to pass in the collected insights and constrains to
the client-side with an unmodified browser along with the rewritten page. Our customer JavaScript library leverages the insights and constrains generated by the server-side in addition to runtime resource usage information to drive the page load in a manner that makes the best use of resources, such as available CPU cores. Collectively these components provide faster page loads compared to the original legacy page load.

Specifically, I propose two automatic systems that tackle web performance bottlenecks from two complementary aspects: startup delays, and client-side computations:

1. **Fawkes** ($\S 2$) targets the slow startup delays in mobile web and provides faster page loads through separating static and dynamic contents of the page, inspired by how mobile apps use static templates to load content on the screen as soon as the app is launched. Fawkes takes a similar approach by sending static contents of the page to the client upon receiving the request, while dynamic parts of the page are generated, hence enabling the client browser to load static contents to the screen well before the back-end server is finished processing the request and has sent the generated dynamic parts back to the client.

2. **Horcrux** ($\S 3$) focuses on the reducing the amount of computation that browsers must perform to load a page via parallelizing JavaScript computation. Again inspired by how mobile apps take advantage of concurrent execution on multiple threads, Horcrux offloads JavaScript executions of a page to different threads whenever the opportunity arises, effectively reducing the amount of time required for client-side computations.
There are numerous challenges shared between the two systems that achieve our goals of providing faster page loads for legacy web pages:

1. Ensuring correctness: In order to either reduce startup delays or client-side computations, we require a comprehensive understanding of page load process including how JavaScript code in the page can interact with the heap and DOM state during the client page load time given dynamic runtime information and possible non-determinism in the page. As mentioned we use different program analysis techniques to extract constrains and insights to ensure correctness. However, these techniques are expensive and cannot be afforded to be performed during client page load. As a result, we perform a conservative program analysis during an offline phase which enables us to take into account all possible scenarios during page load runtime.

2. Legacy web compatibility and limitations: To make sure our solutions are applicable to legacy web pages, we have to consider web semantics and the limitations of web APIs used as part of our solutions. Fawkes and Horcrux are designed to take into account different HTML semantics and how it interacts with DOM APIs, as well as limitations of web worker APIs.

3. Optimizer Overheads: While our custom JavaScript library enforces optimization to the rewritten page, it also incurs an overhead during the client page load time. To achieve faster page load times, we employ heuristic and other smart tactics gained via experimental insights to minimize such overheads.

### 1.3 Improving Startup Delays

Our first key observation is that, while existing optimizations are effective at reducing network fetch delays and client-side computation costs during page loads, they all ignore a large and fundamental bottleneck in the page load process: the download of a page’s top-level HTML file. To fetch a page’s top-level HTML, a browser often incurs multiple network round trips for connection setup (e.g., DNS lookups, TCP and TLS handshakes), server processing delays to generate and
serve content, and transmission time. These tasks can sum to delays of hundreds of milliseconds, particularly on high-latency mobile links. Only after receiving and parsing a page’s HTML object can the browser discover subsequent objects to fetch and evaluate, make use of previously cached objects, or render any content to the blank screen. Thus, from a client’s perspective, the entire page load process is blocked on downloading the page’s top-level HTML object. This is true even in warm cache scenarios, since HTML objects are most often marked as uncachable [NM18b] (§2.1).

Eliminating these early-stage inefficiencies would be fruitful for two reasons. First, overall load times would reduce since client-side computation and rendering tasks for cached content could begin earlier and be overlapped with network and server-side processing delays for new content; the CPU is essentially idle as top-level HTML files are fetched in traditional page loads. Second, and more importantly, browsers could immediately display static content, rather than showing only a blank screen as the HTML is fetched (Figure 1.3). This is critical as numerous web user studies and recent performance metrics highlight user emphasis on content becoming visible quickly and progressively [NNM18, Goo12, KRB17, NB19, VBN16].

To enable these benefits, we draw inspiration from mobile apps which, despite sharing many components with the mobile web (e.g., client devices, networks, content), are able to deliver lower startup delays (Figure 1.3). Apps reduce startup times by aggressively separating static content from dynamic content. At the start of executing a task (akin to loading a page), an app will issue a request for dynamic content in parallel with rendering locally cached content like structural templates, images, and banners. Once downloaded, dynamic content is used to patch the already-displayed static content.

Like apps, web pages already cache significant amounts of content across loads: 63% and 93% of the objects and bytes are cacheable on the median page. Yet startup times in warm cache page loads remain high due to download delays of top-level HTML files (§2.1). But why are HTML

---

1 These delays persist even for HTML objects served from CDNs since last-mile mobile link latencies still must be incurred.
Figure 1.3: Comparing the mobile app and mobile web browser loading processes for BBC News over an LTE cellular network.

objects marked as uncacheable? The reason is that they typically bundle static content defining basic page structure with dynamic content (e.g., news headlines or search results). HTML which embeds dynamic content must be uncacheable so clients see the most recent page. Thus, at first glance, it appears that addressing this challenge with app-like templating would require a rethink of how web pages are written. However, our measurement study (§2.1) reveals that web pages are already highly amenable to such an approach given the large structural and content similarities for HTML objects across loads of a page. For instance, 75% of HTML tags on the median top 500 page have fixed attributes and positions across 1 week, and could thus be separated into static templates.

We present **Fawkes**, a new web acceleration system that modifies the early steps in the page load process to mirror that of mobile apps. Fawkes optimizes page loads in a two-step process. In the first phase, which is performed offline, web servers *automatically* produce static, cacheable HTML
templates, which capture all content that remains unchanged across versions of a page’s top-level HTML. The second phase occurs during a client page load; servers generate dynamic patches, which express the updates (i.e., DOM transformations) required to convert template page state into the latest version of a page. During cold cache page loads, browsers download precomputed templates while dynamic patches are being produced, and can quickly begin rendering template content and fetching referenced external objects as patches are pushed. In warm cache settings, browsers can immediately render/evaluate templates and referenced cached objects while asynchronously downloading the dynamic patch needed to generate the final page.

Realizing this approach with legacy pages and unmodified browsers requires Fawkes to solve multiple challenges:

- On the server-side, generating templates is difficult: traditional tree comparison algorithms [ZS89, Kle98, DMR07, PA11, PA15] do not consider invariants involving a page’s JavaScript and DOM state, but templates execute to completion prior to patches being applied and thus must be internally consistent. For example, removing an attribute on an HTML tag can trigger runtime errors if downstream JavaScript code accesses that attribute; an acceptable template must keep or omit both of these components. In addition, graph algorithms are far too slow to be used for online patch generation. Instead, Fawkes uses an empirically-motivated heuristic which trades off patch generation time for patch optimality (i.e., number of operations; note that the final page is unchanged). Our insight is that tags largely remain on the same depth level of the tree as HTML files evolve over time. This enables Fawkes to use a breadth-first-search variant which generates patches 2 orders of magnitude faster (in 20 ms) with comparable content.

- On the client-side, each static template embeds a special JavaScript library which Fawkes uses to asynchronously download dynamic patches and apply the listed updates. The primary challenge is in ensuring view invariance for JavaScript code that is inserted via an update: that code must see the same JavaScript heap and DOM state as it would have seen during a normal page load. For example, consider an update which adds a `<script>` tag to the top of the HTML template. If that script executes a DOM method that reads DOM state, the return value may include DOM...
nodes pertaining to downstream tags in the template—this state is already loaded in a Fawkes page load, but not in a default one, and may trigger execution errors. To provide view invariance, Fawkes uses novel shims around DOM methods which prune the DOM state returned by native methods based on knowledge of page structure and the position of the script calling the method.

We evaluated Fawkes using more than 500 real pages, live wireless networks (cellular and WiFi), and two smartphone models. Our experiments reveal that Fawkes significantly accelerates warm cache mobile page loads compared to default browsers: median benefits are 64% for Time-to-first-paint (TTFP), 46% for Speed Index (SI), 26% for Time-to-interactive (TTI), and 22% for page load time (PLT). Despite targeting warm cache settings, Fawkes speeds up cold cache loads by 62%, 24%, 20%, and 17% on the same metrics. Fawkes also outperforms Vroom [RNU17] and WatchTower [NSM19], two recent mobile web accelerators, by 69%-73% and 10%-24% on warm cache TTFP and SI. Importantly, Fawkes is complementary to these approaches; Fawkes with Vroom achieves Fawkes’s TTFP and SI benefits, while exceeding Vroom’s PLT improvements by 22%. Source code and experimental data for Fawkes are available at https://github.com/fawkes-nsdi20.

1.4 Reducing Client-side Computations

Another key contributor to slow page loads on mobile devices is the computation that browsers must perform to load a page [WBK13, NB16, NM18a, CZH20], most of which is accounted for by the execution of JavaScript code (§3.1). Numerous solutions have attempted to reduce the amount of necessary client-side computation, either by requiring developers to manually rewrite pages [Gooa] or by having clients offload page load computations to more powerful servers [NSW15, NSM19, Ope18a, Ama18, NM18a, Fac19a]. However, solutions of the former class come at the expense of manual effort and page functionality, while those in the latter class are largely unviable in practice (§3.6). Offloading to proxies [NSW15, NSM19, Ope18a] is infeasible in today’s HTTPS-by-default web, while systems [NM18a] in which origin servers return post-processed pages that elide computations risk compromising correctness since servers lack visibility into client-side state
(e.g., localStorage) that can affect control flow in a page load.

Instead of attempting to *reduce* the amount of computation that web clients must perform, we seek to execute the necessary computation on client devices *more efficiently*. In particular, we observe that there exists a fundamental inefficiency in the computation model that browsers employ (§3.1). To simplify page development, JavaScript execution is single-threaded [NM19, NM18a], and worse, JavaScript and rendering tasks are forced to share a single “main” thread per frame in a page [Goob]. Consequently, browsers are unable to take advantage of the growing number of CPU cores available on popular phones in both developed and emerging regions [DVB18a, DVB18b]. This inefficiency will only worsen as, due to energy constraints, increased core counts have become the main source of compute resource improvements on phones [Phi, GYC18].

A natural solution to this inefficiency is to parallelize JavaScript computations across a device’s available cores. Browsers have included support for pages to spin up parallel JavaScript computation threads in the form of Web Workers [MDN20, web17] for over 8 years now. Yet, only a handful of the top 1,000 sites use Workers on their landing pages, largely due to the challenges of writing efficient, concurrent code [AXC20, HPJ16]. These challenges manifest in two ways for the web.

- Determining *which* JavaScript executions on a page frame can be safely parallelized requires a precise understanding of the page state accessed by every script, due to the language’s lack of synchronization mechanisms (e.g., locks). Placing the onus of this task on web developers [MTK12, par20] is impractical, while reliance on browsers to speculatively make parallelism decisions [CFM13, MHS11] is inefficient (§??).

- *How* to efficiently execute scripts in parallel is also not straightforward due to the restrictions that browsers impose on Workers. In particular, they cannot access a page’s JavaScript heap or DOM tree, and coordinating with the main thread, which has these privileges, adds overheads.

Our goal is to automatically parallelize JavaScript computations for *legacy pages* on *unmodified browsers*, thereby addressing the cognitive and operational overheads involved in explicitly making
parallelism decisions.

Our solution, Horcrux, achieves these goals by employing a judicious split between clients and servers, hence preserving HTTPS’ end-to-end content integrity and privacy guarantees [NSM19]. Servers perform the heavy lifting of finding parallelism opportunities and embed that information in their pages. Clients then run a JavaScript scheduler that efficiently manages parallelism using runtime information that servers lack, i.e., number of available threads, control flows taken in the current load. Three primary insights guide our design of Horcrux.

First, we ensure that any introduced parallelism preserves the final page state that developers expected when they wrote the page. For this, Horcrux forces computations that exhibit state dependencies (e.g., a read-write dependency on a global variable) to run serially in an order that matches the legacy load, while allowing other computations to run in parallel. Key to enabling this is Horcrux’s offline use of concolic execution [KML21, GKS05, SMA05] on servers to explore all possible control flows on a page and identify all state that each JavaScript function might access, irrespective of how client-side nondeterminism could affect any particular load.

Second, Horcrux minimizes client-side coordination overheads by carefully partitioning responsibilities between the main browser thread and the Web Workers it spawns. Horcrux reserves the main thread for coordinating Worker offloads, managing global page state, and running DOM computations (which Workers cannot); all other computations are offloaded. This yields two benefits. First, scripts typically interleave computations that can and cannot be offloaded; Horcrux maximally parallelizes the former while carefully mediating the latter. Second, by keeping the main thread largely idle, Horcrux quickly adapts the parallelization schedule to the runtimes of JavaScript computations, offloading the next computation as soon as a Worker becomes available.

Third, the granularity at which Horcrux parallelizes JavaScript execution is crucial with respect to overheads and potential parallelism.

A natural solution would be to offload the invocations of JavaScript functions, which account for 94% of JavaScript source code. However, the sheer number of invocations in a typical page load
makes this too costly. Instead, we observe that functions are typically invoked hierarchically (i.e., nested functions), with significant state sharing within a hierarchy, but less across them. Therefore, Horcrux offloads at the granularity of root function invocations, or the root of each hierarchy along with its nested constituents. Compared to per-function offloading, this requires 4\times fewer offloads while achieving 73\% of the potential speedup.

We evaluated Horcrux using over 650 diverse pages, live mobile networks (LTE and WiFi), and three phones, that collectively represent browsing scenarios in both developed and emerging regions. Our experiments across these conditions reveal that Horcrux reduces median browser computation delays by 31-44\% (0.9-1.5 secs), which translates to page load time and Speed Index speedups of 18-29\% and 24-37\%, respectively. Further, Horcrux’s median benefits are 1.3-2.1\times larger than prior compute-focused web accelerators, and 1.4-2.1\times more than (complementary) network optimizations.

Taken together, our results highlight that, despite being written for a serial browser computation model, existing pages are surprisingly ripe with parallelization opportunities. Horcrux shows how such opportunities can be exploited under the hood, without having developers manually rewrite their pages. Source code and datasets for Horcrux are available at https://github.com/ShaghayeghMrdn/horcrux-osdi21.
CHAPTER 2

Fawkes: Faster Mobile Page Loads via App-Inspired Static Templating

2.1 Motivation

In order to improve mobile web startup delays, first we need to understand the discrepancies between mobile apps and web pages, so we begin with a range of measurements that illustrate these discrepancies (§2.1.1), and the amenability of web pages to app-like templating (§2.1.2). Results used the LTE setup described in §2.4.1.

2.1.1 Mobile Apps vs. Mobile Web

We compare the load process of mobile apps and web pages by analyzing equivalent tasks across 10 web services; services were selected by randomly choosing web pages from the Alexa US top 100 list [Ale18], and discarding those without a corresponding mobile app. Our corpus includes news, recommendation platforms, search engines, and social media applications. For each service, we equate loading a homepage with a mobile browser to loading the home screen with the mobile app. When applicable, we also compare equivalent searches on both platforms. We load each task in the mobile app and website back to back, and for each task, we log the time until the first paint to the screen and collect screenshots for three events: the first time either platform displays content to the user (Time-to-first paint, or TTFP), an intermediate checkpoint with additional displayed content, and the time when both platforms reach their final visual state. Mobile app screenshots and paint events are captured via the Apowersoft Recorder [APO19] and Android Systrace [Goo19f] tools, respectively. Since apps have content cached during installation, for fair comparison, we consider
Figure 2.1: Overview of cold and warm cache page loads with Fawkes. Servers return static, cacheable HTML templates, as well as uncacheable dynamic patch files that list the updates required to convert those templates into the latest page. Updates are performed dynamically using the Fawkes JavaScript patcher library that is embedded in the templates.

warm cache page loads (back to back). Certain mobile apps operate by displaying a logo for several seconds during startup, prior to displaying the home screen. We do not consider such apps here.

Startup delays are far lower with apps than web pages. Across the corpus, our experiments reveal that TTFP values are between $3.5 \times -5.2 \times$ lower with mobile apps than mobile web pages. Figure 1.3 provides a representative example of loading the home page for BBC News. As shown, despite the high network latencies and potential server processing delays, the mobile app is able to quickly display static content that establishes the overall app layout and logos in under 300 ms. We verified that the reason for this is that the app quickly pulls this content from its local cache while asynchronously fetching dynamic news headlines. In contrast, the BBC web page remains blank as the browser establishes a connection to the backend and downloads the top-level HTML for the page. Only upon receiving the HTML object can the browser begin rendering any static or dynamic content to the screen–this does not begin until 1200 ms, $4 \times$ longer than the app.

Problem: uncacheable HTML limits caching benefits for the web. The above discrepancies between mobile apps and web pages are indicative of a fundamental difference in the startup tasks on the two platforms. Web HTML objects are used to set the context for the remainder of a page load, establishing render and JavaScript engine processes, creating a DOM tree (i.e., the browser’s
programmatic representation of the page’s HTML) and JavaScript heap, and so on. However, most HTML objects are marked as uncacheable. For example, 72% are uncacheable across back to back loads of the top 500 pages; this number jumps to 85% for loads separated by 5 minutes. As a result, browsers are unable to make use of other objects marked as cacheable (e.g., images, CSS) until they download an HTML object; for reference, 53% and 93% of objects and bytes are cacheable on the median page. Figure 2.2 illustrates this point: median TTFP values are only 5.3% lower in warm cache scenarios than during cold cache page loads despite so many objects being cached.

### 2.1.2 Templating Opportunities for the Web

Motivated by the startup discrepancies between mobile app and web page loads described above, we investigated how amenable web pages are to app optimizations. Our analysis focuses on the feasibility of extracting static templates from HTML objects that can be cached across page loads. We consider two different sets of sites: the Alexa top 500 landing pages [Ale18], and a smaller set which includes 10 pairs of different pages of the same type (e.g., different news articles or search results). More dataset details are provided in §2.4.

We loaded each page (or pair of pages in the smaller corpus) multiple times to mimic different warm cache scenarios: back to back, 12 hours apart, 24 hours apart, and 1 week apart. In each
Figure 2.3: Structural similarity for HTML files over time. Similarity is defined as the percentage of shared tag sequences (including tag attributes, bodies, and types).

setting, we compared the resulting top-level HTML objects to determine structural similarities. We identify each tag as a tuple consisting of its tag type (e.g., `<div>`), HTML attributes (e.g., `class`), and body (e.g., inline script code). Since static templates can be patched during page loads, we also consider tuple versions with all tag attributes stripped, and with both tag attributes and bodies stripped. Additionally, since HTML can be modeled as a tree where ordering matters, for each tag $T$, we generate a sequence of tags by following parent tags up from $T$ to the root node. We then define structural similarity as the fraction of sequences that remain identical across the HTML versions.
Opportunity: HTML structure and content is largely unchanged over time. Figure 2.3 shows that HTML objects exhibit high structural similarity. For example, for the median top 500 page, 92% of HTML tags remain identical across loads separated by 12 hours; these numbers jump to 98% and 100% when attributes are stripped alone or with bodies. These trends persist for different pages of the same type. For instance, two different Instagram profile pages exhibit structural similarity of 98% when only attributes are stripped. The trends also persist for other time windows. For example, median similarities in the 1-week setting are 75% and 95% with nothing and attributes stripped, respectively.

Key Takeaways:

- Mobile apps exhibit a desirable startup process compared to mobile web pages because apps explicitly separate static and dynamic content, and immediately render cached static content while dynamic content is fetched. Web pages, on the other hand, remain blocked (blank screen) on downloading uncacheable HTML objects, despite most other objects being cacheable.
- Mobile web pages are amenable to app-like templating of static content since HTML objects (typically uncacheable) have large structural similarities over long time periods.

2.2 Design

Figure 2.1 shows the high-level design of Fawkes. Clients use unmodified browsers to load pages as normal. On the server side, websites must run Fawkes to handle incoming client HTTP(S) requests. The server-side Fawkes code performs two primary tasks. For a given page, Fawkes statically analyzes possible variants of the unmodified top-level HTML objects for the page and extracts a single static HTML template which maximally captures shared HTML content across versions. The generation of the static HTML template is performed offline, i.e., not during a client page load. Then, when a user loads the page, Fawkes compares the static HTML template to the target HTML, or the one that the default web server would have served without Fawkes, and generates a dynamic patch, which is a JSON file with an ordered list of DOM updates required to convert the
template page into the target one.

The static HTML template includes an inline JavaScript “patcher” library that asynchronously downloads the dynamic patch file, and upon receiving it, dynamically applies the listed updates. During cold cache loads, Fawkes’s server first returns the cacheable, static HTML template, and then streams the dynamic patch with HTTP/2 server push soon after; the template is sent earlier since it is precomputed, and this allows the browser to quickly start rendering template content and fetching referenced external resources. During warm cache page loads, the browser immediately begins to evaluate and render the cached template and other cached objects that it references as the patch downloads.

2.2.1 Server-Side Operation

In order to generate static HTML templates, Fawkes’s server-side component leverages state-of-the-art tree matching algorithms [PA11, PA15]. The goal of these algorithms is to determine the minimum distance between two (or more) tree structures; recall that HTML files are structured as trees (§2.1). In particular, these algorithms take as input a set of trees whose nodes are assigned labels. The algorithms then compute a set of operations that, if applied, would efficiently transform the first input tree into the second. Operations typically comprise three primary types: delete operations remove a node and connect its children to its parent, insert operations add a node to a specific position in the tree, and rename operations do not change node positions but instead only alter a node’s label. Algorithm execution works much like string edit distance techniques, using dynamic programming and assigning each operation a cost of 1.

Altering tree matching algorithms: Fawkes must alter existing tree matching algorithms in several ways to ensure that they are compatible with HTML and web semantics.

First, existing algorithms require each tree node to be labeled with an individual string. However, HTML tags can include state beyond simple tag type (e.g., `<div>` or `<link>`), each of which could be shared across versions of a page. Properties include attributes (e.g., `class`) that control the tag’s behavior with respect to CSS styling rules and interactions with JavaScript code, and
bodies such as inline JavaScript code or text to print.

Failing to consider attributes during HTML comparison can result in either broken pages if attributes are incorrectly treated as equivalent, or suboptimal templates if shared attributes are not maximally preserved, i.e., any attribute discrepancy would require omitting a tag. Thus, Fawkes’s tree comparison algorithm labels each HTML tag with a (type, [attributes], body) three-tuple.

Second, Fawkes opts to not support *rename* operations, and instead only supports new *merge* operations. Unlike rename operations that can entirely change a node’s label to deem it equivalent to a node in the other tree, merge operations can only alter a tag’s attributes or body to claim such equivalence. Importantly, merge operations do not allow tag types to be modified. The reasoning behind this decision is that different tags impose different semantic restrictions on HTML structure. For instance, an `<img>` tag is self-closing, and cannot contain children tags, while `<div>` tags can have arbitrary children structures. Rewriting a `<div>` tag to an `<img>` tag would thus trigger cascading effects on existing children tags, leading to smaller templates.

Generating static HTML templates: Fawkes uses the above tree matching framework to generate static HTML templates from a set of HTML files. We describe how to get this input set in §2.2.3, and for simplicity, describe the approach assuming two input HTML files. To start, Fawkes runs its tree matching algorithm to generate a set of operations which, if applied, would convert $HTML1$ to $HTML2$. Fawkes then iterates through $HTML1$ and selectively applies certain updates to only keep content that is shared across the inputs. Delete operations are directly applied to $HTML1$ as they represent content which is not shared across versions and thus should not be part of the static HTML template. Similarly, insert operations are ignored as they represent content that must be added to reach $HTML2$ and is thus not shared. Finally, Fawkes strips all content (tag attributes and bodies) referenced by merge operations as these highlight discrepancies between HTML versions.

While applying these operations and generating static HTML templates, Fawkes must be careful to preserve page semantics and not violate inherent dependencies between page state. In particular, Fawkes must ensure that static HTML templates are *internally consistent* and do not trigger JavaScript execution errors when parsed; this is important as templates are parsed to completion.
prior to any patch updates being applied. The key challenge is that altering an HTML tag’s attributes or body can have downstream effects due to the shared state between JavaScript code and the DOM tree [NGM16]. For example, a downstream `<script>` tag may access an upstream `<p>` tag’s attribute. Deleting that `<p>` tag’s attribute can thus trigger execution errors when the browser reaches the `<script>` tag. Similarly, different `<script>` tags can share state on the JavaScript heap. As a simple example, an upstream tag may define a variable which the downstream tag accesses. Thus, cutting the upstream tag’s body can trigger downstream execution errors.

Existing tree matching algorithms are unaware of such dependencies and are agnostic to the HTML execution environment. Thus, Fawkes applies a post-processing step to ensure that such dependencies are not violated in the static HTML template. Fawkes essentially iterates through the static HTML template, and upon detecting an altered tag, cuts downstream `<script>` tags. Fawkes could leverage techniques like Scout [NGM16] to more precisely characterize the dependencies between tags and JavaScript code in an effort to preserve more state in static HTML templates. However, accurately capturing such fine-grained dependencies would require web servers to also execute HTML content and load pages. Our empirical results motivate that templates derived from static tree analysis sufficiently keep the browser occupied with render and fetch tasks as dynamic patches are fetched, obviating the need for dynamic processing.

Generating dynamic patches: Fawkes servers must generate dynamic patches that list updates which, if applied, would convert the page state produced by a template into its desired final form. The inputs for patch generation are the static HTML template and the target HTML which is the file that a default web server would serve during the current page load.

The tree comparison algorithm described above can produce the desired set of transformation updates that a patch must contain. However, such algorithms are far too slow for patch generation which, unlike template generation, must be performed online, during client page loads. Thus, Fawkes uses a tree comparison heuristic which trades off patch generation time for optimality in terms of number of operations in the patch. The key insight is empirically motivated: we observe that tags most often remain on the same depth level of a tree as HTML files evolve over time. Our
analysis of HTML files for 600 pages over a week revealed that, at the median and 95th percentile, 0% and 1% of tags in target HTML files were at a different depth than they were a week earlier. This property favors a breadth-first-search approach over a depth-first-search one, and implies that we need not consider new positions for a tag outside of its current level (as traditional algorithms would). So, for each level in the target HTML file, Fawkes’s algorithm works as follows:

1. Create hash maps for both the target and template HTML files that list all of the nodes for a given tag type in the order they appear on that level (from left to right).
2. Iterate through the template’s level from left to right and handle each node in one of two ways. If the node’s tag type exists in the same level of the target, match this node to the closest node of the same type with the same parent, and remove that node’s entry from the target’s hash map; if no node has a matching parent, match to the closest node of the same type. Record a merge operation by comparing the attributes and bodies for the matched nodes. Else, if the tag type does not exist in the same level of the target, delete this node in the template and record a delete operation.
3. Once we reach the end of the template’s level, apply move operations to order all matched nodes in the template in the same way as they appear in the target; objects which remain in the same position do not require any operation. Note that move operations (which simply change the position of a node) are not supported by traditional tree diffing algorithms, and are only enabled by our heuristic’s “look ahead” hash maps. Also, note that moves made at this level are immediately reflected in lower levels of the tree as children are reordered.
4. Finally, from left to right, insert any remaining nodes listed in the target’s hash map to the appropriate position. Record insert operations for these additions.

The key limitation of this heuristic is with respect to nodes moving across levels in the tree. Traditional algorithms can identify such cases, while Fawkes’s approach would automatically require a delete at the original level and an insert at the new level. However, as noted above, such transformations are rare. In addition, matching nodes to their closest counterparts with the same parent could be suboptimal: an inserted node in the target can create cascading suboptimal rename and
move operations for nodes of that type. Despite such potential inefficiencies, correctness of the final page load is unaffected. We compare this heuristic to standard tree comparison algorithms and other heuristics in §2.4.5.

Each update in a dynamic patch must identify a node to which the update should be applied. Fawkes identifies DOM nodes by their child paths from the root of the HTML tree. For example, a child path of [1,3,2] represents an HTML tag that can be reached by traversing the first child of the root HTML tag, the third child of that tag, and then the second child of that tag. Child path ids are easy to compare and can be computed purely based on HTML tree structure.

2.2.2 Client-Side Operation

To load a page, a mobile browser first loads the static HTML template, whose initial tag is the Fawkes patcher JavaScript library. The patcher begins by issuing an asynchronous XMLHttpRe-quest (XHR) request for the page’s latest dynamic patch. The patcher defines a callback function on the XHR request which will be executed upon receiving the dynamic patch JSON file to apply updates. The patcher then defines the DOM shims required by the callback to apply the dynamic patch updates (described below). Finally, the patcher removes its HTML <script> tag from the page to prevent violating downstream state dependencies and to ensure that the final page’s DOM tree is unmodified. We note that the state defined by the patcher persists on the JavaScript heap despite its tag being removed from the page.

Applying updates: Upon downloading the dynamic patch, the patcher’s callback function iterates over the listed updates and applies them in order until completion. To apply a given update, the patcher first obtains a reference to the affected DOM node (i.e., the one listed in the update) by walking the DOM tree based on the listed child path. The patcher then uses native DOM methods to apply the update.

For insert operations, the patcher first creates a new DOM node using document.createElement(), sets the appropriate attributes with Element.setAttribute(), and then adds it to the appropriate position in the DOM tree by calling document.insertBefore(). Adding nodes to the DOM tree can
Figure 2.4: Update challenge 1: provide view invariance to JavaScript code by hiding downstream DOM state. Shaded nodes are part of the static HTML template. The `<script>` tag is inserted via Fawkes’s patcher and calls a DOM method to find `<img>` tags. The native DOM method would return the two nodes outlined in bold, even though the rightmost one would not be returned in the default page load; Fawkes’s DOM shims prune the rightmost node from the return value.

have cascading effects with respect to rendering and layout tasks (both of which are expensive). To mitigate these overheads, Fawkes intelligently looks ahead in the update list to determine if subsequent updates reference the node being added by the current insert update [NM18a, Fac19b]. In these cases, Fawkes constructs a DOM subtree on the JavaScript heap prior to applying the entire subtree to the actual DOM. Fawkes uses similar techniques to handle merge and delete operations.

Handling DOM discrepancies: There are two main challenges with applying updates, both of which relate to JavaScript execution and its interaction with the DOM tree. Fawkes handles both using a novel set of shims (or wrappers) around DOM methods, which are the vehicles with which JavaScript can access or modify the DOM tree.

• The first issue is with providing view invariance for JavaScript code inserted via an update: that code must see the same JavaScript heap and DOM state as it would have seen during a normal page load. This is challenging since updates are not applied until after a page’s static HTML template is entirely parsed. For example, consider Figure 2.4 where an inserted `<script>` tag invokes a DOM method to read `<img>` tags in the page.

The return value for this method would include an `<img>` tag that is downstream in the page’s HTML; this divergence from the default page load could trigger JavaScript execution errors.
Figure 2.5: Update challenge 2: revise update positional information to reflect JavaScript execution. Shaded nodes are part of the static HTML template. Upon execution, the `<script>` tag inserts an adjacent `<link>` tag into the page. Later, when the patcher tries to apply an update to insert an `<a>`, the listed child path id has gone out of date and must be updated.

or alter page semantics. To ensure view invariance, Fawkes shims all DOM methods which return a DOM node or a list of DOM nodes; examples include `document.getElementById()` and `document.getElementsByTagName()`. Each shim calls the native method and prunes the result prior to returning it to the client. Pruning is done by identifying the position in the DOM tree of the script invoking the DOM method, and then removing DOM nodes in the result which are below that position in the DOM tree. Fawkes’s shims skip pruning for callback functions (e.g., timers) and provide view plausibility since the page makes no guarantee on what DOM state those asynchronous events can encounter. We note that it is not possible for inserted scripts to see less DOM state than it would in a default page load because updates are ordered with respect to HTML positions.

- The second issue is that JavaScript code can alter the DOM tree in ways that affect the child path ids for subsequent updates. The reason is that the child path ids listed in the dynamic patch are based on the static HTML, which does not consider JavaScript execution, but are applied to the dynamic DOM tree which JavaScript code can manipulate (Figure 2.5).

To handle this, Fawkes shims DOM methods that affect DOM structure, either by adding, removing, or relocating nodes; example methods include `document.appendChild()` and `document.insertBefore()`.

Each shim calls the native method, logs its effect on DOM structure (e.g., the child path of
an added node), and then returns the value. When the patcher attempts to apply an update, it first checks this log, and modifies the child paths in the remaining updates based on the listed DOM changes. We note that JavaScript can also invalidate a listed update, e.g., by replacing a `<div>` tag with an `<img>` tag in the same position. Fawkes’s shims detect these alterations, and the patcher discards such updates since JavaScript takes priority over HTML for final page structure.

2.2.3 Identifying HTML Objects to Consider

Fawkes’s server-side static template generation inherently relies on having a set of representative HTML files from which to extract a template. Here we discuss several approaches for websites to generate this input set for each of their pages; Fawkes is agnostic to the specific approach that a site uses for this. We note that the input set need not be comprehensive and cover all possible HTML versions for a page since patches will include all necessary updates to reach the target page. However, considering a comprehensive set of HTML objects can reduce the number of updates required at runtime, leading to improved performance.

Option 1: empirical analysis: One approach is for web servers to log the HTML objects that they would serve to clients over time without Fawkes. Fawkes can then periodically recompute a static HTML template based on the latest served HTML files to account for structural modifications that developers make to the page. An advantage of this approach is that the static HTML templates will inherently be based off of the popular pages that are actually served to clients. For instance, if a very rare state configuration would alter the structure of a page, most page loads would benefit from not considering this version in template generation.

Option 2: leveraging web frameworks: An alternative approach is to leverage the model-view-controller architecture that many popular web frameworks (e.g., Django, Ruby on Rails, and Express) use. In these systems, incoming requests are mapped to a controller function which generates a response by executing application logic code that combines application data and premade HTML blocks. Note that these blocks are small, spanning only a few tags each, and are signifi-
cantly augmented with HTML tags generated by application logic—this precludes us from using these blocks as our templates. To leverage this structure, we can perform standard static program analysis [SWS16, LAG14] on application code (particularly the controller for the URL under consideration) to determine the possible HTML block combinations and dynamically produced HTML code that could result for a page.

Option 3: hybrid approach: A final approach is to perform static program analysis on the application backend source code to determine what inputs affect HTML structure, e.g., Cookie values, database state, time of day, etc. Fawkes can then simply probe the backend with different input values to generate a range of potential HTML objects that could be returned to clients; static HTML template generation would then work in the same way as Option 1.

Case studies: Our evaluation (§2.4) primarily focuses on Option 1. However, to validate the feasibility of the remaining options, we analyzed the source code of two real open source web applications: Reddit [red] and ShareLatex [sha]. Both applications follow the MVC model described above, with Reddit using the Python Pylons framework [Pyl19] and ShareLatex using NodeJS’s Express [Nod19]. For both applications, we wrote custom static analyzers which profile the controller for the sites’ landing pages. The output of the profiler is an intermediate template that intertwines HTML code with Python (or JavaScript) logic that, when executed, reads in application variables and outputs a fully formed HTML file. Following branch conditions and unrolling loop bodies in the intermediate template revealed that a ShareLatex project page has 16 possible HTML structures, while Reddit can have over 150. We note that, for this analysis, any tag insertion/deletion or change in tag composition (e.g., an attribute value) is treated as a new page structure. Consequently, despite the large number of potential HTML structures, both pages are highly amenable to large static templates.

2.2.4 Subtleties

Handling different template versions: Since Fawkes clients cache static HTML templates, and Fawkes servers can decide to generate new templates based on page modifications or popularity
changes, it is possible that different clients have different template versions cached. One option is to have clients check for updates prior to evaluating cached templates using the If-Modified-Since HTTP header, but this would eliminate most of Fawkes’s warm cache benefits as a browser would have to incur multiple round trips before rendering any content for the user. Instead, to handle these differences, static templates include a hash of the template contents as a variable in the inline patcher code. The patcher includes this information in its XHR request for a dynamic patch file; no browser modifications are required.

In order to make use of hash information in client requests, Fawkes servers must maintain a mapping of hashes to past static HTML template files which covers the max duration over which the templates are cacheable, i.e., if the templates for a URL are set to be cacheable for 1 day, the Fawkes server must store an entry for each template version served over the past day. Importantly, we expect these storage overheads to be low as our results highlight that templates remain largely unchanged on the order of weeks, and across personalized versions of pages for different users (§2.1 and §2.4).

Updating cached templates: Fawkes can use the hash-based approach described above to ensure benefits despite variations in cached templates. However, over time, Fawkes servers may wish to update cached templates to reflect significant changes in page structure that may deem past versions poor in terms of performance. For this, Fawkes servers simply send updated templates along with dynamic patches served with HTTP/2 server push. Because the pushed templates will remain cacheable for longer durations than the currently cached versions, default browsers will automatically replace the cached template for subsequent loads.

Static templates across URLs: In scenarios where static templates are generated for individual URLs by considering their possible HTML variants, templates can be cached directly under the page’s URL. However, as we discuss in §2.1 and §2.4, Fawkes’s template caching approach can provide significant benefits across different URLs of the same page type, e.g., different search result pages or news articles. To support such scenarios efficiently, browsers must slightly alter their caching approach to allow objects to be cacheable across multiple URLs. Websites can specify
a regular expression that precisely covers the URLs for which the template applies, and browsers would use the same cached template for any load which matches that regular expression.

2.3 Implementation

On the server-side, Fawkes’s template and dynamic patch generation code are written in 1912 and 462 lines of Python and C++ code, respectively. Both components are implemented as standalone modules for seamless integration with existing web servers and content management platforms [Dru19, Wor19]. Module inputs are a set of HTML files, and outputs are full formed HTML and JSON files that can be directly shipped to client browsers. For template generation, Fawkes extended the APTED tree comparison tool [PA15, PA18]. HTML parsing and modification are done using Beautiful Soup [Ric19].

On the client-side, Fawkes’s JavaScript patcher library consumes 3 KB when compressed with Brotli [Goo19b]. The patcher is written entirely using native DOM and JavaScript methods, and is thus compatible with unmodified web browsers. We note that the DOM shims are shared across pages, and thus could be cached as a separate object from each page’s static template to reduce bandwidth costs.

2.4 Evaluation

2.4.1 Methodology

We evaluated Fawkes using two phones, a Nexus 6 (Android Nougat; 2.7 GHz quad core processor; 3 GB RAM) and a Galaxy Note 8 (Android Oreo, 2.4 Ghz octa core; 6 GB RAM). Fawkes performed similarly across the two devices, so we only report results for the Nexus 6. Unless otherwise noted, page loads were run with Google Chrome (v75).

Our experiments consider two different sets of pages:

- Alexa top 500 US landing pages [Ale18]. We augment this list with 100 interior pages that were randomly chosen from a pool of 1000 pages generated by a monkey crawler [sel19] that clicked
Figure 2.6: Distributions of warm cache (back to back and 12 hour) per-page improvements with Fawkes vs. a default browser (i.e., using each page's default HTML) for 600 pages.

- a smaller set of 20 pages that includes pairs of different pages of the same type. Starting from the Alexa top 50 list, we identified page types that have many versions, and manually generated pairs for each one, e.g., two Google search results and two public Twitter profile pages.

In order to create a reproducible test environment and because Fawkes involves page modifications, our evaluation uses the Mahimahi web record-and-replay tool [NSW15]. We recorded versions of each page in our corpus at multiple times to mimic different warm cache scenarios: back
to back page loads, and page loads separated by 12 and 24 hours. Mobile-optimized (including AMP [Gooa]) pages were used when available. To replay pages, we hosted the Mahimahi replay environment on a desktop machine. Mobile phones were connected to the desktop machine via both USB tethering and live wireless networks (Verizon LTE and WiFi) with strong signal strength. The desktop initiated page loads on the mobile device using Lighthouse [Goo19c], and all control traffic for this was sent over the USB connection. All web and DNS traffic were sent over the live wireless networks into Mahimahi’s replay environment. We modified Mahimahi to faithfully replay the use of HTTP/2 (including server push decisions) and server processing delays observed during recording.

To compute per-object server processing delays, we first recorded the RTT to each origin in a page as the median time between the TCP SYN and SYN/ACK packets across all connections with that origin. We then defined the server processing delay for an object as its TTFB minus 1 RTT (for the transmission of the HTTP request and initial response bytes); when applicable, we also subtracted out connection setup delays (1 or 2 RTTs depending on whether the resource was downloaded via HTTP or HTTPS). Lastly, we modified Mahimahi’s replayserver to wait for the corresponding server processing delay before shipping back any object.

In accordance with §2.2, in all experiments, Fawkes’s templates are generated a priori (i.e., offline). We apply server processing delays for a given template as the median delay observed for objects marked as cacheable in the default load of the page; these objects likely represent premade content. Note that this strategy ensures that templates experience the observed server-side delays that do not relate to content generation, e.g., delays due to high server load. Unless otherwise noted, templates are generated using the first and current versions of a page (i.e., a version at time 0, and the version in the back to back load, 12 hours later, etc.); we present results for other template generation strategies in §2.4.5. Dynamic patches are generated online by Mahimahi’s web servers. Server processing times for patches include both the observed server processing time for the page’s original HTML file, as well as the time taken to generate a patch.

We evaluate Fawkes on multiple web performance metrics. Page load time was measured as the
time between the navigationStart and onload JavaScript events. We also consider three state-of-the-art metrics which better relate to user-perceived performance: 1) Speed Index (SI), which represents the time needed to fully render the pixels in the initial view of the page, 2) Time-to-first-contentful-paint (TTFP), which measures the time until the first DOM content is rendered to the screen, and 3) Time-to-interactive (TTI), which measures how quickly a page becomes interactive with rendered content, an idle network, and the ability to immediately support user inputs. All three metrics were measured using pwmetrics [Iri19]. In all experiments, we load each page three times with each system under test, rotating amongst them in round robin fashion; we report numbers per system based on the load with the median page load time.

Correctness and limitations: To ensure a faithful evaluation, we analyzed the pages in our 600-page corpus to identify and exclude those that experience replay errors due to either Mahimahi’s (22 pages) or Fawkes’s limitations (17 pages).

To ensure a faithful evaluation of Horcrux, we analyzed the pages in our corpora to identify and exclude pages that experience replay errors due to either Mahimahi or Horcrux. We excluded 22 pages due to Mahimahi replay errors, most of which were the result of SSL errors for pages that leverage the Server Name Indication (SNI) feature in SSL/TLS certificates (which Mahimahi does not support), and missing resources that Mahimahi’s URL matching heuristic was unable to remedy.

On the remaining pages, correctness with Horcrux was evaluated by forcing determinism upon JavaScript execution (e.g., using fixed return values for calls to Math.Random()) [MEH10, NM19], and comparing loads with and without Horcrux in three ways: 1) a pixel-by-pixel analysis of the final page (using pwmetrics’ screenshots and visual analysis tools [Iri19]), 2) the number of registered JavaScript event handlers (logged using shims on the addEventListener mechanism and by iterating over the DOM tree after the onload event fired [NNM18]), and 3) the browser console errors printed during the page load. We excluded the 17 pages that differed on any of these three properties from our evaluation. Further investigation revealed two key reasons for such discrepancies, which are limitations with Horcrux:
• Although Horcrux cuts downstream JavaScript in templates after the first tag removal or alteration, it does not remove CSS. The reason is that CSS rules can significantly affect the styling of template content, bringing it closer to the final page version. However, CSS and JavaScript code can share state in the form of DOM node attributes. As a result, downstream CSS files in a page’s template can modify DOM attribute state that patched (upstream) JavaScript code can subsequently access—this can alter page execution and lead to errors.

• JavaScript code can dynamically rewrite downstream HTML using the `document.write()` interface. However, Horcrux’s patches are based on a page’s static HTML, which does not reflect JavaScript execution. Thus, because our current implementation of Horcrux does not use shims for `document.write()`, it is possible for JavaScript code in the template to (correctly) rewrite downstream HTML content, that is (incorrectly) resurrected by the Horcrux patcher.

2.4.2 Improving User-Perceived Web Performance

Warm Cache: Figure 2.6 illustrates Fawkes’s ability to improve performance for our 600-page corpus, compared to a default browser, across a variety of web performance metrics and warm cache settings; we omit results for the 24 hour setting due to space constraints, but note that the trends were the same. Benefits with Fawkes are most pronounced on the metrics that evaluate visual loading progress, SI and TTFP. For example, in the 12 hour warm cache setting, median SI improvements are 38% and 22% on the LTE and WiFi networks, respectively. Improvements jump
Table 2.1: Analysis of Fawkes’s templates and dynamic patches across warm cache scenarios with different time windows. Results list median (95th percentile) values for each property.

to 67% and 51% for TTFP; these benefits directly characterize Fawkes’s immediate rendering of static HTML templates, compared to the lengthy blank screen in a default page load. Table 2.3 lists the raw time savings pertaining to these improvements.

Despite targeting quick visual feedback, Fawkes’s results are also significant for more general web performance metrics like TTI and PLT: median improvements in the 24 hour scenario are 20% and 17% in the LTE setting. The reason is that in warm cache settings, Fawkes enables browsers to utilize network and CPU resources that go idle in standard page loads as HTML objects are being loaded. Browsers can immediately perform required rendering and processing tasks (which are non-negligible on mobile devices [NM18a, NB16, WBK13, RNU17]) of both template content and referenced cached objects; at the same time, browsers can issue requests for any referenced uncacheable objects to make use of the idle network.

Across all metrics, Fawkes’s benefits are higher in LTE settings than on WiFi networks. The reason is that network latencies are higher on LTE networks: in our setup, last mile (access link) RTT values were consistently around 82 ms for LTE and 17 ms for WiFi. Higher round trip times increase the time that default page loads are blocked on fetching top-level HTML objects while Fawkes parses its templates.

As expected, benefits were consistently higher in the back-to-back warm cache setting than when page loads were separated by 12 or 24 hours. This is because HTML objects undergo fewer changes across back-to-back loads, leading to larger templates and fewer updates (Table 2.1). Larger templates result in immediate feedback that more closely resembles the final page, as well as increased opportunities to utilize idle CPU and network resources. Note that patch sizes include page content

<table>
<thead>
<tr>
<th>Property</th>
<th>back to back</th>
<th>12 hours</th>
<th>24 hours</th>
</tr>
</thead>
<tbody>
<tr>
<td>Static template size (KB)</td>
<td>102 (601)</td>
<td>77 (343)</td>
<td>73 (358)</td>
</tr>
<tr>
<td>Dynamic patch size (KB)</td>
<td>6 (249)</td>
<td>44 (491)</td>
<td>52 (460)</td>
</tr>
</tbody>
</table>
Figure 2.8: Cold cache speedups with Fawkes versus a default browser on our 600-page corpus. Bars represent medians, and error bars span from the 25th to 75th percentile.

Cold Cache: Although Fawkes’s template-based approach primarily targets warm cache settings, benefits are significant in cold cache scenarios (Figure 2.8). For example, median SI and TTFP improvements were 24% and 62% for the LTE network. These results consider templates generated using HTML files generated 24 hours apart. The reason for these benefits mirror those in warm cache settings, but with smaller savings. Since static HTML templates are served faster than dynamic patches, browsers still have a window to perform template rendering and compute tasks with Fawkes while the default page load is blocked. Browsers largely use this time to quickly fetch referenced uncached objects, making better use of the idle network. Like in warm cache settings, SI and TTFP benefits drop to 21% and 44% on the WiFi network due to the decreased network round trip times.
Figure 2.9: Visual progress with and without Fawkes for the Yahoo homepage. Warm cache loads were 12 hours apart.

2.4.3 Understanding Fawkes’s Benefits

Case study: To better understand Fawkes’s performance, we analyzed the visual progress of page loads both with and without Fawkes. Visual progress tracks the fraction of the browser viewport (i.e., the part of the page that is visible without scrolling) that has been rendered to its final form.

Figure 2.9 shows warm and cold cache results for a representative site in our corpus, the Yahoo homepage. In the warm cache scenario, Fawkes is able to make an immediate jump (53% in 790 ms) in visual progress by parsing and rendering a large part of the static HTML template, as well as referenced static objects which are also in the browser cache. In contrast, the default browser is blocked on the multiple network round trips and server processing delays required to fetch the page’s top-level HTML object; visual progress does not increase until 1110 ms into the load. The initial render (29% in 1270 ms) is also much smaller than with Fawkes because the default HTML parse gets quickly blocked on fetching an uncacheable JavaScript file—rendering is blocked until this file is fetched and evaluated. Fawkes also has to fetch this file, but this occurs via an applied update, at which point Fawkes has already reached 53% visual completeness. We note that evaluation of this script (and thus blocked rendering) is 27 ms worse with Fawkes due to overheads from DOM shims. However, these overheads are overshadowed by the large early lead in visual progress.
<table>
<thead>
<tr>
<th>Algorithm</th>
<th># of operations</th>
<th>Execution time (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fawkes’s heuristic</td>
<td>2 (667)</td>
<td>20 (59)</td>
</tr>
<tr>
<td>Insert-first heuristic</td>
<td>2 (3013)</td>
<td>30 (70)</td>
</tr>
<tr>
<td>Delete-first heuristic</td>
<td>2 (3065)</td>
<td>30 (70)</td>
</tr>
<tr>
<td>State-of-the-art tree differencing algorithm (§2.2)</td>
<td>17 (136)</td>
<td>2717 (19702)</td>
</tr>
</tbody>
</table>

Table 2.2: Fawkes’s dynamic patch generation heuristic yields a desirable tradeoff between patch generation time and patch optimality, compared to other heuristics and a state-of-the-art tree differencing algorithm (which Fawkes uses for template generation). Results list median (95th percentile) values.

progress that Fawkes achieves.

In the cold cache setting, both Fawkes and the default browser incur network delays to fetch an HTML object for the page. However, this delay is lower for Fawkes as the static template is pre-generated. From this point, the page loads are largely similar to the warm cache setting: Fawkes makes a larger immediate jump in visual progress (40% in 690 ms vs. 17% in 1250 ms) as the default browser gets quickly blocked on fetching an external script, while Fawkes does so only after the template is parsed. From there, both page loads progressively render content, but Fawkes never relinquishes its lead. We note that, though it is not visible in the graphs, Fawkes issues requests for non-blocking external objects (e.g., images) that are listed in the template earlier.

Template content: Fawkes’s early template parsing enables browsers to 1) process referenced cached objects sooner in warm cache loads, and 2) quickly issue requests for referenced external objects in cold cache loads. To understand how often these optimizations are applied, we analyzed the static URLs listed in Fawkes’s templates; we considered templates generated using loads 12 hours apart. We found that, on the median page, templates referenced 46% of the page’s objects, of which 72% were cacheable.

Patch generation: As described in §??, Fawkes opts to run a tree comparison heuristic rather than a state-of-the-art tree differencing algorithm. Fawkes’s heuristic is designed to trade off patch generation time for optimality (in terms of number of operations). To evaluate Fawkes’s heuristic on
<table>
<thead>
<tr>
<th>System</th>
<th>SI</th>
<th>TTFP</th>
<th>TTI</th>
<th>PLT</th>
</tr>
</thead>
<tbody>
<tr>
<td>Default</td>
<td>2.9 (3.9)</td>
<td>0.5 (0.5)</td>
<td>3.6 (4.4)</td>
<td>4.0 (5.2)</td>
</tr>
<tr>
<td>Fawkes</td>
<td>1.8 (2.9)</td>
<td>0.2 (0.3)</td>
<td>2.8 (3.5)</td>
<td>3.3 (4.2)</td>
</tr>
<tr>
<td>Vroom</td>
<td>2.4 (3.4)</td>
<td>0.6 (0.5)</td>
<td>2.9 (3.3)</td>
<td>3.2 (3.8)</td>
</tr>
<tr>
<td>WatchTower</td>
<td>2.0 (2.5)</td>
<td>0.6 (0.6)</td>
<td>2.6 (3.0)</td>
<td>2.8 (3.6)</td>
</tr>
<tr>
<td>Fawkes + Vroom</td>
<td>1.8 (2.9)</td>
<td>0.2 (0.3)</td>
<td>2.6 (3.14)</td>
<td>2.5 (3.4)</td>
</tr>
</tbody>
</table>

Table 2.3: Median warm (cold) cache raw times for our 600-page corpus on an LTE cellular network. All results are in seconds, and warm cache loads are spread by 12 hours.

this tradeoff, we compare it to the tree diffing algorithm Fawkes uses for template generation, and two additional heuristics: ‘insert-first’ and ‘delete-first’ breadth-first-search approaches where discrepancies discovered when comparing a level in the template and target are handled by first inserting the missing node or deleting the mismatched node, respectively, and then accounting for any remaining deltas (Table 2.2). As shown, Fawkes’s heuristic runs 2 orders of magnitude faster than existing tree diffing algorithms. Median operations are lower with Fawkes’s heuristic due to its move operation. 95th percentile operations are $5 \times$ worse with Fawkes’s heuristic due to the inefficiencies described in §3.3.1, but we note that this large gap is only present in 8% of pages.

Importantly, across all warm cache page loads, Fawkes completes heuristic execution and shipping patches to clients before client-side template processing completes; shipping patches before this does not improve performance a template parsing must conclude prior to patch application.

### 2.4.4 Comparison with Vroom and WatchTower

We compared Fawkes with two recent mobile web optimization systems, Vroom [RNU17] and WatchTower [NSM19]. With Vroom, web servers use HTTP/2 server push to proactively send static resources that they own to clients ahead of future requests. In addition, Vroom servers send HTTP preload headers [W3C18] to let clients quickly download resources that they will soon need from other domains. In contrast, WatchTower accelerates page loads by selectively using proxy servers based on page structural properties and network conditions. When enabled, a proxy loads a page locally using a headless browser and fast network links, and streams individual resources
back to the client for processing. Our evaluation considers WatchTower’s HTTPS-sharding mode, where each HTTPS origin runs their own proxy to preserve HTTPS security. Proxies were run on EC2 in California where the WatchTower paper reported the highest speedups.

Table 2.3 compares Fawkes with Vroom and WatchTower for both cold and warm cache loads of our 600 page corpus over an LTE network; trends were similar on the WiFi network. As shown, Fawkes is able to significantly improve performance on the interactivity-focused metrics compared to these systems. For example, median warm cache Speed Index values were 24% and 10% lower with Fawkes than with Vroom and WatchTower, respectively. Fawkes’s TTFP benefits over these systems were 69%-73% since acceleration techniques with WatchTower and Vroom only take affect after incurring multiple network round trips and server processing delays to download HTML objects.

Our results also show that Vroom and WatchTower are more effective than Fawkes at reducing PLT; median benefits are 3.3% and 16.6%, respectively. The reason is that both Vroom and WatchTower can mask network round trips required to fetch external objects throughout the page load, including those triggered by non-HTML objects. Fawkes, on the other hand, focuses on early parts of a page load—indeed, targeting startup bottlenecks is what differentiates Fawkes from prior acceleration techniques. Importantly, we note that Fawkes’s early-stage optimizations are largely complementary to prior techniques. To validate this, we reran the experiment above using a combination of Fawkes and Vroom. Vroom’s server hints on the top-level HTML were sent along with Fawkes’s dynamic patches. As shown in Table 2.3, this combination outperforms any tested system in isolation.

2.4.5 Additional Results

Stale HTML templates: Our warm cache evaluation considered static templates that were generated using the HTML object at time 0 and the one for the current time (e.g., 12 hours). Although this is possible using the techniques presented in §2.2.3 to generate representative HTML files for a page, it is not the sole practical deployment scenario. An alternative approach would be to generate
static HTML templates with only back-to-back loads at a time 0, and use this for future warm cache loads. To evaluate the impact of such stale templates, we loaded the pages in our corpus using both stale (i.e., generated at time 0) and up-to-date (generated using HTML files at time 0 and the current time) templates. We considered staleness of 12 and 24 hours, and observed minimal performance degradations. For example, on the LTE network, median SI values dropped by only 4.2% and 6.8% for the 12 and 24 hour scenarios; TTFP values were unchanged.

Personalized pages: We selected 20 sites from our 600 page corpus that supported user accounts. For each site, we made two user accounts, selecting different preferences when possible, e.g., order results based on time or popularity. We then generated static templates from the HTML objects that each user account fetched. Finally, we loaded one of the user’s pages 12 hours later with a warm cache, and compared performance to that of a default browser. Fawkes was able to reduce SI by 27% and 18% on the LTE and WiFi networks, respectively. It is important to note that these trends may not hold for all personalization strategies. For example, pages like Facebook can display structurally diverse content over time and across users. However, our results illustrate that many pages do remain structurally similar across users.

Energy savings and other browsers: Fawkes reduces (per-page) energy usage by 7-18%, and its speedups persist across other browsers (e.g., Firefox).

Energy consumption: To examine the impact that Horcrux has on energy usage, we connected a Nexus 6 phone to a Monsoon power monitor [Inc18] and loaded our 600 page corpus. During cold cache loads, Horcrux’s speedups reduce median per-page energy usage by 11% and 7% compared to a default browser on the LTE and WiFi networks, respectively. Benefits jump to 18% and 11% in warm cache settings (12 hours apart). In both cases, benefits are higher on LTE due to the higher network latencies and the fact that LTE radios consume more energy than WiFi hardware when active [SPG14].

Additional browsers: Since Horcrux does not require any browser modifications, we also evaluated Horcrux with Firefox (v68) using our 600 page corpus and the same experimental setup from §??.
Benefits in the 12 hour warm cache setting were quite comparable, despite Firefox using a different rendering engine than Chrome. Horcrux reduced median SI by 21% and 34% on the WiFi and LTE networks.

2.5 Related Work

Server push systems: Numerous systems, including Vroom (§2.4.4), aim to accelerate mobile page loads by leveraging HTTP/2’s server push feature [BPT18], where servers proactively push resources to clients in anticipation of future requests [RNU17, EGJ15, WBK14]. Fawkes is largely complementary to server push systems as these approaches reduce fetch times for resources loaded after the top-level HTML. In contrast, Fawkes speeds up page startup times.

Proxy and backend accelerators: Compression proxies [ABC15, SMK15, Vol12, Ope18b] compress objects in-flight between clients and servers, while remote dependency resolution proxies [SPG14, NSM19, NSW15, SJN17] perform object fetches on behalf of clients. Fawkes is orthogonal to these approaches, and can mask the network indirection and computation overheads associated with proxying. In addition, Fawkes preserves the end-to-end nature of the web, avoiding the security challenges of proxying.

More recently, Prophecy [NM18a], Shandian [WKW16], and Opera Mini [Ope18a] return post-processed versions of objects to reduce client-side computation and bandwidth costs. All three systems must incur the same network round trips and (more) server processing delays that default page loads to download top-level HTML objects—only then do their acceleration techniques help. These delays are exactly what Fawkes aims to alleviate. We also note that Fawkes’s patcher and shims tackle a fundamentally different challenge than those in Prophecy and Shandian: Fawkes must execute JavaScript code in an environment with fast-forwarded DOM state.

Dependency-aware scheduling: Certain systems have improved the scheduling of network requests based on inherent dependencies in page content. Klotski [BWW15] analyzes pages offline to identify high-priority objects in terms of user utility, and uses knowledge of network bandwidth to
stream them to clients before they are needed. Polaris [NGM16] uses a client-side request scheduler that reorders requests to minimize the number of effective round trips in a page load without violating state dependencies. However, both systems are unable to process or render content prior to an HTML download. Thus, these systems can work side by side with Fawkes.

JavaScript UI frameworks: Libraries like Vue.js [You19], AngularJS [Goo19a], and React [Fac19b] efficiently update client-side page state during page loads. A key feature across these frameworks is the use of a virtual DOM, where JavaScript-based DOM updates are first performed on a lightweight DOM representation, and aggregate results (rather than intermediate layout and render events) are applied to the actual DOM. Using such efficient update strategies, these frameworks support client-side page rendering, whereby a page’s top-level HTML embeds only a single JavaScript library that is responsible for downloading and rendering downstream page content. While these frameworks focus on efficiently updating content during a page load and require developers to rewrite pages, Fawkes operates on unmodified pages and aims to quickly display content shared across page loads. Further, unlike the client-side page rendering approach, Fawkes’s static templates embed both the JavaScript patcher library and all of a page’s static HTML content. This, in turn, ensures that Fawkes can render static content while fetching downstream (dynamic) content.

Accelerating HTML loading: Google’s SDCH [BLM] allows web servers to specify cacheable components of HTML files; on subsequent loads, servers need only send new components or deltas to cached ones, thereby saving bandwidth. Unlike Fawkes, SDCH does not allow browsers to render cached HTML components until the entire HTML is constructed. Thus, SDCH does not face the view invariance challenges that Fawkes’s patcher does, and SDCH is unable to reduce web startup times by rendering cached HTML content quickly for users. Other industry efforts have focused on dividing pages into modular components called “pagelets”, which can be generated and processed independently and in parallel [Bro17, Jia10]. Pagelets share Fawkes’s goal of improving resource utilization to more quickly display content to users. However, unlike Fawkes, individual pagelets do not include a mechanism for automatically separating static and dynamic HTML, and
instead use a single response that is shipped only after the pagelet’s dynamic content is generated.

Mobile-optimized pages: Certain sites cater to mobile settings by serving pages that involve less client-side computation, fewer bytes, and fewer network fetches. For example, Google AMP [Gooa, JBW19] is a recent mobile web standard that requires developers to rewrite pages using restricted forms of HTML, JavaScript, and CSS. Unlike AMP, Fawkes accelerates legacy pages without needing developer effort. Further, Fawkes provides complementary benefits and can lower AMP startup delays: Fawkes’s TTFP and SI reductions were 58% and 27% for the 23 AMP pages in our corpus.

Prefetching: Prefetching systems predict user browsing behavior and optimistically download objects prior to user page loads [PM96, LRS12, WLZ12]. Unfortunately, such systems have witnessed minimal adoption due to challenges in predicting what pages a user will load and when; inaccurate page and timing predictions can waste device resources or result in stale page content [RAP13]. By rendering static templates as soon as a user navigates to a page, Fawkes is able to achieve comparable TTFP reductions without the issues of prefetching.

Progressive Web Apps (PWAs): Google recently proposed PWAs [Goo19d], applications that are written using standard web languages (e.g., HTML, JavaScript), can be loaded by a standard web browser, but are installed as an application on a user device. PWAs use service workers [Goo19e] which employ aggressive caching and custom update logic to run offline and support push notifications from servers. Fawkes shares the idea of improving use of web caching and app-like update logic. However, in contrast to PWAs which require developer effort for creation (and potentially maintenance), Fawkes transparently applies app-like templating to legacy pages.

2.6 CONCLUSION

Inspired by the mobile app startup process, we presented Fawkes, a mobile web acceleration system that generates cacheable, static HTML templates that can be immediately rendered to quickly display content to users as page updates are fetched. Fawkes represents a shift in the web acceleration space, by focusing on leveraging underutilized resources at the beginning of page loads. We
find that Fawkes brings median warm cache reductions of 46%, 64%, 26%, and 22% for SI, TTFP, TTI, and PLT, and outperforms state-of-the-art server push and proxy-based acceleration systems by 10%-24% and 69%-73% on SI and TTFP.
CHAPTER 3


3.1 Motivation and Background

Numerous studies have reported that client-side (browser) computation is a significant contributor to poor mobile web performance [WBK13, NB16, RNU17, NM18a]. We reproduce this finding below (§3.1.1), present measurements to elucidate why such delays are so pronounced (§3.1.1), and trace the origins for this poor performance to the computation model used by browsers today (§3.1.2). Our experimental setup (§3.5.1) covers web workloads in both developed and emerging markets by considering popular pages in the US and Pakistan and loading those pages on common phones in each region. Pages in the emerging region generally involve less JavaScript code, but are loaded on phones with fewer compute resources.

3.1.1 Web Computation Delays

Computation delays are significant. To quantify the computation delays in page loads, we replayed each page locally, without any network emulation, i.e., all object fetches took \( \approx 0 \) ms. As shown in Figure 3.1, even without network delays, popular pages in developed and emerging markets have median load times of 2.7 and 3.8 seconds, respectively. Worse, 48% and 63% of pages require more than the 3 second load times that users tolerate [3se18]. These intolerable delays persist with metrics evaluating page visibility (i.e., Speed Index), with 39% and 52% of pages in the developed and emerging regions taking more than 3 seconds to fully render.

JavaScript execution is the main culprit. To break down these high computation delays, we an-
Figure 3.1: Load times often exceed user tolerance levels (3 seconds) even when all network delays are removed.

Figure 3.2: JavaScript’s role in browser computation delays.

alyzed data from the browser’s in-built profiler which lists the time spent performing various browser tasks including JavaScript execution, HTML parsing, rendering, and so on. Figure 3.2 illustrates our finding that JavaScript computation is the primary contributor, accounting for 52% and 58% of overall computation time for the median page in the two settings.

Browsers make poor use of CPU cores. Computation resources on mobile phones have globally increased in recent years, with improvements in both CPU clock speeds and total CPU cores. However, due to the energy constraints on mobile devices, increased core counts have been (and likely will continue to be) the primary source of improvements [Phi, GYC18]. For example, since their inception in 2016, Google’s Pixel smartphones (our developed region phone) have improved
Figure 3.3: Additional CPU cores have minimal impact on load times. The developed and emerging region phones have 8 and 4 cores. Bars list medians, with error bars for 25-75th percentiles.

clock speeds from 1.88 GHz to 2.15 GHz, while doubling the number of CPU cores (from 4 to 8). Similarly, the popular Redmi A series in India and Pakistan [red20] (our emerging market phone) observed the same doubling in CPU cores (2 to 4) during that time period, while seeing only a modest clock speed improvement from 1.4 GHz to 1.75 GHz.

Unfortunately, although browsers can automatically benefit from clock speed improvements, we find that they fail to leverage available cores. To illustrate this, we iteratively disabled CPU cores on the phones in each setting and observed the impact on page load times. As shown in Figure 3.3, additional CPU cores yield minimal load time improvements, e.g., going from 1 to 8 cores on the Pixel 3 resulted in only a 8% speedup for the median page.

3.1.2 Browser Computation Model

To determine the origin of these computation inefficiencies, we must consider the computation model that browsers use today. Our discussion will be based on the Chromium framework [Goob], which powers the Chrome, Brave, Opera, and Edge browsers that account for 70% of the global market share [chr20, bro20]. Figure 3.4 depicts Chromium’s multi-process architecture. We focus on the renderer process which houses the Rendering and JavaScript engines, and thus embeds the core functionality for parsing and rendering pages.

The Rendering engine parses HTML code, issues fetches for referenced files (e.g., CSS, JavaScript,
images), applies CSS styles, and renders content to the screen. During the HTML parse, the rendering engine builds a native representation of the HTML tree called the DOM tree, which contains a node per HTML tag. As the DOM tree is updated, the rendering engine recomputes a layout tree specifying on-screen positions for page content, and issues the corresponding paint updates to the browser process.

The JavaScript engine is responsible for parsing and interpreting JavaScript code specified in HTML <script> tags, either as inline code or referenced external files. During the page load, the JavaScript engine maintains a managed heap which stores both custom, page-defined JavaScript state and native JavaScript objects (e.g., Dates and RegExps). JavaScript code can initiate network fetches via the browser process (e.g., using XMLHttpRequests), and can also access the rendering engine’s DOM tree (to update the UI) using the DOM interface. The DOM interface provides native methods for adding/removing nodes and altering node attributes; DOM nodes accessed via these methods are represented as native objects on the JavaScript heap.

The problem: single-threaded execution. JavaScript execution is single-threaded and non-preemptive [NM19, NM18a]. Worse, within a renderer process, all tasks across the two engines are coordinated to run on a single thread, called the main thread.¹ This lack of parallelism largely explains the poor use of

¹Some Chromium implementations move final-stage rendering tasks to raster/composite threads that create bitmaps of tiles to paint to the screen.
Figure 3.5: Overview of the generation and fetch of each frame’s top-level HTML file with Horcrux. Offline, servers collect a frame’s files (both local and third-party), generate comprehensive state access signatures for each JavaScript function, and embed that information in their pages. Parallelism decisions are made online by unmodified client browsers using the Horcrux JavaScript scheduler, which manages computation offloads to Web Workers and maintains the page’s JavaScript heap and DOM tree.

CPU cores in §3.1.1. A primary reason for this suboptimal computation model is that the JavaScript language and DOM data structure (shared between the two engines) lack synchronization mechanisms (e.g., locks) to enable safe concurrency. Adding thread safety is feasible, but browsers have continually opted for a serial-access model to simplify page development. Browsers do create a separate renderer process per cross-domain iframe in a page (as per the Same-origin content sharing policy [sop20]). However, for the median page in the Alexa top 10,000, the top-level frame accounts for 100% of JavaScript execution delays.

In summary, despite benefits regarding simplified page development, the single-threaded execution model that browsers impose results in significant underutilization of mobile device CPU cores, inflated computation delays, and degraded page load times. We expect this negative interaction to persist (and worsen) moving forward given the steady and unrelenting increase in the number of JavaScript bytes included in mobile web pages, e.g., there has been a 680% increase over the last 10 years [HTT20].
<table>
<thead>
<tr>
<th># of Cores</th>
<th>% Speedup in Total JavaScript Runtime</th>
</tr>
</thead>
<tbody>
<tr>
<td>2 cores</td>
<td>54%</td>
</tr>
<tr>
<td>4 cores</td>
<td>79%</td>
</tr>
<tr>
<td>8 cores</td>
<td>88%</td>
</tr>
</tbody>
</table>

Table 3.1: Potential parallelism speedups with varying numbers of cores. Results list median speedups in total time to run all JavaScript computations per page in the developed region.

### 3.2 Overview

Given the results in §3.1, a natural solution to alleviate client-side computation delays in mobile page loads is to parallelize JavaScript execution across a device’s available CPU cores. However, not all workloads are amenable to parallel execution. In particular, we face the restriction that any introduced parallelism should preserve the page load behavior (and the final page state) that developers expected when writing their legacy pages—we call this property safety.

#### 3.2.1 Potential Benefits

To estimate the potential benefits of parallelism with legacy pages, we analyzed the JavaScript code for each page in our corpus; in this section, we focus on page loads representative of those in developed regions, and we show later in §3.5 that similar benefits are achievable for page loads in emerging markets. Since JavaScript functions account for 94% of the JavaScript source code on the median page, our analysis operates at the granularity of functions, i.e., when splitting computations on a page across CPU cores, all code within a function runs sequentially on the same core. For completeness, we convert all code outside of functions into anonymous functions. For each function, we recorded both its runtime in a single load, as well as all accesses that it made to page state (in the JavaScript heap or DOM tree, as described below) in that load; §3.3.1.1 details the data collection process.

Using these logs, we estimated an upper bound on parallelism benefits by maximally packing function invocations to available cores and recording the resulting end-to-end computation times.
To ensure safety (defined above), our analysis respects two constraints: 1) functions can run in parallel if they access disjoint subsets of page state or only read the same state, and 2) functions that exhibit state dependencies (i.e., access the same state and at least one writes to that state) execute in an order matching that in the legacy page load.

As shown in Table 3.1, legacy pages are highly amenable to safely reaping parallelism speedups. For example, distributing computation across 4 cores could bring a 75% reduction in the total time required to complete all JavaScript computations on the median page. These resources are now common in both developed and emerging markets [DVB18a].

3.2.2 Goals and Approach

To realize these benefits in practice, we seek an approach that minimizes the bar to adoption. As a result, requiring developers to rewrite pages [MTK12] is a non-starter, given the complexities involved in manually reasoning about the impact of concurrently running portions of the JavaScript code on a page. Moreover, approaches that only require changes to browsers would either have to speculatively parallelize code [CFM13, MHS11] or perform client-side analysis of JavaScript code (akin to the analysis that informed our estimated benefits above). As we show in §3.5.3, the overheads imposed by either strategy make them untenable, especially on energy-constrained phones.

Therefore, we pursue an approach which can safely parallelize JavaScript execution on legacy web pages with unmodified browsers. As shown in Figure ??, our solution, Horcrux, only necessitates server-side changes that do not require developer participation to rewrite pages. Web servers perform the expensive task of tracking the state accessed (in the JavaScript heap or DOM tree) by every JavaScript function in a page frame, and include this information in that frame in the form of per-function signatures. Servers also embed a JavaScript (JS) scheduler library in the frames they serve, which enables unmodified client browsers to perform the cheap task of managing parallelism using function signatures obtained from servers. Dynamically determining the parallelization schedule at the client helps Horcrux account for information only available at runtime, e.g.,
Table 3.2: Web Worker overheads for different sizes of state transfers, i.e., source code size for startup delays and JavaScript object size for I/O delays.

the number of available threads and the control flows in the current load.

3.2.3 Challenges

The key building block in Horcrux is the widespread support in browsers for the Web Workers API [MDN20], which allows the JavaScript engine to employ additional computation threads (Figure 3.4), as specified by a page’s source code. Using Web Workers to parallelize JavaScript execution, however, presents numerous challenges that complicate achieving the idealistic parallelism benefits from above.

1. Ensuring correctness. Determining what JavaScript code can be safely offloaded requires a comprehensive understanding of how that code will access JavaScript heap and DOM state in the current page load. This, in turn, depends on the traversed control flows, which can vary due to both client-side (e.g., Math.Random) and server-side (e.g., cookies) sources of nondeterminism in JavaScript execution [MEH10]. Missed state accesses can lead to dependency violations and broken pages.

2. Constrained API. Web Workers impose restricted computation models in two ways. First, due to the lack of synchronization mechanisms in JavaScript, Workers cannot access the JavaScript heap, and instead can only operate on values explicitly passed in by the browser’s main thread (via postMessages). Thus, offloading computations to a Worker requires knowledge of precisely what state is required for those computations. Workers must then communicate computation results back to the main thread, which applies the results to the heap. Second, regardless of the state passed in, Workers cannot perform any DOM com-
putations, including invocations of native DOM methods or operations on live DOM nodes referenced in the heap. We note that Workers can spawn and manage other Workers, but still must rely on the main thread for access to any global state.

3. Offloading costs. Lastly, operating Web Workers is not free. Instead, as shown in Table 3.2, spinning up a Web Worker can take over 100 ms, even for small amounts of source code being passed in. Pass-by-value I/O adds an additional several milliseconds, depending on the size of the transferred state. Moreover, JavaScript execution is non-preemptive; so, Workers that finish their tasks may go idle for long durations if the thread responsible for assigning them more tasks is busy.

We posit that, it is for these reasons that only a handful of the Alexa top 1,000 pages use Workers, despite support by commodity browsers for over 8 years. We next describe how Horcrux overcomes these issues to automatically parallelize JavaScript execution for legacy pages.

3.3 DESIGN

In designing Horcrux, we primarily need to answer two questions: 1) how to determine which JavaScript functions on a page can be executed in parallel without compromising correctness?, and 2) how to realize parallel execution at low overhead despite constraints placed by the browser’s API? We present our solutions to these issues by separately describing server-side and client-side operation in Horcrux. Table 3.3 summarizes the main techniques underlying our design.

3.3.1 Server-side Operation

The goal of Horcrux’s server-side component is to annotate page frames with per-function signatures that list the state that each function might access. Operating at a frame level, rather than at the granularity of entire pages, is in accordance with the browser’s content sharing model [sop20, NM18a]. As in prior web optimizations that involve page alterations [NGM16, NM18a, MSN20], Horcrux assumes access to a frame’s source files. These files can be quickly collected either using
Table 3.3: Overview of the main insights that Horcrux uses to address the challenges outlined in §3.3.

3.3.1.1 Generating signatures

Since web servers cannot precisely predict the control flows that will arise in any particular page load (e.g., due to client-side nondeterminism), each function’s signature must conservatively list all possible state accesses for that function. For this reason, we cannot directly apply recent web dependency tracking tools [NGM16, NM18] that rely purely on dynamic analysis to track data.

2A headless browser performs all of the tasks that a normal browser performs during a page load except those that involve a GUI.
flows in a given page load. At the same time, pure static analysis approaches are ill-suited for JavaScript’s dynamic typing, use of blackbox browser APIs, and event-driven/asynchronous execution [PLR16, MLF13]. For example, static analysis of variable name resolution is complicated by JavaScript statements that push objects to the front of the scope resolution chain (\texttt{with(obj){{}}}), or dynamically generate code (\texttt{eval()}). Similar issues arise from JavaScript’s extensive use of variable aliasing for DOM objects, and the fact that property names are routinely accessed via dynamically-generated strings instead of static ones.

Thus, we turn to concolic execution [GKS05, SMA05, KML21], a variant of symbolic execution that executes programs concretely (rather than symbolically) while ensuring complete coverage of all control paths. A concolic execution engine loads a program with a concrete set of input values and observes its execution; §?? describes the inputs we consider, including browser state (e.g., cookies, screen size) and nondeterministic functions. Each input value and program-generated value is also given a symbolic expression constrained only by its type. For example, an input integer \( a \) may get a concrete value of 10 and an expression of \( 0 \leq a \leq 2^{32} - 1 \); symbolic expressions for a given variable are inherited by others via assignment statements. At each branch condition, the execution follows the appropriate path based on the current program state. In addition, the engine restricts the symbolic expressions for the values that influenced the chosen path according to the branching predicate. Once the program completes, the engine performs a backwards scan through the executed code, selects branching decisions to invert, and inverts the relevant symbolic expressions; an SMT solver [DB08] then generates concrete input values that satisfy the new constraints. This process repeats until all paths are explored.

Note that, for efficiency, many recent symbolic execution tools opt for a form of concolic execution, rather than a purely symbollic approach [CS13]. More specifically, concolic execution engines consult the expensive constraint solver only at the end of each path (rather than at intermediate branches), and eliminate the need to accurately model each input source to a program (and the ensuing traversal of paths that arise due to modeling errors).

To generate function signatures, in addition to the default output of a concolic execution engine –
a list of potential control paths, with a concrete set of inputs to force each one – we must also log the state accessed by each path. To do this, prior to concolic execution, Horcrux instruments the JavaScript source code to log all accesses to state in both the JavaScript heap and DOM tree; our instrumentation matches recent dynamic analysis tools [NGM16, NNM18, NM18a], but with the following differences based on our parallelism use case.

- First, we care not just about the state that remains at the end of the page load [NM18a], but also any state accessible by multiple functions during a page load. Hence, in addition to global heap objects, Horcrux tracks all accesses to closure state: non-global state that is defined by a function $X$ and is accessible by all nested functions that execute in $X$’s enclosed scope (anytime during the page load) [Mic12].

- Since signatures will ultimately be used for pass-by-value offloading to Workers, only the finest granularity of accesses are logged. For instance, if object $a$’s “foo” property is read, Horcrux would log a read to $a$.foo, not $a$.

- For the DOM tree, Horcrux adopts a coarser approach than prior work. Instead of logging reads and writes to individual nodes in the DOM tree, Horcrux only logs whether a function accesses any live DOM nodes, either via DOM methods or references on the heap, and if so, whether they are reads or writes. Tracking at the coarse granularity of accesses to the entire DOM tree is conservative with respect to parallelism. However, finer-grained tracking is not beneficial because, as we explain later, our design has the browser’s main thread serialize all DOM operations.

3.3.1.2 Signature granularity

Ideally, to limit client-side bookkeeping overheads, signatures should match the granularity at which computation is offloaded. However, determining the appropriate offloading granularity is challenging. On the one hand, fine-grained offloading reduces the chance that offloadable computations access shared state, thereby improving the potential parallelism and use of available Workers. On the other hand, finer granularities imply increased coordination overheads.

To address this tradeoff, Horcrux generates signatures (and offloads computation) at the granularity
of root function invocations, i.e., invocations made directly from the global JavaScript scope. The signature for each root function invocation includes the state accessed not only by that function, but also by any nested functions that are invoked in the call chain until the global scope is reached again.

Root function signatures are desirable for two reasons. First, they leverage our finding that functions already account for 94% of JavaScript code on the median page (§3.2) and thus provide a natural granularity for offloading; as in §3.2, Horcrux servers wrap all JavaScript code outside of any function into anonymous functions. Second, and more importantly, root functions impose far smaller offloading overheads compared to finer-grained function-level offloading, while enabling comparable parallelism benefits: the number of offloads drops by 4×, while the median potential benefits remain within 27% of those in Table 3.1. The reason is that there often exists significant state sharing within the invocations for a given root function (and its nested components), but less so across root functions, enabling parallelism.

3.3.2 Client-side Operation

Even with function signatures, a server cannot precompute a parallel execution schedule because the precise control flow, and hence, the set of functions executed and their runtimes, will vary across loads. Instead, Horcrux employs a client-side JavaScript computation scheduling library that unmodified browsers can run to dynamically make parallelism decisions based on signatures and the aforementioned runtime information. The key challenges are in efficiently ensuring correctness while offloading to multiple Workers, and handling the fact that signatures may be missing for certain functions. We next discuss how Horcrux addresses these challenges.

3.3.2.1 Dynamic scheduling

To load a page frame, any unmodified browser first downloads the top-level HTML, whose initial tag is an inline <script> housing Horcrux’s scheduler library and all root function signatures. The scheduler runs on the browser’s main thread and begins by asynchronously creating a pool of uninitialized Workers. This helps hide the primary overhead of spawning Workers amongst
unavoidable delays for parsing initial HTML tags and fetching files they reference.

The scheduler then operates entirely in event-driven mode, whereby it waits for incoming postmessages specifying computations to perform or those that have completed, and makes subsequent offloading decisions. Importantly, to keep the main thread as idle as possible, the scheduler offloads all computations that Web Workers can support, and is primarily responsible for managing Workers and maintaining the page’s global JavaScript heap and DOM state. This helps adapt the parallelization schedule within any page load to the runtimes of every root function in that load. The reason is that the main thread will be available to quickly assign a new function invocation (if one exists) to any worker that completes executing the function previously assigned to it.

Once the scheduler is defined, the browser operates normally, recursively fetching and evaluating referenced HTML, JavaScript, CSS, and image files. However, all JavaScript function invocations are modified to pass through the scheduler for offloading. More specifically, each root function is rewritten such that, upon invocation, the function sends a post message to the scheduler specifying its original source code and that of any nested functions. Special care is taken for asynchronous functions (e.g., timers) whose invocations are regulated by the browser’s internal event queue which the scheduler does not have access to. To ensure visibility to such functions, the downloaded page includes shims around registration mechanisms for asynchronous functions, e.g., `setTimeout()`. Each shim modifies registered functions to send messages to the scheduler upon invocation.

Each time a root function is invoked, the scheduler uses its signature to determine whether or not it can be immediately offloaded. If not, the function is stored in an in-memory queue of ordered, to-be-invoked functions along with its signature. Functions are not offloadable if there are no available Workers, or if they might access state that is being modified by an already-offloaded or queued function. Note that functions that may access the DOM can be offloaded in parallel; we will discuss how to ensure safety in these cases shortly.

Regardless of the decision for a given invocation, the browser continues its execution. At first glance, it may appear that continuation after a queued invocation may generate errors since the
queued function could alter the set of downstream invocations. However, recall that Horcrux off-loads at the granularity of root functions—any nested invocations are already offloaded, and the ordering of root functions is mostly predefined by the page’s source code. There are two exceptions. First, a function can alter downstream source code using `document.write()`; to handle this, the scheduler synchronously offloads such functions, thereby blocking downstream execution. Second, a root function can register an asynchronous function with a 0-ms timer—such functions are intended to run immediately after the current invocation. For this, the root signature includes state accesses for the 0-ms timeout functions they define. Once the root function is discovered, the scheduler adds a placeholder for the timeout function to its queue, thereby blocking downstream invocations that share state with the timeout function.

3.3.2.2 Handling Missing Signatures

We have assumed so far that the HTML file of every page frame includes accurate signatures for all JavaScript functions executed in that frame. This may not always hold.

- **Stale signatures.** A frame can include JavaScript content from multiple origins, and to preserve HTTPS content integrity and security [NSM19], Horcrux has each origin serve its own files directly to clients. A third-party origin may update a script without explicitly informing the top-level origin to regenerate signatures. We expect this to be rare for two reasons. First, JavaScript files often have long cache lives (median of 1 day in our corpus), indicating infrequent changes. Second, scripts in a frame can share state [sop20]. Thus, even today, if a third-party origin significantly alters a script it serves, this should be communicated to other origins to avoid unexpected or broken behavior.

- **Dynamically-generated or personalized scripts.** JavaScript files may be created or personalized in response to user requests [MSN20], e.g., based on Cookies. Unfortunately, generating signatures during client page loads would be far too slow. To handle this, for dynamically-generated or personalized first-party content, Horcrux could perform concolic execution on server-side content generation logic to determine the execution paths for all variants of a given response
Third-party content of this type may result in missing signatures since the top-level origin does not have access to a user’s third-party Cookies (or personalized content). However, many browsers preclude third-party Cookies in frames to prevent the tracking of users across sites [Coo20].

- **Timeouts of concolic execution.** Given infinite time, concolic execution is guaranteed to explore all possible JavaScript execution paths in a page [GKS05, SMA05]. However, the process may timeout, either during the execution of a given path (if the SMT solver cannot invert a branch condition), or less likely, due to a time bound placed on overall signature generation. Regardless of the reason, the effect is a potentially missing or incomplete signature. Such timeouts did not arise (i.e., concolic execution completed) for any pages in our experiments (§3.5.1). However, in the event that concolic execution does not complete, Horcrux could detect such timeouts prior to serving content to clients, and could thus address the corresponding missing signatures (described below) or revert to a normal page load.

Horcrux accounts for missing or inaccurate signatures in two ways. First, any underexplored function \( X \) is assigned a signature of \( * \), indicating that \( X \) may access all page state. This overconstrains the client’s load, but ensures correctness: the client will execute \( X \) serially, and will also serialize downstream functions since \( X \) might alter the state they access. Second, signatures are keyed by a hash of the function’s source code. Invocations without matching signatures are assigned signatures of \( * \) by Horcrux’s client-side scheduler.

### 3.3.2.3 Function Offloading and Execution

Lastly, we discuss the mechanics of how every function invocation that is offloaded by the Horcrux scheduler is executed in a Web Worker. Figure 3.6 illustrates this process.

For each offloadable function, the scheduler uses its signature to generate a JSON package listing the information that the Worker will require for execution, i.e., the source code (including nested functions) and the current values for the function’s read state. The source code is modified such that, upon completion, values in the write state are gathered and sent to the main thread (as exe-
execution results). In addition, closure values in the read state are embedded into the corresponding function’s source code. Upon reception, the post message handler inside the Worker sets up the read state in the Worker’s global scope via assignment statements, and runs the code using the browser’s Function constructor.

For the most part, functions execute normally, with JavaScript heap accesses hitting in the Worker’s global scope, or for nested functions, in the scope of their parents–recall that Horcrux offloads entire root functions so nesting relationships are preserved. However, the key difference is with respect to DOM accesses: workers cannot call native DOM methods or operate on live DOM nodes referenced in the heap (§3.2.2). To handle this, all DOM computations are mediated by the scheduler and are serially applied to the live DOM tree. To intercept DOM computations, Horcrux includes shims around all DOM methods in each Worker environment; returned DOM nodes are replaced with proxy objects to interpose on direct accesses. Each intercepted DOM access blocks execution in the Worker, and is sent to the scheduler where it is queued; blocking is enforced using JavaScript generator functions [Mic14].

The scheduler grants readers-writer locks to each Worker that may need to access the DOM tree (as per their signatures). Locks are granted in the order that the scheduler receives function invo-
cations; note that this may not match the order in which functions are offloaded, but it preserves the relative ordering of DOM updates seen in a normal page load. As a concrete example, consider a function \( a \) that reads from the DOM, and a later function \( b \) that writes to the DOM. \( b \) may attempt to access the DOM first (e.g., if it is offloaded earlier or its DOM access occurs early in the function), but the scheduler will block it and wait to grant the lock to \( a \) first. Workers release DOM locks at the end of their execution. In essence, root functions that only read from the DOM tree can run in parallel, although their constituent DOM accesses are serialized on the browser’s main thread. Root functions that write to the DOM are run serially with respect to other DOM-accessing root functions (to match the relative ordering of DOM updates in an unmodified load); for context, only 7.4% of the root functions on the median page in our corpus involve DOM writes, mitigating the effects of such serialization. Importantly, locking is done at the granularity of entire root invocations because the scheduler does not definitively know whether a given function will access the DOM in the current load (and if so, how many times); signatures only list that a DOM access may occur.

Once a function completes execution, the Web Worker sends its computation results (i.e., its write state) to the scheduler. The Worker then clears any state in its scope in order to be ready for the next offload. Upon receiving computation results, the scheduler applies the writes to the global JavaScript heap; recall that DOM writes have already been made. One subtlety here is with respect to scope, and closure state in particular. The scheduler can access and apply computation results to the global scope’s heap. However, root functions can also modify shared closure variables which are not accessible from the global scope (§3.3.1). For such writes, the scheduler maintains a global hash map listing the latest closure values. This map is updated as Workers complete computations, and is also queried to obtain read values when offloading; note that correctness is ensured because all offloads and computation results pass through the scheduler.

Finally, once the scheduler applies computation results to the JavaScript heap, it scans through its queue of ordered, to-be-executed functions and offloads the next one that can safely run. Given the serialization of DOM computations described above, if a function that writes to the DOM is
queued, the scheduler prioritizes queued functions that do not access the DOM (and thus won’t incur locking delays).

3.3.3 Discussion

Key to Horcrux’s operation is the decision to maximally offload and parallelize JavaScript computations at the granularity of root functions. Recall that this decision was motivated by our analysis of the JavaScript computation on the pages in our experimental corpus (§3.2.1 and §3.3.2), which revealed that root function offloading favorably balances client-side overheads (e.g., pass-by-value I/O, main thread responsiveness) with the achievable speedups from parallelization.

However, these decisions may not deliver the largest speedups for certain pages. For example, root function-level offloading might be too restrictive and forego significant parallelism benefits, e.g., if a root function includes two nested functions that access entirely disjoint state but both involve significant runtime. Similarly, the root functions for certain pages could each embed only a single nested function, thereby inflating offloading costs relative to parallelization speedups, and potentially harming overall performance.

Although we did not observe these behaviors for any of the pages in our experiments (§3.5), we note that developers could perform analyses similar to the one presented in §3.2.1 to determine whether automatic parallelization of JavaScript code is desirable for (i.e., can speed up) their pages, and if so, what the best offloading granularity is. Importantly, these analyses do not require further instrumentation of web pages, and instead can directly leverage Horcrux’s signatures, the per-function runtimes reported by in-built browser profilers, and the relatively stable offloading costs reported in Table 3.2.

3.4 Implementation

Horcrux instruments JavaScript source code to generate signatures and prepare frames using Beautiful Soup [Ric19], Esprima [Hid], and Estraverse [Suz]. To employ concolic execution, we use a modified version of Oblique [KML21], which runs atop a headless version of Google Chrome
(v85) and the ExpoSE JavaScript concolic execution engine [LMK17]. Our Oblique implementation considers inputs specified by HTTP headers (e.g., Cookie, User-Agent, Origin, Host), the device (e.g., screen coordinates), and built-in browser APIs including nondeterministic functions [MEH10] (e.g., Math.Random) and DOM methods. Input values suggested by the SMT solver are fed into the page load via either 1) rewritten HTTP headers, or 2) shims for browser APIs.

We grant Oblique a maximum of 10 mins to consider a given execution path, and 45 mins to explore all paths for a given page; we find that these time values are sufficient to ensure that concolic execution completes for all of the pages in our experimental corpora (§3.2). Signatures from each load are sent to a dedicated analysis server for aggregation. Since our current implementation operates directly on downloaded page source code and not live web backends (§3.5.1), Horcrux eschews Oblique’s ability to perform concolic execution on server-side application logic. In total, Horcrux’s implementation involves 5.6k LOC in addition to Oblique, including 4.5k for dynamic tracing (both static instrumentation and runtime tracking) and 1.1k for client-side scheduling.

Overheads. On the client-side, Horcrux inflates page sizes by 13 KB at the median (when using Brotli compression [Goo19b]). The scheduler accounts for 3 KB of that.

3.5 Evaluation

We empirically evaluate Horcrux across a wide range of real pages, live mobile networks, and phones from both developed and emerging markets. Our key findings are:

- Horcrux reduces median browser computation delays by 31-44% (0.9-1.5 secs), which translates to page load time and Speed Index improvements of 18-29% and 24-37%. Improvements grow with warm browser caches (§3.5.2).

- Horcrux delivers larger speedups than prior web optimizations that 1) reduce required computations (by 1.7-2.1×), 2) speculatively parallelize computations (by 1.3-1.6×), and 3) mask network round trips (by 1.4-2.1×); Horcrux is complementary to network optimizations and running them together lowers load times by 31-45% (§3.5.3).
• Although the median page has 12 possible execution paths, Horcrux’s reliance on conservative signatures (for correctness) only foregoes 7-10% of speedups compared to using signatures that target a specific load (§3.5.4).

• Horcrux is highly amenable to partial deployment: benefits are within 2% of total adoption when only a page’s top-level origin runs Horcrux. Benefits persist for personalized pages and desktop settings (§3.5.5).

3.5.1 Methodology

We evaluated Horcrux in two different scenarios:

• **Developed regions.** We consider 700 US pages, randomly selected from and equally distributed amongst the following sources: popular landing pages from the Alexa [Ale18] and Tranco [LGT] top 1000 lists, popular interior pages from the Hispar 100,000 list [ACF20], and less popular pages (landing and interior) from the 0.5 million-site DMOZ directory [dmo]. Thus, our corpus involves diversity in terms of both page popularity and location within a website (i.e., landing vs. interior). From this set, we report results for the 582 pages that our current implementation could generate accurate signatures for. More specifically, we removed pages for the following reasons: 1) inaccurate signatures due to unsupported language features, which led to premature JavaScript termination (92) or rendering defects (22), and 2) unsupported features with Oblique (4). For all of the remaining pages, Horcrux’s concolic execution and overall signature generation completes, the total JavaScript runtime with Horcrux falls within a standard deviation of that in default loads, and the final rendered page is unchanged. Our experiments consider two powerful phones, a Pixel 3 (Android Pie; 2.0 GHz octa-core processor; 4 GB RAM) and a Galaxy Note 8 (Android Oreo; 2.4 GHz octa-core; 6 GB RAM). For space, we only present results for the Pixel 3, but note comparable results with the Galaxy Note 8.

• **Emerging regions.** Web experiences in emerging regions often comprise different page compositions and devices than those considered above [DVB18a, ABC15, AHQ16, ZCP14]. To mimic such scenarios, we focus on a single emerging region: Pakistan. We consider a corpus of 100
landing and interior pages (50 each) selected from the Alexa Top 500 sites in Pakistan. Our evaluation uses the Redmi 6A phone (Android Oreo; 2.0 GHz quad-core processor; 2 GB RAM) that is popular in the region [red20]. As per the same correctness checks as above, we report numbers on 91 pages.

Unless otherwise noted, page loads were run with Google Chrome for Android (v85). Mobile-optimized (including AMP [Gooa]) pages were always used when available.

To create a reproducible test environment, and because Horcrux involves page rewriting, we use the Mahimahi web record-and-replay tool [NSW15]. Emerging regions pages were recorded using a VPN to mimic a client in Pakistan. As described in §3.3, Horcrux’s signature generation and page rewriting were performed offline. To replay pages, we hosted the Mahimahi replay environment on a desktop machine. Our phones were connected to the desktop via USB tethering and live Verizon LTE and WiFi networks with strong signal strength; LTE speeds for emerging regions experiments were throttled to Pakistan’s 7 Mbps average [Ope20]. We used Lighthouse [Goo19c] to initiate page loads via the USB connection, and all page load traffic traversed the wireless networks.

We evaluated Horcrux on multiple web performance metrics: 1) Total Computation Time (TCT), or the critical path of time spent parsing/executing source files and rendering the page, 2) Page Load Time (PLT) measured as the time between the navigationStart and onload JavaScript events, and 3) Speed Index (SI) which captures the time required to progressively render the pixels in the initial viewport to their final form. TCT and PLT are measured using the browser profiler, while SI was reported by Lighthouse. In all experiments, we load each page three times with each system under test, rotating amongst them in a round robin; we report numbers per system from the load with the median TCT.

3.5.2 Page Load Speedups

Cold cache. Figure 3.7 illustrates Horcrux’s ability to reduce browser computation delays compared to default page loads. TCT reductions were 41% (1.0 sec) and 44% (1.5 sec) for the median page in the developed and emerging region’s WiFi settings, respectively. Improvements were
Figure 3.7: Cold cache TCT improvements over default page loads. Bars list medians, with error bars for 25-75th percentiles.

Figure 3.8: Distributions of cold cache per-page improvements with Horcrux vs. default page loads.

34% and 31% with LTE. Figure 3.8 shows how these computation speedups translate into faster end-to-end (i.e., including network delays) loads. For example, on WiFi, median improvements in the developed region setting were 27% for PLT and 35% for SI. Despite the lower CPU clock speeds, these numbers only marginally increase to 29% and 37% in the emerging region. Further improvements were hindered primarily by the lower number of available cores (and thus ability to parallelize). Benefits with Horcrux on LTE were comparable, but consistently lower than with WiFi. For example, in the developed region, PLT and SI speedups were 22% and 29%. The reason is that network delays (which Horcrux does not improve) account for larger fractions of end-to-end...
load times on LTE.

Warm cache. Figure 3.9 shows Horcrux’s speedups in different browser caching scenarios. We consider back-to-back page loads, as well as those separated by 12 and 24 hours. As shown, Horcrux’s improvements grow as browsers house more objects in their caches. For example, in the back-to-back scenario, PLT and SI improvements in the developed region’s LTE setting were 35% and 44%; for context, these improvements were 22% and 29% with cold caches. Improvements drop to 27% and 39% in the 24-hour warm cache scenario. The reason is that more cache hits lead to lower network delays and computation dominating end-to-end performance. In addition, cache hits enable browsers to begin processing JavaScript files earlier. This, in turn, provides Horcrux’s scheduler with more invocation options at any time, thereby increasing the amount of potential parallelism.

3.5.3 Comparison to State-of-the-Art

Network optimizations. We first considered Vroom [RNU17], a system in which web servers intelligently use HTTP/2’s server push and preload features to aid clients in discovering (and downloading) required files ahead of time. Thus, Vroom is primarily a network-focused optimization. However, key to Vroom’s benefits is the improved CPU utilization that results from eliminating blocking network fetches.
As shown in Figure 3.10, Horcrux delivers larger speedups than Vroom. For example, in the developed region, median PLT speedups with Horcrux are $2.1 \times$ and $1.3 \times$ higher than Vroom’s on WiFi and LTE, respectively. In the LTE setting, Vroom delivers larger PLT speedups for 9% of pages. The reason is that network delays play a larger role in end-to-end load times for these pages, either due to less computation or more required network fetches. This drops to 1% and 3% when we move to the developed region’s WiFi network or the emerging market’s LTE network; in both cases, compute becomes more of a determinant of overall delays. Importantly, Figure 3.10 also confirms that Horcrux and Vroom are largely complementary to one another, with the combined systems outperforming each in isolation.

Reducing required computations. Prepack [Fac19a] is a server-side system that reduces the amount of JavaScript computation that clients must perform to load pages. To do this, Prepack performs static analysis on a page’s JavaScript code, identifies expressions whose results are statically computable, and replaces those expressions with equivalent but simpler versions that remove intermediate computations. Importantly, computations involving client-side or nondeterministic state are unmodified; this helps Prepack preserve page behavior and correctness, unlike other computation reduction systems (§3.6). As shown in Table 3.4, Horcrux is more effective at reducing computation delays than Prepack: median TCTs are 26% and 24% lower with Horcrux in the developed and emerging regions, respectively.
Speculative parallelism. Prior efforts to increase parallelism in page loads (§3.6) primarily rely on speculative decisions about what can run in parallel, and runtime checks to detect (and revert from) dependency violations. Although these systems do not target all JavaScript execution, we considered a baseline that employs a similar parallelism strategy for JavaScript computation. Our baseline opportunistically parallelizes all root function invocations, and uses JavaScript proxy objects to track state accesses in each Worker. Any parallelized computations that share state are discarded, and the corresponding functions are rerun serially on the main browser thread. As shown in Table 3.4, Horcrux delivers superior median TCT values that are 14-19% lower across the two regions. The reason is twofold. First, proxy-based tracking to ensure correctness adds 10% overhead to JavaScript runtimes. Second, any speculation errors result in serial execution on the main thread and wasted computation (and thus, more overall computation). Using the setup in §3.5.5, we observe that this wasted computation inflates mobile device energy consumption by 9% for the median page on WiFi.

### 3.5.4 Understanding Horcrux’s Benefits

Dissecting Horcrux’s speedups. We analyzed Horcrux’s behavior (and improvements) along three different axes. We focus on the developed region, but note that the trends hold for the emerging region setting. First, as expected, Horcrux’s improvements are larger for pages that require more computation to load. For instance, with WiFi, median PLT improvements with Horcrux were 35% for pages with more than 3 seconds of computation time, as compared to 23% for pages that did not meet that criteria. This divide carries over to different page types as well: improvements were

<table>
<thead>
<tr>
<th>System</th>
<th>Developed</th>
<th>Emerging</th>
</tr>
</thead>
<tbody>
<tr>
<td>Horcrux</td>
<td>1.63 (1.98)</td>
<td>2.15 (2.37)</td>
</tr>
<tr>
<td>Prepack [Fac19a]</td>
<td>2.19 (2.47)</td>
<td>2.82 (3.36)</td>
</tr>
<tr>
<td>Speculative parallelization</td>
<td>2.01 (2.28)</td>
<td>2.50 (3.07)</td>
</tr>
</tbody>
</table>

Table 3.4: Comparing Horcrux with prior compute optimizations. Results are for WiFi networks and list median (75th) percentile TCTs in seconds.
15% higher for interior pages than landing pages. The reason is that interior pages often involve more computation [ACF20, NM18a].

Second, within each load, we investigated the degree of parallelism that Horcrux achieves for JavaScript computation. For the median page, when loaded over WiFi, Horcrux reaches a maximum of 6 concurrent Web Workers; this drops to 4 on LTE due to the aforementioned network delays limiting the scheduler’s parallelism options.

Third, in addition to JavaScript parallelization, Horcrux reduces TCT by freeing the browser’s main thread for rendering tasks. To understand the contribution of each source to Horcrux’s speedups, we analyzed the browser’s computation profiler. Overall, we find that both sources provide substantial benefits. For instance, on WiFi, Horcrux shrinks effective JavaScript computation times by a median of 42% (557 ms), and decreases end-to-end rendering delays by 36% (465 ms).

Server-side overheads. Signature generation took 33 minutes for the median page, and involved two primary overheads: the median page involved exploring 12 different execution paths via concolic execution, and our dynamic instrumentation (incurred in each load) inflated load times by 44%. These non-negligible delays are why Horcrux performs comprehensive signature generation offline, on servers. To understand how often servers have to incur these overheads, we recorded a random set of 50 pages from our emerging region’s corpus every 12 hours for 1 week. The median page’s signatures remained unchanged for the entire duration, in part due to Horcrux’s coarse-grained DOM tracking which is unaffected by changes to HTML state (e.g., headlines).

Cost of conservative signatures. Horcrux relies on conservative signatures that list the state accesses across all possible control flows. While this ensures correctness, it may over-constrain a client load that traverses only a subset of those control flows. To understand the impact of this conservative strategy, we compared Horcrux with a variant that generates signatures for the precise control flows traversed in the target client load. Surprisingly, we observe that Horcrux’s conservative behavior results in only mild performance degradations: improvements drop by 10% and 7% for PLT and SI, respectively, for the developed region WiFi setting. The reason is that conservative signatures
Figure 3.11: Evaluating Horcrux when only a page’s top-level origin participates. Results are for WiFi networks.

typically either add only a few extra state accesses to a given root function, or many that are only accessed for short durations (i.e., within a root function)—neither significantly restricts parallelism.

3.5.5 Additional Results

Partial deployment. Our results thus far assumed that each frame in a page adopts Horcrux, i.e., embeds Horcrux’s scheduler and signatures in the HTML. Figure 3.11 shows Horcrux’s benefits when only the top-level origin for the page participates—this represents the simplest deployment scenario as the top-level origin is directly incentivized to accelerate loads of its pages. In this scenario, all JavaScript code in third-party-owned frames runs serially; JavaScript in the main frame can still be safely parallelized as browsers prevent cross-frame state sharing [sop20]. As shown, most of Horcrux’s benefits persist, despite the lack of adoption by third-party frames. For example, in the developed region’s WiFi setting, median SI benefits are within 2% of those with total adoption. The reason is that most JavaScript runtime (100% on the median page) resides in the page’s main frame.

Personalized pages. To evaluate Horcrux in settings where pages dynamically generate or personalize their content, we selected 20 pages from our developed region’s corpus that supported user accounts. For each page, we created two user accounts, selecting different preferences when pos-
sible, e.g., order results based on time or popularity. For every file that does not appear in both loads, or whose content is different across the page versions, we assign its constituent functions signatures of $*$ (§3.3.2.2). Overall, we observe that such personalization has minimal impact on Horcrux’s speedups: in the WiFi setting, Horcrux’s median load time benefits drop by only 4%. The reason is that only 6% of computation delays are accounted for by personalized scripts.

Energy savings. We connected our Pixel 3 phone to a Monsoon power monitor [Inc18] and loaded the pages in our developed region corpus. With cold caches, Horcrux’s speedups drop median per-page energy usage by 12% and 15% on WiFi and LTE. Savings are primarily from accelerating end-to-end computation (and load times), which results in lower active durations for WiFi or LTE radios.

Desktop page loads. Horcrux’s acceleration techniques can also speed up desktop page loads. To evaluate this, we recorded desktop versions for the pages in our developed region corpus, and loaded them using a Dell G5 desktop and a wired network connection. We find that Horcrux reduces median TCT by 39% (0.52 secs). These speedups translate to PLT and SI improvements of 25% and 31%, respectively. At first glance, these improvements may appear surprising given the faster CPU clock speeds that desktops possess. However, desktops also possess more cores and load pages with more JavaScript computation [HTT20], enabling more parallelism.

3.6 RELATED WORK

Parallelization efforts. ParaScript [MHS11] and others [NKH16] leverage new runtimes and compiler information to speculatively parallelize iterations for hot loops in long-running JavaScript code (not page loads, where compilation overheads are too costly). In contrast, Horcrux operates with unmodified browsers, targets parallelism for general JavaScript code beyond loop iterations, and sidesteps the significant overheads of speculation errors and runtime checks (§3.5.3) by using conservative signatures. Zoomm [CFM13] and Adrenaline [MTK12] leave JavaScript execution unchanged, and instead parallelize tasks such as CSS rule parsing. These systems are
orthogonal to Horcrux, which focuses entirely on JavaScript parallelization. Lastly, several libraries [par20, thr20] aid developers in writing parallel JavaScript code by abstracting inter-worker messaging. However, developers are responsible for identifying and enforcing (safe) parallelism decisions—Horcrux automates these tasks for legacy pages.

Reducing web computation overheads. Prior measurement studies have analyzed the performance of mobile web browsers [WBK13, NB16, DVB18a, Osm18]. Like us (§3.1), they find that browser computations are a primary contributor to high page load times. In response to these studies, three separate lines of work have aimed to alleviate browser computation delays. First, certain sites have manually developed mobile-optimized versions of their pages using restricted forms of HTML, JavaScript, and CSS, e.g., according to the Google AMP standard [Gooa, JBW19]. In contrast, Horcrux accelerates legacy pages without developer effort. Further, we find that Horcrux is able to accelerate the loading of AMP pages, which constitute 27% of our corpora.

Second, some systems [Ama18, WKW16, Ope18a, CZH20] offload computation tasks to well-provisioned proxy servers, which return computation results that are fast to apply. Though effective, such systems pose significant scalability challenges to support large numbers of mobile clients [SJN17]. Worse, by relying on (often third-party) proxy servers, these systems violate HTTPS’ end-to-end security guarantees [NSM19]; clients must trust proxies to preserve the integrity of their HTTPS objects, and also must share private Cookies to accelerate personalized page content. In contrast, Horcrux is HTTPS-compliant.

Third, systems like Prophecy [NM18a] enable servers to return post-processed page files that elide intermediate computations. However, content alterations with these systems may break page functionality [ABC15], particularly for pages that adapt execution based on client-side state that servers are unaware of, e.g., localStorage. In contrast, Horcrux does not alter the set of computations required to load a page, and instead aims to execute those computations more efficiently.

Network optimizations for the web. Systems such as Alohamora [KRN21], Vroom [RNU17], and others [EGJ15, WBK14] leverage HTTP/2’s server push and preload features to proactively serve
files to clients in anticipation of future requests (thereby hiding download delays). Fawkes [MSN20] develops static HTML templates that can be rendered while dynamic data is fetched. Polaris [NGM16] and Klotski [BWW15] reorder network requests to minimize the number of effective round trips while respecting inter-object dependencies. Cloud browsers [SPG14, NSM19, NSW15] shift network round trips to wired proxy server links. Content delivery networks [NSS10, FFM04] serve popular objects from proxy servers that are geographically close to clients, while compression proxies [ABC15, SMK15, Ope18b] selectively compress objects in-flight between servers and clients. Lastly, a handful of systems prefetch content according to predicted user browsing behavior [PM96, LRS12, WLZ12]. As shown in §3.5.3, these efforts are complementary to Horcrux, which reduces browser computation delays by parallelizing JavaScript execution. Further, recall that computation delays often exceed user tolerance levels on their own (§3.1).

Concolic execution for web optimization. Like Horcrux, Oblique [KML21] uses concolic execution to accelerate web page loads. Indeed, Horcrux’s server-side component builds atop Oblique’s JavaScript concolic execution engine by adding dynamic instrumentation to capture per-function signatures (§3.4). However, despite this similarity, Oblique and Horcrux target different delays in the page load process: Oblique enables third-party servers to securely prefetch URLs that a client will need during a page load (hiding the associated network fetch delays), while Horcrux parallelizes the JavaScript execution required to load a page (reducing the associated computation delays). Consequently, as with other network-focused optimizations (§3.5.3), Oblique can run alongside Horcrux to provide complementary benefits.

3.7 CONCLUSION

Horcrux automatically parallelizes JavaScript computations in legacy pages to enable unmodified browsers to leverage the multiple CPU cores available on commodity phones. To account for the non-determinism in page loads and the constraints of the browser’s API for parallelism, Horcrux employs a judicious split between clients and servers. Servers perform concolic execution of JavaScript code to conservatively identify parallelism opportunities based on potential state
accesses, while clients use those insights along with runtime information to efficiently manage parallelism. Across browsing scenarios in developed and emerging regions, Horcrux reduced median browser computation delays and load times by 31-44% and 18-37%.
“Find out how you stack up to new industry benchmarks for mobile page speed.”
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