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=PSYCHOLOGY

HOW PROGRAMMING CAN BECOME COUNTERPRODUCTIVE:
AN ANALYSIS OF APPROACHES TO PROGRAMMING

Sanjoy MAZUMDAR

Program in Social Ecology, University of California, Irvine, CA 92717, U.S.A.

Abstract

I propose seeing environmental programming as varied and differentiated, and more specifically as having a
diversity of approaches, which are best treated differently. I develop a typology of approaches to programming,
based on the mode of data collection, analysis and presentation, and describe how their inherent assumptions,
epistemological, ontological and methodological positions affect the efficacy of programming, often rendering it
counterproductive to its original aim of assisting the designer in producing suitable physical environments. I
discuss the implications of, and issues with, the different approaches to programming, and elaborate on the

counterproductiveness of programming.

Introduction

Architectural and environmental programming
were the names given to a set of activities intro-
duced into the design process which involved the
description of the needs/wants of the occupants
through the systematic and comprehensive collec-
tion and analyses of data, the specification of goals,
objectives and performance criteria, as well as the
presentation of this information to the primary
stakeholders—occupants, clients, designers (Preiser,
1975, 1976, 1978, p. 1; Wade, 1979; Palmer, 1981,
p. 17). It was expected to assist occupants, clients
and particularly designers in producing occupant
suitable designs (Figs 1 and 2) (Richardson, 1969).
Whereas in the past architects designed based on
intuition, and whatever information they could ob-
tain, with programming there was an effort at sys-
tematizing information collection through the intro-
duction of scientific techniques and an emphasis on
designs more responsive to occupants (Palmer, 1981).

These goals seemed laudable, and programming
has been increasingly used in architecture since the
1960s (Davis, 1969), partly as a means to ensure a
more useful and useable built environment. Indeed,
to many, especially those who believe that archi-
tecture ought to cater to human behavioral needs
(Lang et al., 1974; Sanoff, 1977) and those who want
goal-oriented architecture (Preiser, 1978, 1985;
Brill, 1984), programming has become not only an
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important pre-design phase but almost an institu-
tion. This is an attempt at a systematic institutional
analysis of programming. The question of interest is
how effective is it in achieving its aims and how does
programming become counterproductive?

I present a typology of approaches to program-
ming along with an analysis of the assumptions and
positions involved in each. The efficacy of the
program can be affected by the format selected for
presentation of program information. Even when
one accepts the broader instrumentalist aims and
assumptions of programming, analysis shows that
inherent in the choice of an approach are stances,
positions and assumption which affect the efficacy of
the programming effort as this paper is intended to
illustrate. There are ontological and epistomological
differences between the approaches, as will be
evident from the descriptions to follow. Viewing
programming as varied allows us to highlight these
assumptions and positions that underlie the choice
of an approach, as well as the implications each has
for the effectiveness of the programming effort
(Zeisel, 1971). While in theory programs and pro-
grammers are supposed to ensure that the needs of
all occupants are properly represented, this does not
always happen, as I will show. I analyze issues
related to the approach selected for the program, the
advantages and counterproductive aspects of each. I
conclude by elaborating on the implications of this
study.
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Ficure 1.

Analysis of the qualities and characteristics of the
different approaches to programming can help us
understand the strengths and weaknesses of each. It
can assist in the selection of an approach, given a
building project. It can also assist in devising new
approaches to counteract problems with existing
ones, by combining approaches for example. Thus,
this critical analysis is intended to focus attention
on the ultimate goal of creating more suitable and
responsive environments.

The idea of developing a conceptually constructed
typology of programming occurred while I was
involved in developing a program (X’) for a depart-
ment of a large organization.! The process was
designed with sufficient care to ensure that this
program contained almost all elements that would
lead to the satisfaction of all concerned stake-
holders. Program X? and the finished architectural
product were satisfactory to most. Yet the act of
doing program X, the research associated with it and
further thought revealed that the approach to
programming selected by our organization had
some potential counterproductive aspects, and that
several aspects and unresolved issues generic to
programming can make it potentially counter-
productive. The following sections deal with one
set of these. They are based on reflections about
the process of programming, the author’s role as
a programmer, on interviews carried out during
and after the process was completed, a brief review
of some writings on the subject, and a review
of approximately 25 programs done by several
organizations.?
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Form of analysis

Before getting into the specifics of the different
approaches it will be useful to describe some general
aspects of the approach adopted here.

In examining and classifying the various approa-
ches to programming I am concerned primarily with
the manner in which program information is pre-
sented in the final program document to the stake-
holders and also in the way the data is collected and
analyzed. I am taking the view that programming is
a step preceding design in the design process, in
which information regarding the functions of the
building and the wants of the occupants is collected
and set forth as features the design ought to
accommodate.

In analyzing each kind of program I shall look at
several important aspects.

Philosophical position: Philosophical positions are
involved in each of the approaches. How should
people’s wants related to building be catered to, and
therefore how should program information be col-
lected, analyzed and presented? On one end of the
continuum emphasis is placed on society, a position
I label ‘culturalism’ or ‘societalism’, with the indivi-
dual seen as subordinate to society. Societalists
emphasize and attend to social agreements, shared
values, mores and norms of the group, social
affinities and cleavages, socially negotiated arrange-
ments, social aspirations and ideals, not found in the
other approaches. At the other end is a position
labeled ‘individualism’, where the emphasis is on

Builder Occupant

| | !

i | !
| |
{ {

Ficure 2. Modified design process including programming.
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the individual, with little or no attention given to
society. In this position individual preferences,
desires and wants are described. The individual
thus is seen as paramount. Individualism encour-
ages the representation of individual idiosyncracies
which the architect can cater to. Taking the philo-
sophical position of individualism involves assum-
ing that the individual occupant’s wants are more
important and ought to be represented as such in
the program which may overlook other important
aspects. While individual occupants are dealt with,
group values and effects of social mediation of
spatial wants are not addressed. Hence it is possible
to err with regard to group or organisational
suitability, since these are not dealt with by the
program. In another position, ‘aggregatism’, individ-
ual preferences are subjugated to aggregated major-
ity opinion. In instances individual responses are
reduced to typicals or means mathematically com-
puted from aggregates of individual opinions. This
places greater emphasis on common features and
through mathematical computation reduces some of
the variability of individual preferences. Aggrega-
tionists feel this reduces some of the ‘error’ asso-
ciated with individual responses. Catering to these
would satisfy those whose profile most closely
matches the typical. Yet most people do not think of
themselves as typical, but rather prefer to think of
themselves as somehow distinct from others and
unique. Individualists would claim that this method
takes away some of the characteristics and idiosynec-
racies that individualism is able to provide and cater
to. Individualists assume that .societal values
appear in individual preferences, since an individual
is a member of society and, responding to individual
wants, will automatically cater to societal values.
Culturalists would argue that unless the focus was
on finding them wants expressed by individuals may
not reflect societal values. Aggregationists may also
believe that distilling commonalities of individual
responses will capture societal values. Societalists,
on the contrary, would argue that societal values
and preferences are not equally distributed in the
population and that majority opinion or mathemat-
ical computation of means from individual responses
may not lead to an understanding of societal values.
Thus it seems highly probable that the three
philosophical positions and their methodologies can
lead to very different kinds of information.

Neutrality [ stance. Each approach can be seen as
representing, aiding, to a greater or lesser degree,
one set of stakeholders and therefore having a
stance. Categorizing each approach as ‘pro-archi-

tect’, ‘pro-occupant’ or ‘pro-programmer’ in stance,
even though this might cast the position a little
starkly, helps in assessing the non-neutrality and
implied position of each approach and brings atten-
tion to who a particular approach favors.

Representation. Representation of occupant wants
is essential for the architect to understand them and
design accordingly. What gets represented and what
does not and the mode of representation can directly
affect the effectiveness of the program.

Conversion. Conversion of social and behavioral
information into clear spatial terms is necessary at
some point for the programmatic requirements to be
provided by the design. A good portion of the
information collected in programming is social and
behavioral in nature, including descriptions of activ-
ities, which can be presented as such in the program
with the conversion left to the architect. Alterna-
tively, the programmer can convert the information
into spatial terms with specifications of spaces and
their qualities and characteristics. The latter
requires of the programmer some familiarity with
the kinds of information architects need and the way
they organize and use information (i.e. speak the
architect’s language) for it to be useful. Such
information is likely to be more intelligible to
architects than behavioral information. Who con-
ducts this conversion with what skills and tools can
affect the effectiveness of the program. As will be
pointed out, some approaches leave this task in
more capable hands than others.

Fidelity /discernability. The program can be
expected to provide information that has a high level
of fidelity or faithfulness and accuracy. As will be
obvious later, the fidelity of the information provided
by the different approaches is not equally high.
Some actually obfuscate important information
which can make the program counter-productive.
Discernability is a factor by which we can judge
whether the requirements of different individuals,
aggregates or groups combined for programming
purposes are identifiable in the program.

In-depth up-close knowledge and understanding.
To what extent does the program provide the
architect with good in-depth knowledge and under-
standing of the world and life of the occupants? To
what extent can the architect remain distant from
the world of the occupant? These relate to the
sensitivity with which the architect understands the
occupants’ world and designs for it.
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Verifiability. 1t is often necessary for the architect
to find and verify specific pieces of information
provided in the program, and to check for errors.
Such verification is more easily accomplished with
some approaches and impossible in others without
re-programming. Checking design provisions
against programmable requirements can assist in
ascertaining the suitability of the design (Farbstein,
1978).

Skills. Certain skills, such as collecting, analyzing
and presenting program information, are necessary
for program-related tasks. Effectiveness of programs
can be affected whether the programmer has the
skills necessary to carry out those tasks. For
example, does the programmer have the skills to
collect and analyze individual, aggregate and group
wants?

Appropriateness. Appropriate or suitable to the
occupants was the reason for the introduction of
programming. Should the building be appropriate in
a coarse sense or fine? Does the approach selected
for the program affect appropriateness?

Assumptions. Each approach has certain assump-
tions regarding the kind of information to be
presented, how is it to be collected, and the role of
the programmer. These affect decisions regarding
the program. When these assumptions turn out to be
invalid or wrong the programming effort can become
counterproductive.

Approaches to programming

Conceptually, programming can have several differ-
ent approaches based on the final form of the
program and the mode of data collection and
analysis. My intention is to consider what each
selection entails, irrespective of whether these are
different programs or in the same program. While
some approaches may appear better than others, my
attempt is not to ‘advocate’ any one approach.

The categories I have devised have two primary
dimensions. One dimension takes into consideration
the orientation of the program (Farbstein, 1978).
Broadly, the program can be space oriented or
person oriented. Information for the program can be
collected and presented from the point of view of the
spaces required or that of occupants and their wants
(Proshansky et al., 1970).* The second dimension,
whether space or people oriented, is based on the
program’s analytical unit, which can be individual,
aggregate or group. Together these yield six possible

approaches to programming as shown (Fig. 3).
Individual is used to indicate unitary space or
person. Aggregate refers to the clumping together of
units sometimes on the basis of certain common
characteristics. It is essentially a mathematically
computed picture. Clump refers to aggregates not
very meaningful to the occupants. Aggregate spaces
refers to spaces aggregated or clumped together so
that they could be dealt with together. Aggregated
persons refers to a number or set of persons
aggregated together, often based on certain common
characteristics, so that they could be dealt with
together. Group refers to an organization or combi-
nation of units meaningful to one or more sets of
occupants or other stakeholders. Grouped persons
refers to a social unit of interacting individuals with
shared, negotiated values and preferences; they
need not share common characteristics other than
group membership. Grouped spaces refers to the
grouping together of spaces, not necessarily with
common characteristics, which serve a common
architectural purpose or theme to be utilized in the
design.

These are analytical categories, and could also be
seen as positions on a continuum. The distinctions
among the categories depicted are not very rigid as
they may seem, since in practice it is possible for a
programmer to produce different programs using
different approaches or to combine several approa-
ches in a single program.

A description of each approach can be concisely
presented in a chart (Fig. 4) which enables compar-
ison along several dimensions.

The dimensions described are objectives, charac-
teristics, assumptions, advantages and disadvan-
tages/counterproductive aspects. Each approach can
be said to have a primary objective of providing a
certain kind of information, such as whether to
present the requirements of the people or of the
spaces. This is described under the section titled
objectives. The section on characteristics describes

ANALYTICAL UNITS
INDIVIDUAL | AGGREGATE | GROUP
SPACES Individual Aggregated | Grouped
(clumped)
Spaces Spaces Spaces
—
PERSONS Individual Aggregated | Grouped
persons (clumped) persons
persons

Ficure 3. Approaches to programming.
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special aspects of the approach, including the unit of
analysis and description and the aspects of program
information emphasized or focused on. The assump-
tions section describes the underlying assumptions
of each approach. The advantages and strengths of
each approach are described in the advantages
section. The section on disadvantages and counter-
productive aspects describes how the assumptions
may not be correct, and how the programming effort
can become unproductive or counterproductive. Dis-
advantages that may not be counterproductive are
also described. Finally, I provide examples wherever
possible.

(1) The Individual Spaces approach.

The objective in the Individual Spaces approach is
to describe the requirements for each of the spaces
to be provided.

The unit of analysis and description is an individ-
ual space—such as a room. Each space is given a
name or a number for identification. The pro-
grammer investigates and described or lists the size
of this space, relationship to other spaces, preferred
location, the architectural, physical and environ-
mental qualities required, what activities occur in
that space, who occupies it, and the number of
occupants.

Space is a primary element designers create and
manipulate in their designs. And since in this
approach the programmer attempts to collect, ana-
lyze and present information through spaces, i.e. in
a form, and speak in a language, intelligible to
designers, this approach favors the architect and is
‘pro-architect’ in stance.

This approach makes the following assumptions.
It assumes that representation of occupant wants
can be done through those of spaces, that is by
reifying spaces and attributing wants/needs to
them. Conversion of occupant wants into spatial
terms can be done by a programmer or occupant and
that these stakeholders are able to think spatially in
order to do this. In the list of spaces and their
requirements occupant wants associated with each
space will be discernible. Servicing of occupant
wants can be properly accomplished by listing
spaces and their qualities and characteristics.

The advantages of this approach are the following.
The architect’s interests and concerns are attended
to and program information presented in a manner
the architect can easily understand. The architect is
not required to convert occupant wants into spaces.
Human and social aspects, not within the training of
an architect and therefore difficult, are not men-
tioned and do not have to be dealt with by the

architect, and he/she can deal purely with physical
factors and design. The architects’ responsibility
and work are reduced and made easier in this
approach, since the architect simply has to meet
only the physical requirements stated. This program
can be used as a checklist to check whether
requirements as stated in the program have been
provided in the design prior to construction and
major blunders avoided.

There are disadvantages that can make this
approach counterproductive. Representing occupant
wants through those of spaces may not be easily
accomplished as occupant wants are not directly
depicted. It is easier when there is one-to-one
correspondence between an occupant and a space,
and when the program specifies how the space is to
perform. When the Individual Spaces program is
unable to represent wants of occupants (individuals,
aggregates or groups) there may be obfuscation and
the effort may become counterproductive. Listing
individual space requirements for large jobs with
numerous spaces can be quite tedious.? Conversion
of occupant wants into spatial terms expected of the
programmer is not easily possible due to the paucity
of tools, as will be explained later. Discerning
occupant wants is difficult since occupant wants are
not represented as such in the program. This is
exacerbated when spaces have multiple occupants.
It then becomes extremely difficult for the designer
to cater to individual wants. In such instances the
program becomes counterproductive. Servicing
requirements may not be easy in an Individual
Spaces approach, even with listing of requirements
by spaces. Specific environmental services are often
associated with particular trades, such as plumbing,
heating, air conditioning, electrical, carpentry and
metal working. In practice, program documents are
generally dealt with by architects and are rarely
turned over to engineers or to the trades. Architects
in the U.S.A. find it easier, and are sometimes
required to produce drawings for specific trades, as
opposed to indicating all services in one set of
drawings. An Individual Spaces program has to be
untangled for servicing by differing trades (MIT,
1982). Individual Spaces programs done by archi-
tects often list services by trades. In-depth know-
ledge and understanding of the lives of the occupants
is not required of the architect in this approach. This
approach does not provide a good understanding of
the world of the occupant. While programmers can
be expected to obtain in-depth knowledge this does
not always happen. Their task is seen as completing
blanks in a list or form and programmers often
resort to simply asking occupants their space-
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related wants, mostly through a questionnaire
(Appendices 1 and 2) (see also Sterling ef al., 1988,
pp. 288-289). The architect can simply provide
programmatic requirements. Verification of occu-
pant wants is rather difficult as they are not
represented in the program. If there is an error in
representation it will be difficult for the architect to
check, rectify the error or change the program, as
that will require reprogramming. Making changes
in the program is often further hampered by various
unanticipated uses of programs.® ‘Performance
Specifications’ (Brill, 1971, 1972) was probably a
response to the inability to obtain appropriately
designed buildings through the standard Individual
Spaces approach, due to its inability to accurately
and completely represent occupant wants and there-
fore assuring appropriately designed buildings. The
programmer is expected to have the skills necessary
to collect and analyze behavioral information. But
converting this information into spatial terms is
usually not within the skills of the programmer. The
responsibility of the architect is primarily to provide
the requirements as stated in the program. In
contrast, the programmer’s responsibility is rather
high, including not only collecting and analyzing
social and behavioral information but also convert-
ing them into spatial terms and presenting them in
the program. Mismatches between program require-
ments and design provisions is the responsibility of
the architect. But mismatches in occupant wants
and their representation in the program is the
responsibility of the programmer.

Examples are Kantrowitz, Min & Associates
(1991), Welch + Epp Associates (1986, 1987), Caucus
Partnership (1987a), Research Facilities Design
(1985) and Stone, Marraccini & Patterson (19865b).

(2) The Aggregated Spaces approach

The objective is to present the requirements of the
required spaces aggregated together using common
characteristics, such as size, or commonality of
architectural qualities and requirements.

Aggregates of spaces are the units of analysis and
individual spaces lose importance. Each set of
aggregated spaces is given a name, e.g. Office Type
A, or number for identification. It lists and describes
the architectural, physical and environmental qual-
ities of each aggregate, the size, preferred location,
the occupants, their numbers and their activities.

Convenience of the programmer and, to a lesser
extent, that of the architect is prioritized by this
kind of program. This approach displays a ‘pro-
programmer’ stance.

Several assumptions are made in this approach,

some similar to the Individual Spaces approach.
Representation of occupant wants can be appro-
priately accomplished by describing the require-
ments of aggregated spaces. Conversion of occupant
wants into spatial terms can be done by a pro-
grammer or occupant who will be able to think
spatially in order to do this. Occupant wants will be
discernible on the list of spatial requirements.
Occupant wants associated with each aggregate will
be similar, if not identical (i.e. all 50 officers will
have nearly identical wants catered to by 50 Type A
officers). Servicing of occupant wants can be appro-
priately done through a program depicting require-
ments of aggregated spaces. The abstractions, cate-
gories and aggregations, e.g. ‘Office Type A’, devised
by the programmer will be intelligible and useful to
the architect and occupants. It is also assumed that
provision of the nearly identical aggregated spaces
will be seen as identical by the occupants, i.e.
geographical and social space will be seen as
equivalent, flat and level.

This approach has several advantages. The archi-
tect does not have to translate occupant wants into
spatial terms. By following this approach the pro-
grammer can simplify or reduce a large amount of
the work and tedium associated with redundancy
and repetition of the Individual Spaces approach.
For example, instead of doing offices of a certain
type 50 different times, the programmer could name
it ‘Manager’s Office’ or ‘Faculty Office’, ‘number
required = 50’ and be done simply by doing one. In so
far as requirements are identical it allows checking
of design provisions with those stated in the pro-
gram.

Several disadvantages can make the effort counter-
productive. The philosophical position is that spaces
with common features can be aggregated, with
emphasis on majority values. Representation of
occupant wants through those of aggregated spaces
is difficult for several reasons. In representing
reified spatial requirements occupant wants do not
get depicted directly. Representation of individual
spaces, unless they are identical, is not possible
since spaces are being aggregated. Conversion of
social and behavioral information into spatial terms
is not easy as tools for conversion are scarce.
Aggregation leads to homogenization. Discernability
of individual occupant wants associated with each
set of aggregated spaces becomes even more difficult
than in the Individual Spaces approach as the
program for 50 Type A offices may not display the
wants of the individual occupants. As a result the
architect can cater to the programmatic require-
ments for the Type A office but not to those of
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individual occupants. If, as is likely, the programmer
believes that occupant wants are not identical then
approximations and errors would be built into the
program from the outset. Fidelity of program infor-
mation can become an issue. The programmer may
avoid repetition by aggregating 50 offices having
commonalities along several dimensions. If not
identical along these dimensions the programmer
has to make judgment calls regarding which
descriptor—mean, mode or other—to use. Fidelity is
low as these are approximations in representation of
occupant wants, especially if variance and deviance
from the selected descriptor are large. Consequently
a design based on such a program would not be able
to achieve its purpose, and the programming would
be counterproductive. Servicing may not be easier
with a program listing requirements by aggregated
spaces unless requirements are listed by trade. Even
if the program did not specifically call for identical-
ness, such aggregation may often lead to the
assumption that provision of 50 Type A offices will
satisfy the 50 occupants and to the provision of
identical spaces. This implies the improbable that
the 50 Type A office occupants have identical wants
and goes against conventional knowledge regarding
people’s need for personalization, differentiation
(Sommer, 1969).” Fine tuned appropriateness is not
possible. Also identically sized and shaped spaces
are frequently not seen as identical by the occupants
as geographical and social spaces are not seen as
equivalent, flat and level, and characteristics such
as geographical location, view from the space, slight
differences in shape or size make some of these
‘identical’ spaces more desirable than others. In one
office building, view from the space became a
premium in otherwise very similar offices. Intelligi-
bility of the representational mode, aggregation, is
likely to be low to the architect and occupant.
Aggregating spaces is useful to the architect if it
leads to meaningful design solutions. This is often
not the case. If the architect is not required to
congregate physically in one area the 50 Type A
offices clumped together in the program and they
can be located anywhere and in any configuration,
then the aggregation is not meaningful or useful to
the architect. Aggregation is an abstraction devised
by the programmer for ease in programming, and
may similarly not be meaningful or useful to
occupants. Also, while aggregation is based on a
single or few common characteristics, commonality
in other aspects may be assumed. In-depth know-
ledge and understanding of the occupant’s world is
extremely low as the program depicts only aggre-
gated information. This distancing of the designer

from the end occupant is likely to lead to less, rather
than more, appropriate design. Verification of indi-
vidual wants would be very difficult as they would
not be featured. This automatically places a heavier
burden on the programmer to ensure that the spaces
called for will be conducive to the activities of the
occupants and that a ‘user-needs gap’ will not exist.
Skills such as finding commonalities, computing
means and deviations and variances are fairly
common with programmers trained in the social
sciences but may not be so common among those
trained in architecture. Since in this approach the
programmer has to colect and analyze information,
convert them into spatial terms and aggregate them,
the programmer’s responsibility is very high.
Examples are Caucus Partnership (1987a, 1988),
CRSS (1989, 1990), UCI/OPP (1987), NBBJ (1990),
Zimmer, Gunsul, Frasca (1989«,b), MIT (1973,
1982), Farbstein & Associates (1991), Donaudy
(1989), MBT Associates (1988) and Ryan (1989).

(3) The Grouped Spaces approach

The purpose of this approach is to provide infor-
mation on spaces grouped in a way comprehensible,
meaningful and useful to the architect in designing.
The major distinction with the Aggregated Spaces
approach is that aggregations are usually purely
mathematical and do not have any implications for
design, whereas groupings usually do.

In this approach the unit of analysis is a group of
spaces. Spaces could be grouped on the basis of a
variety of criteria, such as proximal relationships on
common functions, for example ‘master spaces and
servant spaces’, commonality of structural bay and
services. The grouping can be congruent with the
social grouping of the occupants, which is more
likely to result in a better fit. Generally there is no
conscious attempt to follow the groups used by the
occupants’ social organization.

This approach is most helpful to architects, and so
in stance is ‘pro-architect’.

The assumptions are the following. The philosoph-
ical position is that grouping spaces and thus
speaking the architect’s language will engage the
architect into producing a more suitable building.
Representation of occupant wants can be done
through those of spaces. A programmer will be able
to understand occupant wants, convert them into
space requirements without much slippage and loss.
Occupant wants associated with each space will be
discernible and understandable. Servicing occupant
wants will be enabled by a Grouped Spaces
approach. The form selected for the grouping will be
intelligible primarily to the architect and that this
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will enable a better fit of occupant wants with the
design than simply aggregating them. It is expected
that the programmer will have the skills for data
collection, analysis, conversion, representation, and
for abstracting them into groups comprehensible
and useful to the architect.

Advantages of this approach include the following.
The approach compels the programmer, in the
process of grouping spaces, to consider the architec-
tonics of design, and thus to attend to some of the
architect’s considerations. The groupings should be
intelligible to the architect since it is based on
architectural considerations. It presents materials
in a manner architects can understand and relate to.
The architect’s work is greatly reduced in this
approach. The architect’s responsibility is limited to
the design of the grouped spaces and does not
include conversion, grouping or social analysis.
Grouping spaces is likely to lead to architecturally
well-organized spaces.

There are several possible disadvantages. The
philosophical position of grouping spaces in the
program is likely to lead to buildings that work out
to be less, rather than more, appropriate, as the
categories for grouping are preconceived and
imposed as opposed to being contextually developed.
While it is possible that speaking the architect’s
language will encourage the architect to take great-
er interest in the program and be more responsive, it
is not clear that this is more likely. Providing the
architect more processed information which can be
readily incorporated in his/her work encourages the
architect to take such information as ‘given’ to be
accepted rather than understood, questioned and
challenged. Representation of occupant wants is not
direct but through reified spatial requirements, as
with the other space-oriented approaches. Conver-
sion has to be carried out by a programmer, but tools
are scarce. Discernability of occupant wants is not
high but requirements of individual spaces in the
group is better than in the Aggregated Spaces
approach. In-depth up-close knowledge of the occu-
pants’ social world is not presented. The architect is
not persuaded to understand the world of the
occupants and can remain unfamiliar and distant
from it. This approach actually encourages such
distance by presenting the architect with more
processed and organized information. Verification of
occupant wants is extremely difficult as these are
not presented. Skills for deriving meaningful
abstract groupings or spaces requires the pro-
grammer to understand architectural design. While
programmers can be expected to have this capability
many do not. Responsibility of the programmer in

this approach is extremely high, proceeding far into
the design by organizing the spaces.

Examples are Welch + Epp Associates (1986),
Sterling, Wilford & Associates (1988), CRSS (1990,
1991), Caucus Partnership (1988) and Farbstein &
Associates (1991).

(4) The Individual Persons approach

The objective of this approach is to present wants
of each individual occupant.

The unit for data collection and write-up is the
individual person. Each individual occupant is of
paramount importance, and the individual’s wants,
needs, preferences and idiosyncracies are included.

This approach has the interests of the individual
occupant in mind, favors the occupant and so in
stance is ‘pro-occupant’. It would probably be fol-
lowed by occupants if they were to do the program.

Several assumptions are made in this approach.
The philosophical position of ‘individualism’ is taken
and individual occupant’s wants seen as paramount.
The building, it is felt, ought to be designed for the
wants of the individual occupant. Representation of
individual wants will enable the design of an
appropriate building. Individual idiosyncratic wants
are to be depicted. Conversion of social and beha-
vioral data presented in the program into spatial
terms can be carried out by the architect. Dis-
cernability of occupant wants will be possible, it is
assumed. Servicing of occupant wants can be done
using this approach. Information presented by this
approach will be intelligible to the architect. In-
depth up-close knowledge of the occupants will be
provided by this approach.

Advantages of this approach are the following.
The focus is on people—the occupants. Detailed
information on individuals can be sought and pro-
vided. Display and consideration of the individual’s
spatial and architectural preferences compels the
architect to become familiar with individual occu-
pants which increases the likelihood of their needs
being serviced. The architect can then choose to
categorize the wants in a manner best suited to his/
her individual approach to design. In small projects
it is possible for the architect to cater to individual
wants and idiosyncracies. Discernability of individ-
ual wants is high. Verification of individual wants is
possible. There is also the potential of using the
program as a checklist to ensure that programmatic
requirements are furnished by the design. Pro-
grammers usually have the skills to do this kind of
program.

Disadvantages and counterproductive aspects
include the following. The philosophical position of
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individualism leaves out consideration of other
positions and may not be the most appropriate in
instances when addressing group wants is impor-
tant. Representation of individual wants for a large
number of occupants can become quite tedious and
may not enable more appropriate designs. It is
expected that large projects be allocated more time
so that programmers and designers can do the
necessary task for each individual, but in practice
this rarely occurs. As time is reduced, the pro-
grammer has to find ways to reduce the work. The
individual then is not treated as paramount. In
practice, architects rarely organize large numbers of
occupants into categories and sub-categories so that
a larger number of occupants can be more appro-
priately serviced. Often the tendency is to reduce
this number to a more manageable set through very
rough estimation or ‘eye-balling’, or development of
a ‘typical’, ‘prototypical’, ‘user profile’, or standards
(De Chiara & Callender, 1980) rather than use
proper analysis. Such eye-balling may lead to errors
which then can get concretized in the design.
Conversion of behavioral and social information into
spatial terms is left to the architect but is difficult
due to the dearth of tools. While this approach has
high discernability, fidelity is not necessarily high.
Individual wants are often learned through self-
administered questionnaires, which may not pro-
vide options for individuals to really express their
preferences. Individuals can provide information on
aspects they have thought about, and have readily
available. They are unable to provide information
they do not have. Servicing individual occupant
wants is furthered by this approach, but the infor-
mation produced may need additional processing for
servicing. For example, the architect needs to know
not only individual occupant wants but also how to
service them through spaces. Intelligibility of the
information can be low and the behavioral informa-
tion may be confusing to the architect. For example,
reconciling different preferences for ambient tem-
perature or lighting may be difficult for the archi-
tect. In-depth knowledge and understanding of the
group is often neglected. Responsibility of the
programmer is only for collecting, analyzing and
representing behavioral information. The architect’s
responsibility is expanded to include conversion into
spatial terms.
Examples are Caucus Partnership (1987a,b).

(56) The Aggregated Persons approach

The objective is to present spatial information and
wants of occupants aggregated together on the basis
of some common characteristics. Examples are

social status or rank (associate professors), similar-
ities in activities or jobs (secretaries, computer
operators, carpenters), gender (women), color or race
(Black, White, Asian) and similarity in space needs
(assembly line workers).

Aggregates of persons are used as the units of
analysis. These programs describe the space-related
wants of a certain aggregate, for example secretaries
or assembly line workers, and simply list the
number of each even though these persons may be
involved in different tasks in different places. The
primary distinction with the Aggregated Spaces
approach is that the former uses people character-
istics while the latter used similarity in spatial
characteristics as the basis for aggregation. Thus
associate professors may have different spatial
requirements while Type A offices may have a
variety of occupants. This approach would most
commonly be used by people not very familiar with
the people the program is for.

Since the aggregates are devised by the pro-
grammer for convenience in programming, it
favours programmers and is ‘pro-programmer’ in
stance.

Several assumptions are made by this approach,
some similar to the Individual Persons approach.
The philosophical position is one of ‘aggregatism’,
with the view that aggregate wants are primary and
that the building ought to be designed for aggregate
wants. Representation of aggregated wants and
majority opinions are seen as important. Aggregate
statistics such as mean, average or mode are seen as
the best way to represent preferences of large
numbers of occupants. Conversion of aggregated
social and behavioral information into spatial terms
can be done by the architect. It is assumed that
individual and group wants will be discernible in the
program. Aggregation of individual wants will not
obfuscate or hamper the understanding of program
information or the production of an appropriate
design. Servicing occupant wants will be enabled by
this approach. Aggregations devised by the pro-
grammer will be intelligible to the architect and the
occupants. It will provide an in-depth up-close
picture of the occupants’ social world. The pro-
grammer will have the skills to collect and analyze
aggregate data. Skills in sampling and quantita-
tive analysis are required for data collection and
analysis.

The following are the advantages of this approach.
There is a focus on occupants and their require-
ments rather than on spaces. When the number of
people is large it introduces the possibility of using
statistical techniques to compute the mean, typicail
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or unit. Aggregation reduces the programmer’s work
particularly in large projects.

The disadvantages of this approach are the follow-
ing. Taking the position of aggregatism implies
neglect of viable alternate positions. Designing
buildings for aggregate wants means that the
building will not be appropriate for those whose
wants do not match the aggregated wants. Repre-
sentation of aggregated wants and majority opinions
may result in problems and lead to unsuitable
buildings, as the discussion below will illustrate.
Conversion of information to space-related specifi-
cations is difficult due to the lack of tools. Dis-
cernability of individual wants is not possible,
unless they are identical, as individual wants are
not depicted. It is unlikely that many individuals
will be identical or match the typical even along a
small number of criteria. Fidelity is a problem.
When it is known that all persons are not identical
the programmer may use mathematically computed
approximations, such as typical, mean, average or
mode. Aggregated statistics are approximations and
may not be adequately representative when the
population is diverse. Reliance on approximations
implies some misrepresentations of individual
wants. When deviations and variances from the
selected descriptor are large errors built in become
rather large and the program can become obfuscat-
ing and misleading, and this approach becomes
unsatisfactory and counterproductive. In servicing
occupant needs, aggregating people on the basis of
common characteristics implies that design fit and
appropriateness can only be aimed at some approx-
imate aggregated version of the occupants, not at
individuals. While this approach may prevent glar-
ing errors in fit, it is unlikely to enable close and
excellent fit, especially with diverse populations.
With great diversity, majority opinions may not be
appropriate to use in design. Further, these aggrega-
tion categories can direct attention away from social
alliances and cleavages that may have much more to
do with acceptance or rejection of the design by the
occupants. Intelligibility of the information is also of
concern. An aggregate is an abstraction by a pro-
grammer for convenience in programming and may
not have any relation to either the way the occu-
pants see themselves organized or would like to
have the information organized. They are generally
not important or meaningful, and at times unin-
telligible, to the occupants or to the architect—two
major participants in the process. Aggregating can
follow functional categories or structural aspects of
an organization, but this tends not to be the case.
Since the basis for the aggregating is external to the

group or organized unit it often fails to capture the
values of the group. Instead the emphasis is fre-
quently on generalized biological, ergonomic or
other ‘needs’. Categories designed for convenience in
programming get reified and treated as legitimate
socially constructed ones, as if the world is organ-
ized the way the program information is presented,
and designs done accordingly. Architects design
based on program documents rather than treat
them as semi-processed information to be further
analyzed and reformulated for a more suitable
design. Inasmuch as designers are intentionally or
unintentionally misled this approach can be obfus-
cating and therefore counterproductive. Aggrega-
tions created can obfuscate information and be
misleading. In-depth up-close knowledge is not
provided by this approach on either individuals or
groups. Group wants are not addressed. Verifying
program information is difficult without repeating
at least the analysis. Direct checking of design
provisions is not possible as physical qualities
required are not depicted. Programmers with social
science training often have the required skills, but
those with only architectural training often do not.
Whereas the architect has increased responsibility,
the programmer’s responsibility, while substantial,
is less than in the space-oriented approaches.

Examples are Stone and Luchetti (1985), Caucus
Partnership (1987a), Welch + Epp (1987), Kan-
trowitz & Associates (1978, 1990), Steinfeld (1975)
and MIT (1973).

(6) The Grouped Persons approach

The objective of this approach is to describe the
nature, functioning and spatial wants of groups of
occupants.

The unit of analysis is a group of persons. A group
consists of a collection of people, possibly with
different characteristics, having shared values,
interests, understandings, way of life, who interact
or operate together and may have a common
purpose, aim or goal, such as producing a common
product. These and space-related preferences of the
group are described. Examples of Grouped Persons
are a work group, divisional group, division, small
organization or other common purpose group. Since
groupings are derived from the way the occupants
see themselves organized, the programmer has to
learn about and understand the group, and explicate
on its preferences, values and wants. The distinction
with the Aggregate Persons approach is that the
basis for grouping in the former is expected to be
congruent with the divisions meaningful to occu-
pants, while the latter is not necessarily congruent.
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While study of inter-individual relationships such as
communication patterns may give some ideas of
groups, it may give a misleading picture as it may
not display information about, and even ignore,
social cleavages or boundaries. Aggregated individ-
ual values are not likely to provide information on
group values—ideal or negotiated. It is for this
reason that the Grouped Persons approach is expec-
ted to yield different information from the other
approaches.

Since it uses the occupants’ form of grouping, in
stance this approach favors occupant groups and is
‘pro-occupant’.

In this approach the assumptions are as follows.
The philosophical position of ‘societalism’ taken
gives the group and its values paramount impor-
tance. Representing group values and preferences is
seen as primary, preferable to those of individuals.
Conversion of group wants into spatial require-
ments can be accomplished by the architect. Servic-
ing of occupant wants and design of a suitable
building will be furthered by a Grouped Persons
program. The information presented in the program
will be intelligible to the architect. It is assumed
that in-depth-up-close knowledge about the social
world of the occupant will be provided by this
approach. Skills for cultural study and analysis can
be expected of programmers, i.e. programmers will
have the skills for data collection and analysis,
including the ability to understand, apprehend and
depict group values, even if time available ig
relatively short. Also, the programmer will have the
skills to objectively evaluate the functioning of
groups and recommend appropriate interventions.

Among the advantages of this approach are the
following. The focus is on occupants. It provides in-
depth up-close knowledge and understanding of the
groups as a social unit. Group developed values,
mores and ways of relating to the physical environ-
ment are described. It compels the programmer to
understand social issues, divisions and boundaries
considered important by the groups and the effects
of imposition of artificial and external ones. It
introduces the architect to the world of occupant,
albeit in a second-hand way. Designs based on
understanding of these values would most likely be
meaningful to the group. Servicing groups wants is
enabled by this program. When survival and con-
tinued existence of the social unit is desired, it is
important for the design to cater to and be support-
ive of the values of the social unit, Hence, for
existing social units this approach can work well.

Counterproductiveness occurs when the assump-
tions are incorrect. The philosophical position of

societalism implies subordination of individual pref-
erences to those of the group. Individuals are
considered primarily as members of the group.
Representation of group values in the program
means overlooking individual preferences. Conver-
sion of social and behavioral information into spatial
requirements is difficult. Servicing is dependent on
proper conversion, and individual wants may get
neglected. The program information will be intelli-
gible to the architect when the presentation is
jargon-free and simple; when not, the information
may not be intelligible and may create difficulties.
Many programs provide facts and descriptions about
the people but few provide good information for
culturally appropriate design. If this approach does
not provide an in-depth up-close picture of the
occupants’ social world it will not be possible for the
architect to design for group values. Most methods
for cultural study are fairly time consuming -and
require intensive involvement and labor on the part
of the researcher. In practice, most programmers are
not trained in cultural analysis and often lack the
time or the interest in in-depth naturalistic field
study. When trained programmers and adequate
time is unavailable a Grouped Persons approach
may produce misleading results. Responsibilities of
the programmer require evaluating the status of the
group and recommending architectural interven-
tions. This is rather complicated. Learning, under-
standing and depicting group values is difficult, as
pointed out. To further evaluate the status of the
group and pro-actively recommend architectural
interventions involves big conceptual leaps which
are difficult to accomplish, as techniques for actually
accomplishing this are scarce.

Petronis et al. (1978) is a good example. Other
examples which could be classified as Grouped
Persons approach would be Brawn & Associates
(1976) and Preiser (1985).

Concluding Discussion

Programming: monolithic?

Programming has been treated largely in an undif-
ferentiated monolithic manner in the literature.
Early writers (Studer, 1966a,b; Agostini, 1969;
Pefia, 1969; Richardson, 1969; Seaton, 1969; Peiia et
al., 1987), enthused about having found a way to
address the ‘user-needs gap’, did not make distine-
tions while later writers continued the undiffer-
entiated treatment. In contrast, by categorizing
programming based on its orientation, i.e. whether
space or people oriented, and unit of analysis—
individual, aggregate or group—I have shown that
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each approach has inherent assumptions and prob-
lems that can affect design. I have emphasized that
it is advantageous to view programming as varied,
differentiated, diverse and multipronged, with each
approach having particular strengths and weak-
nesses, as this allows us to look for and accom-
modate some of the variety and distinctions in
people—built environment relationships as pointed
out by Stokols and Shumaker (1981).2 I have further
proposed that both spaces—independently, not as a
derivative of people categories—and people can be
categorized. When seen in conjunction, Stokols and
Shumaker’s (1981) characterization of settings adds
another dimension and layer of complexity by
alerting us to the possibility that while spaces can
be so categorized, each space itself can accommodate
individuals, aggregates or groups of occupants. It is
important then to carefully consider the unit of
analysis, the assumptive level differences and possi-
ble counterproductivities of each approach. These
affect programming as I have described. All these
factors make it imperative to view programming as
varied.

An examination of approximately 25 programs
indicates that the Aggregated Spaces, Aggregated
Persons and Individual Spaces approaches are quite
commonly followed but the Grouped Spaces, Individ-
ual Persons and Grouped Persons approaches are
less common. Most neglected is the socio-cultural
information of the Grouped Persons approach. It is
possible in practice to mix the categories I have
described and provide information from more than
one approach and philosophical position in one
program. Combination approaches, such as Individ-
ual Spaces and Aggregated Spaces approaches, are
also used (RFD, 1985; SMP, 1986a,b; Zimmer &
Associates, 1989a,b). This trend is likely to reduce
the potential counterproductivities associated with
singular approaches. It is conceivable, though not
common, that a single program will provide informa-
tion along all six categories—that would make an
excellent program. But choice of any one involves
assumptions and issues I described. While many
programs these days combine approaches it is still
necessary to consider the approaches I have descri-
bed as many are still single approach programs and
rarely are all approaches included. This paper is an
attempt to make the selection of approaches more
systematic.

Alternate views of programming

Here I have accepted the instrumentalist aims of
programming, that of serving human purposes and
wants related to people’s immediate space’ and not

the larger global environment, in developing a
typology of programming and describing the coun-
terproductiveness of each. Programming can be
viewed and studied from a variety of other angles
not considered here. Programming can be a way of
surfacing and resolving differences and conflicts
regarding space. It can be a form of negotiation, and
exchange, a quid pro quo, a way of arriving at
negotiated agreements, building consensus and con-
tinuing group identity. Programming can be a form
of occupant education about the social organization
and about the building (Caucus Partnership,
1987a,b, 1988). It can be a political device or
strategy (Silverstein & Jacobson, 1978), a symbolic
act (Zeisel, 1973) or even a ritual. Alternatively,
programming can be seen as a design activity
(Balchen, 1973; Hack, 1976) wherein certain design
decisions are arrived at and some programs incorpo-
rate design options and solutions (Welch + Epp
Associates, 1987; CRSS, 1991). Conversely, design
can be seen as a way of programming,® or at least the
initial design sketches as working toward a program
by making stakeholders more aware of design
possibilities, and of incorporating programming
information into design. Viewing design as a part of
programming would mean that there may not be a
final product to classify. Yet a philosophical position
may still be involved in the way data is collected and
analyzed. Programming can be seen as an integral
part of the design process without a distinct prod-
uct.’® This happens when the architect and the
programmer is one and the same. The more pro-
gramming becomes an integral part of the design
process the better. But architects are often not
equipped to carry out programming research, and
programmers often lack the skills of design. When
this happens the program document becomes a way
of communicating program requirements to the
architect. To some the program document becomes a
way of ensuring that the architect follows the
requirements set out in the program, and to hold the
architect (sometimes legally) accountable for lapses
(Becker, 1959; Farbstein, 1978)." The program
document then is an important instrument of com-
munication and also of compliance (Farbstein,
1978). Programming can be seen as a co-operative
endeavor between programmers and architects
which is possible and desirable. It is possible to
conceive programming as a process, even a continu-
ing, cyclical or iterative one, in which information is
prioritized such that initial effort is through broad
strokes to resolve the major problems and through
successive attempts at fine tuning to ensure fit of
minor or less important ‘details’.?
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It is possible to conceive of other kinds of program-
ming based on different criteria, such as the expec-
ted achievements of the program (Brill, 1971; Farb-
stein, 1984; Hershberger, 1985). Most of these could,
by their approach or final form, be classified using
my categories, which are based on the approach to
information collection, analysis and presentation. I
describe two of these brieflyy. One, commonly
referred to as ‘user-needs programming’, strongly
advocates a ‘pro-occupant’ stance. Yet this stance
may be deeply affected by the form the program is
presented in. For example, if the Aggregated Spaces
approach is selected the nature of the information
presented and the manner of presentation may
prevent it from being strongly pro-occupant. The
second, ‘building program’, conjures up an image of
a list of sets of rooms, names and corresponding
areas. Although it appears to be strongly ‘pro-
architect’ in stance, in reality it is not, since it does
not provide the architect with good information
(Gutman, 1969).

Other aspects of programming, such as its proc-
ess, methodology and uses, could be studied as
well.

There are alternate assumptions regarding archi-
tecture, and people-environment relationships I
could have taken. Alternate views of architecture,
other than serving human wants, are also possible.
Architecture can be seen as primarily an object of
art, an engineering accomplishment, a way of
technologically outfitting spaces, as having qualities
that move the spirit (Stokols, 1988; Mazumdar,
1992) or as referents of the culture. In attempting to
produce more suitable buildings primary attention
has been paid to the ‘functional’ aspects: whether
the building functions better. That is, a building is
seen primarily, and almost solely, as an envelope
and container of occupants, activities and objects.
But architects see buildings serving multiple funec-
tions (Anderson, 1987) and consider other criteria,
such as fit with the surrounding built and natural
environment and the site, esthetic appeal, function-
ing in terms of materials of construction and energy
consumption. A building’s ecological functioning is
becoming increasingly important. These criteria are
just as valid as ‘functionality’. Thus, values are
associated with such judgments (Mazumdar, 1985).

Alternate positions regarding people—environ-
ment relationships involve questions such as is a
person’s environment only his/her room or should it
also include common spaces and spaces occupied by
others? Should only immediate proximate environ-
ments be addressed or should larger environments
be considered? Should the environment be seen as

distinct from people (as programming has) or should
it be seen as one bound up integral socio-physical
whole where one affects the other, with the spaces
taking on the ‘personality’ of the people and the
people taking on the mood of the space?®

I have not elaborated on the effects of costs and
budgets. Decisions are made simply on the basis of
overt costs. For .example, cost is frequently pre-
sented as a reason for selecting the Aggregated
Persons approach over the Individual Persons
approach. The rationale is that a building designed
to closely fit individual, particularly idiosyncratic,
wants will become unsuitable when the population
or their wants change (see note 2), whereas the
Aggregated Persons approach, which does not seek a
close fit with individual wants, is likely to remain
somewhat suitable. Some approaches, such as the
Individual Spaces and Individual Persons approa-
ches, can be quite expensive, while the Grouped
Persons approach can be time consuming and
possibly expensive. These constitute calculation of
overt costs. Yet covert costs of not following certain
approaches, such as the Grouped Persons approach,
are not even considered,’* and the costs of not
aligning a building closely with individual wants
and of incorporating a certain amount of misfit are
neither calculated nor considered. A building
designed for individual fit may not become com-
pletely unsuitable if individual wants change, but
only in servicing those idiosyncratic wants. An
average fit can be considered a misfit whose degree
of fit depends on the variance. For example, a
majority of right-handers may lead the Aggregated
Persons program to call for right-handed writing top
chairs. For left handers, no matter how many, this
chair would be a misfit, and inappropriateness built
in from the outset. Yet the costs of doing so are not
estimated. If cost has to be the determining factor
both kinds of costs ought to be considered.

Assumptions underlying programming need to be
elaborated and tested occasionally for their efficacy,
which can become problematic as I have deseribed.
Once these assumptions are elaborated the task of
developing appropriate ontological and epistemo-
logical stances and methodologies can be taken up.
These have important implications for program-
ming.

Approaches to programming and their implications
A question of concern to programmers is what
kind of program will best serve the architect’s need
for information and encourage the architect to
produce a more appropriate building? And how
well is programming able to provide the necessary
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information and decisions for more appropriate
designs?

Each approach involves philosophical positions
and underlying assumptions, advantages, disadvan-
tages and quirks that can deeply affect the effective-
ness of an approach. Appropriateness of a particular
approach, and therefore choice, depends on the
context. :

Choice of the Individual Persons approach implies
taking the philosophical position of individualism
with the belief that catering to individual values,
appropriateness and satisfaction are most impor-
tant. Information obtained by the Individual Per-
sons approach is likely to display idiolectal varia-
tions (Thomas, 1979, p. 104) and individual
idiosyncracies. It is not very useful in understanding
a group’s cultural system or shared cultural values.
The Grouped Persons approach, on the other hand,
places most emphasis on the group and on under-
standing and portraying group values, wants,
shared understandings and meanings. Group values
are seen as paramount, to the neglect of individual
ones, and it is assumed that designs suitable to
group values will be appropriate for individuals as
they are members of the group. An Aggregated
Persons approach assumes that aggregated statis-
tics such as means or averages are the best ways to

understand preferences of occupants. Emphasis ‘is

placed on majority opinions and preferences. Hence
there is a choice of whether one believes the
individual drives the group or the group drives the
individual (Kuper, 1972; Michelson, 1987). A num-
ber of individuals, and their individual values and
preferences, do not necessarily indicate group values
and socially mediated and negotiated arrange-
ments. '

Conversely, appropriateness of a particular
approach, and therefore choice, will vary based on
characteristics of the approach and the project at
hand. If individual appropriateness and satisfaction
are most important, the Individual Persons
approach will be the most suitable. However, if
group existence and cohesion are important then the
Grouped Persons approach may be the most appro-
priate. When occupants are not known, or are too
large in number, the Aggregated Persons approach
could be useful.

There are implications for environmental design
research. One of the primary ways environmental
design research has affected the field of architectur-
al design is through programming. What affects
programming can affect both architectural design
and environmental design research. The appro-
priateness of a building depends on the kind of

research carried out, the context and the program-
ming approach selected. Providing good valid infor-
mation in the program through environmental
design research can increase the likelihood of the
architectural design being more appropriate to the
occupants. Perhaps environmental design research
ought to be viewed from the perspective that there
are six or nine vantage points or approaches.’® Given
the differences in approaches, methodology and
relationships to the physical environment that have
been pointed out (see also Stokols & Shumaker,
1981) it is important for environmental design
researchers to not only make these distinctions and
state which aspects they are focusing on but also to
seek the interrelationships between them. For
example, for a study dealing with individual opin-
ions it will be important to know that the focus is on
the individual, but also to know the idiolectal and
idiosyncratic, what aspects are typical and general-
izable to the population, and what aspects are
cultural.

Quality of the information is of utmost concern,
but reliance on methodological purity is not neces-
sarily the best way. Methodologically, greater atten-
tion needs to be devoted to ways in which individual,
aggregate and group relationships can be learned.
Whose opinions or preferences are obtained is an
important question (Farbstein, 1976). In an Individ-
ual Persons approach hopefully every occupant’s
preferences are obtained, as in a census. In some
approaches, Aggregated and Grouped Persons in
particular, data collection involves occupant sam-
pling, biases in which can lead to erroneous results.
In one example observed volunteers comprised the
sample of occupants from whom information was
obtained.

Some feel that designers ought to be held account-
able for their designs. Accountability considerations
raise questions of accountable to whom, how many,
and along how many criteria must the building
satisfy the occupants (Davis, 1975, p. 18)? Should
100% of the occupants have to be satisfied on 100%
of the criteria? Given the various other constraints
on design this cannot normally be expected. In some
approaches, such as the Aggregated Spaces and
Aggregated Persons approaches, which have
approximations built in, this is not possible. So what
should these numbers be? Are some criteria to get
priority or are all criteria to be weighted equally and
their scores simply totalled in figuring out the
accountability factor? Further, are all occupants to
be considered equal for satisfaction purposes or do
some, such as those with social position or power, get
preference or priority? For example, in one organiza-
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tion facility managers attempting to make facilities
more ‘democratic’ programmed, reduced and equal-
ized space allocations for several categories of
‘technical’ and ‘administrative’ level people, but
managers, the more powerful group, were in some
instances given more space and environmental
elements. These issues, which require the appro-
priateness scale to be adjusted, are often not
addressed in programming.

Several researchable questions remain. Should
time be considered an important factor for archi-
tectural responsiveness and for validity of program
information? We have as yet not seen programming
as a process requiring explication. Neither, for
programming, have we seen occupant groups as
cultures.

Counterproductiveness of programming

Social and behavioral scientists have long criticized
architects for carelessness in satisfying occupants,
and for not having the skills and tools to acquire the
necessary information. In effect, the claim is that
architectural design has, in many instances, been
counterproductive.

It was thought that architecture could be
improved through the introduction of a ‘program-
ming’ stage (done using primarily social science
techniques) into the design process (Figs 1 and 2).
Evaluation of the productiveness and efficacy of new
interventions, such as programming, is necessary on
occasion. Of the question ‘How good is program-
ming?, this was an attempt to answer only a part
through the question ‘Can programming become
counterproductive?’.

A general assumption behind the introduction of
programming into the design process was that it will
provide information which will assist architects
design better (by some set of considerations) build-
ings than was possible through the extant form of
design. It was expected to provide a clear under-
standing of the occupants’ requirements, faithfully
and accurately provide needed information, and
perhaps deal effectively with issues relating to
policy, conflict and choice where necessary, and not
obfuscate or confuse the designer. If programming is
unable to do these effectively or is unable to offer
some ‘value added’ then it can be considered coun-
terproductive.

I have suggested that inherent counterproductiv-
ities in programming make it imperative to direct
adequate attention to the selection of appropriate
approaches and examination of their assumptions.
The programming effort can become counter-pro-
ductive when assumptions made turn out to be

incorrect; when the information contained in the
program is obfuscating, such as when space-oriented
programs do not properly represent occupant wants;
when choice of method and methodological problems
prevent proper information from being captured,
such as when group values are not represented but
ought to be; and when approximations are built in or
verification is prevented.

There are several potential disadvantages in each
of the approaches which can make the programming
efforts counterproductive. These are summed up
below.

Each approach has a philosophical position which
takes a different view of the social world, such as
individualism’s focus on individuals, to the neglect
of information from other positions that may have
aided the design of a more appropriate building.
Even though there is an effort to provide information
aimed at suitable design, the information provided
is incomplete and misleading, and therefore coun-
terproductive. In the Grouped Persons approach it is
assumed that even though individual values are
likely to differ to some degree from those of the social
unit catering to group values will be satisfactory to
the individuals in the group. This is likely to be
acceptable when all individuals are aspiring to be
good group members. For those who do not see
themselves as part of the group and do not share the
same values and aspirations this approach will not
represent their individual values and the design is
also likely not to be supportive. When the position is
made explicit it is possible to verify if the program
presents information to enable a design suitable to
that position. For example, aggregationists would
like to verify that a majority of occupants will be
satisfactorily serviced and that small changes in
population or wants will be accommodated, and
societalists would like to know if cultural informa-
tion is presented and understandable.

It appears from this analysis that programs do not
convey occupant wants in a neutral way. I have
emphasized that in each of the several approaches to
programming the programmer could consciously or
unconsciously be an advocate for a stakeholder
(Farbstein, 1976; Hershberger, 1985). This may be
surprising to those who see programming as neutral
but not to those who see programming as playing an
advocacy role and empowering powerless occupants
so that their wants would be addressed (Zeisel,
1971). Space-oriented approaches focus on identi-
fication of spaces and their ‘needs’. Since spaces do
not have wants people do, all space-oriented pro-
grams tend to be written for the convenience of the
professional involved. Since space is a primary
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element designers create and manipulate in their
designs, and since the programmer attempts to
collect, analyze and present information in a form,
and speak in a language intelligible to architects,
the space-oriented programs mostly tend to be ‘pro-
architect’ in stance. While it is possible to base
gpace-oriented programs on a deep understanding of
the values and preferences of occupants regarding
space, activities and aspirations, this rarely hap-
pens when the primary task is seen as identifying
and listing spaces.’® Thus it is quite possible to
produce a program and yet not fulfil the original aim
of programming-—that of providing information
which will assist in making designs more appro-
priate and responsive of occupants. In space-ori-
ented programs there is a tendency to think of
spaces primarily as serving specific, singular activ-
ities, rather than see architecture as a means for
aiding human and social aspirations. Assumptions
of mono-functionalism and designs logically based
on catering to singular activities are more commonly
held in the West (Potash, 1985), and so there is a
slant towards the Western approach.

People-oriented programs, by keeping the focus on
occupants, can be more humanistic and occupant
oriented and offer possibilities of fulfilling the aims
of programming. Yet in people-oriented programs,
too, a programmer has to make several choices and
assumptions which involve taking positions and
selecting methods of information collection and
presentation which can affect the effectiveness of the
effort, as I have pointed out.

The most ‘pro-architect’ stance is displayed by the
Grouped Spaces approach as it not only converts
occupant wants into spatial terms but groups them
together. The Individual Spaces approach is also
‘pro-architect’ instance. The Aggregated Spaces
approach and the Aggregated Persons approach are
both ‘pro-programmer’ in stance since aggregation is
done primarily for the convenience of the pro-
grammer, although to a lesser extent convenience of
the architect is considered in the Aggregated Spaces
approach and that of the occupant in the Aggregated
Persons approach. A ‘pro-occupant’ stance is taken
by the Individual Persons and Grouped Persons
approaches a priority is given to representing
occupant wants.

In representing occupant wants each approach
gives an incomplete picture by taking a somewhat
different view of the social world and representing a
different picture. People-oriented approaches pro-
vide social and behavioral information related to
space but do not make any attempt to provide exact
spatial requirements and therefore do not provide

specific directives to the architect, Space-oriented
approaches, on the other hand, represent little social
and behavioral information. As a result the architect
cannot get a sense of the social and behavioral
requirements but only of architectural ones. Combi-
nation approaches attempt to provide glimpses of
both.

The programming effort can become counter-
productive when program information cannot be
utilized in design. Conversion of social and behavior-
al data into architectural requirements enables
utilization. Various methods are available for col-
lecting and analyzing useful data (White, 1972;
Michelson, 1975; Sanoff, 1977; Sommer & Sommer,
1980; Zeisel, 1981; Bechtel et al., 1987). But the
assumption that the architect or programmer will be
able to convert social and behavioral information
into spatial terms is confounded by the dearth of
appropriate tools and techniques to convert activity,
behavioral and equipment preference data into
specific spaces and environmental requirements."’
As a result it remains a creative act. If conversion
cannot be made the program’s effort is quite likely to
become counterproductive. Activity and equipment
mapping in which a programmer can gather infor-
mation on current and future activities of all
occupants, descriptions of spatial wants and list of
equipment (fixed and movable) the occupants want
(e.g. CRSS, 1991) are the few tools that can help in
conversion by giving some idea of the sizes, shapes
and areas of the spaces to be designed, if one takes
an instrumental view. The ability to think spatially
is required. Who should do the conversion of transla-
tion is an important question which can affect the
efficacy of the program. With their experience in
studying and design buildings, architects may be in
a more advantageous position than others to carry
out such conversion. The space-oriented approaches
leave the conversion to the programmer while the
people-oriented approaches entrust it to the archi-
tect, who may be more capable.

Fidelity of the information conveyed is of utmost
concern. Yet not all approaches have the same level
of fidelity.’® The aggregate approaches incorporate
approximations, as pointed out. And when there are
several sets in the aggregate the aggregated values
may give a misleading picture. Individual Persons
approach can have high fidelity provided the data is
properly collected. In the Grouped Spaces approach
the information is organized and presented in a
manner showing careful thought to the architec-
tural organization architects are not likely to check
if the program has high fidelity. Inaccurate informa-
tion can make the program counter-productive.
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In order for the architect to address occupant
wants and design appropriate spaces, discernability
of occupant wants is important, especially if differ-
ent occupants occupy a space (Wells, 1967). Without
discernability, the architect will not be able to get a
picture of occupant wants, and can only attempt to
meet requirements as stated in the program. In the
space-oriented approaches requirements of the dif-
ferent spaces have to be discernible, but the aggre-
gated approaches may not permit such discern-
ability. If not discernible the architect may
reasonably assume they are identical, and design
identical spaces. Person-oriented programs, too, do
not allow such discernability, could be obfuscating
information and making the program counterpro-
ductive.

Enabling proper servicing of occupant wants
should be the focus of programming efforts. As
explained earlier, the form of the program makes
servicing more difficult in some approaches, the
person-oriented approaches for example. The Indi-
vidual and Grouped Spaces approaches are easier to
service directly. But in the Grouped Spaces approach
the grouping is often the result of a priori theorizing
imposed on the problem at hand than a development
from an analysis of the context. Such importation of
ideas and theories, and their imposition, often leads
to neglect of the situational context and actually
leads to less responsiveness rather than more. In the
space-oriented approaches the architect can only
service the requirements described in the program,
as occupant wants are not directly depicted.

Intelligibility of the information for the architect
varies from one approach to another. A good pro-
gram should be comprehensible to the architect. The
aggregated approaches can obfuscate information
important in design, such as subsets with different
wants which ought to be treated separately. Often
aggregation is based on commonalities along a few
criteria and other criteria are not mentioned. It is
thus not clear whether the units in the aggregate
ought to be treated as identical, or having differ-
ences and whether they need to be supplied with
identical spaces. With a Grouped Persons program
the architect may not be able to understand the
social mores, cleavages and complexities of group
dynamics if these are not presented simply and
clearly.

In-depth up-close knowledge of the occupants’
social world is necessary for the architect to produce
a suitable design. This kind of knowledge is provid-
ed only by the Grouped Persons approach. The other
approaches do not require the architect to get
intimately involved in the lives of the occupants and

feel as they do. Some approaches, such as the
Aggregated Persons and the space-oriented approa-
ches, actually encourage lack of such knowledge and
distance. The Individual persons approach ean
provide in-depth knowledge about in-depth knowl-
edge about individuals, but often does not.

Verification of program information is important
to ensure that the program is still valid. Verification
is not possible without reprogramming in the space-
oriented approaches. Verification of individual
wants is possible on site with the Individual Persons
program by asking the necessary questions of the
individuals. This is not possible with the Grouped
Spaces approach, as individual wants are not even
represented. Verifying societal values and aggregate
wants is much more time consuming and difficult to
accomplish quickly. Checking design provisions
against programmatic requirements gives a sense of
the extent to which the design satisfies them. Such
checking is not possible in the person-oriented
approaches since they often do not list spatial
requirements.

It is expected that programmers and architects, as
hired professionals, will have the necessary skills to
do the job. Programmers with social science training
usually have the skills for data collection and
analysis for individual and aggregated approaches.
Those with skills only in architecture often lack
skills in social and behavioral data collection and
analysis. Some programs require skills not only in
programming and social or behavioraly sciences but
also in architectural design, as in the Grouped
Spaces program. Those lacking design skills also
have difficulty with conversion to spatial require-
ments and developing meaningful groups of spaces.
Most programmers do not have the skills for
cultural analysis required in the Grouped Persons
approach; they also often lack the inclination,
interest or time to conduct cultural analysis. It is
also assumed that a programmer will be skilled in
collecting, analyzing and depicting social and beha-
vioral data, and the architect will be skilled in
design. But not all programmers are highly skilled
in social analysis and not all architects in design.
There are no specialised degrees of specific system-
atic educational requirements to become a pro-
grammer.

The responsibility of the programmer is very high
in some approaches. For example, in the Grouped
Spaces approach the programmer has to take the
additional responsibility of developing categories or
groups of spaces useful to the architect, for which
some familiarity with the ways architects design is
necessary. In practice, the Grouped Spaces approach
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is taken often by architect-programmers to get
further along the process of design once program
information has been obtained and analyzed. Also
this approach requires the programmer to take
complete responsibility for the conversion of occu-
pants’ wants into spaces and spatial characteristics,
since verification of the conversion is difficult. When
the programmer or the architect has responsibility
for tasks for which he or she lacks the skills and
training, the chances for errors increase greatly.
Slips and errors effectively render the programming
effort counterproductive. For example, an occupant
may want an office with a smaller private portion to
it. Mentioning an area of 100 sq. ft. or asking for an
L-shaped office may still not accomplish a ‘smaller
private portion’.

Here I focused on the form of the product of
programming and its assumptions. Clearly, further
studies of the product and process of programming
(how it gets done) (Evans, 1969; Hack, 1976; White,
1991) need to be carried out before we are able to
determine in toto the usefulness of the addition of
programming into the design process. This cannot
be done through post-occupancy evaluations (Fried-
man et al., 1978; Welch+Epp, 1988) alone, as that
amounts to comparing ‘apples and oranges’, as often
it is difficult to tell if design inappropriateness is due
to the design, the program, or the occupants. While
programming is seen as a process by many, building
is seen primarily as a product and not as a process.
Typically programs are implemented and forgotten.
But programs can be used as the datum for sub-
sequent building and program evaluations. New
tools, combining individual and social system per-
spectives, need to be devised to test the efficacy of
programming. Making distinctions between the
quality of the program and how well it represents
the different viewpoints, individual, aggregate and
group will help. Meanwhile, it is hoped that this
paper will spur some thought and perhaps even
some debate on how programs are being counter-
productive—since, as I have described, the potential
clearly exists.'®
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Notes

(1) The views expressed here are those of the author,
who was a member of the team and the organization, and
not necessarily those of the latter. For confidentiality
reasons this program is referred to simply as Program
X,

(2) Although information was collected from the point
of view of individual persons and groups, the program
information was presented in the manner of an Aggre-
gated Spaces program. This was done partly as a response
to organizational policy where not too much time could be
invested in doing an Individual Persons program. The
organization also felt that since the occupants were likely
to change, it probably was not appropriate to cater the
design too closely to those present at the time of the
program. ‘

(3) Request for programs were sent to programmers in
U.S.A,, Germany, U.K., Australia, New Zealand. At the
time of writing about 25 responses were received, all from
the U.S.A. Some of the programs too multiple approaches
and are featured as examples in more than one approach.
While it is possible to analyze and criticize the work of
architects as these are in the public domain unfortunately
we cannot do the same with programmers as their work is
not in the public domain and is often proprietary.

(4) Space oriented programs could involve data gather-
ing and analysis of occupants and their wants. But, the
final form of the program has certain implications as I
shall point out, see also note 2.

(5) Programming for a large facility with numerous
spaces can be quite tedious. Examples are the program for
the 80,000 sq. ft. Social Science II building at U.C.I
(NBBJ, 1990), and M.I.T. AE.C.S. (1982). Scale is an
important issue. The aggregated approaches are more
suitable for larger projects as I have mentioned. Never-
theless there are problems with them, and when we select
an approach we should do so conscious of the limitation of
that approach, or try to devise new approaches to mitigate
their negative effects.

(6) The material on ‘unanticipated uses of program-
ming’ forms the subject of another paper.

(7) Architects have often been blamed by social scien-
tists for providing similar and identical spaces and not
allowing differentiation.

{8) While developed independently, my categories close-
ly match those offered by Stokols and Shumaker (1981).

(9) I am thankful to the ‘blind’ reviewer who suggested
this point of view.

(10) Some, such as Farbstein (1984), have seen pro-
gramming and design as distinct yet circularly iterative
activities, not as distinct linearly phased activities with
one beginning where another ended (Moleski, 1974).

(11) According to Professor E. T. White (telephone
conversation 4 June 1991) programming in America is
seen more as a legal and managerial tool, while briefing in
England is a way of getting to know the client and
occupants. Min Kantrowitz (telephone conversation 3
April 1991) also mentioned that the program has some-
times been used as a legal contract requiring signatures
from all parties.

(12) I am grateful to Professor Daniel Stokols for
debating this aspect with me and pointing out that it is
possible to conceive of programming as constituting
progressively finer stages where individual idiosyncratic
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’

features are progressively incorporated. Whether ‘details
are achieved through such refinement or whether they
‘determine’ the success of a program or building is open to
debate. Post-occupancy evaluations often tend to bring out
what many architects consider to be ‘minor details’ and
therefore unimportant. In any event, I like to make a
distinction between the process, along with its concomi-
tant temporal aspects, and the product of programming.
This paper deails much more with the product of program-
ming rather than its process. ‘Process of programming’
can be the subject of another paper. But even if such
individual idiosyncratic wants are brought in at a later
stage, they should be part of the program document given
to the architect.

(13) I am thankful to the ‘blind’ reviewer who suggested
this point of view.

(14) ‘The Costs of Not Knowing’ was the wonderful
theme of a conference (see Wineman et al., 1986).

(15) The idea that environmental design research per-
haps affords opportunities of a number of approaches or
vantage points needs to be explicated in another essay.
Meanwhile see Stokols and Shumaker (1981) in conjunc-
tion with this piece. .

(16) The task becomes one of filling out blanks in
standardized forms and it becomes difficult to retain the
focus on occupants and appropriate design, as I found
out.

(17) The paucity of tools and methods can be seen as
‘constraints on programming’. Exposition of the subject, is
not possible here due to space limitations, but can from
the subjects of another paper.

(18) One could argue that all programs ought to
represent occupant wants with a high degree of fidelity.
Yet, while some program display information which allows
for verification and checks of fidelity, not all do. Presented
information in an architecturally ‘digested’ way increases
the likelihood of the architect taking the information and
analysis for granted and designing. In general, space
oriented approaches put the focus on meeting the spatial
requirements called for whether they would satisfy the
occupants or not. Also, in general, people oriented pro-
grams put the focus on meeting occupant wants rather
than spatial requirements alone. It is in this sense, I
argue, that the programmer’s responsibility is greater.
Also, it is not unreasonable to expect that architecture will
cater to occupants’ values, wants, desires and aspirations,
but experience shows that this does not always happen.

(19) Only a few authors have written about their
experience with programming (Presier, 1976, 1985; Farb-
stein, 1984). 1 hope this paper will encourage others to
publish their experiences and problems with program-
ming so that more thought can be devoted to these
issues.
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Source: NBBJ (1990) (reprinted with permission)

Room Data Sheet
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The NBBJ Group

Project Department
Job Number Room Name
Date Room Numbers

Prepared by

Key Relationships
Key Operational Assumptions

Hours of Use: Average Occupancy

Length of Procedures

Hours of Use: Maximum Occupancy

Length of Clean-up

Description Size Fixed/ Power Emerg. Ground Vent Light Stab Other
Make/Model mobile req'mt power reqg’'mt reqg’'mt req'mt volt
1
2
3
4
5
6
Attach Manufacturer’s specifications if possible
Use additional sheets to expand list
Size Quantity Size Quantity  Other Size Quantity

Desks Counter

(ength)
Chairs Files ~
Tables Carrels
Multile seating Chalkboard
Typewriter Tackboard
CRT Screen
Shelving (length) Other
Floor Comments Wall Comments Ceiling Comments
Material Material Material
Finish Finish Finish
Access Wainscot Access
Base Handrail - Height
Dimensions Bumper 1 IV Track
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Openings

Electrical

Mechanical

Plumbing
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Door Comments Relites Comments Windows
Size Size [ Required
Finish o Glazing [] Not required
Lock [] Operable [] Not desired
Rating [] Fixed [/ Fixed/Operable
[l Manuél Q %per‘ies o
E] Auto S [ Light control
[ Closer O Draperiesb
[ X-ray prot. ] Blinds
Power Comments Lighting Comments Communication
[Ji120Vv 7208V [ Fluorescent [ Telephone
[J1¢ [13¢ [1 Incandescent intercom
[0 Emergency [] Emergency [ Paging
7] Strip recep. B [] Task [] Music o
[1 Floor recep. Controlh - [] Data procesé.)
[ Ceiling recep. Level (fc) - JceTv éamera B
[] Grounding Other 3 CCTV monitor o
[ Expl. proof Exam wk -
[] Waterproof Fixed [1 Emergency powél
[J Uninteruptible Pd;ver Supply Moveable [] Telemetry
[] Clean (Filtered) Power B ] Physiological Monitor B
[] Dedicated Circuit [] Nurse Call
Other o [___]T)ictation
Ventilation Comments Air Conditioning Comments Pressure
[ Mechanical Min. Temperature [] Positive
[ Natural Max. Temperature [] Negative
[J Exhaust Min. Relative Humidity ] Neutral
Max. Relative Humidity éontro]
Acoustical control [ Individual
Filtering o [ Zone
Piped Service Quantity Fixtures Comments Fixtures
[] Oxygen [ Sink [ WEC Law
[] Nitrogen Type [ Floor Drain
[JAir Material JEWC
[ Vacuum o Sink Control
[ Nitrous Oxide [] Wrist Accessories Size Quantity
[ Carbon dioxide ] Foot
Other [ Electronic i - [[] Soap Dish )
[ Hot Cold Water B [ Shelf o
{1 Vacuum Cleaner O wWe ] Mirror B
[] Steam [] BP Washer o [ Towel Bar ;7
[] Natural Gas o ] Urinal o {1 Grab Bar o
[] Distilled Water - [ Lavatory CHok
] Deionized Water aTub - [] Waste Recep.
] Size - [ Toilet Paper

Location

[1 Column

[] Showerstall
[ Service Sink ]
ngIushing Rim

[J Hose

[ Spray

] Dist. Water

(1 Plaster Trap

[ San. Napkins

[ Seat Cover Disp.

] Bench

[J Shower Curtai;l

[ Other
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Appendix 2 Room Data Sheet
(Source: MIT (1982) (reprinted with permission))

GROUP:
NAME OF SPACE:

NUMBER REQUIRED:

TOTAL AREA:
FACILITY NUMBER:

FACILITY NUMBER:

AREA PER SPACE
PURPOSE
OCCUPANT
LOCATION
FLOORS

WALLS

CEILINGS
CEILING HEIGHT
DOORS
WINDOWS
ACOUSTICS

HVAC

ELECTRICAL

PLUMBING

PIPED SERVICES
SAFETY REQUIREMENTS

COMMUNICATIONS
SPECIAL REQUIREMENTS
FURNISHINGS/EQUIPMENT

FIXED

MOVABLE
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