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Abstract

Bridging Strong Privacy with Scalability for Online Data Services

by

Ishtiyaque Ahmad

In today’s data-centric world, most of the global data resides in the cloud, accessible

through various online services. Whether it’s browsing medical advice on WebMD, ref-

erencing information on Wikipedia, managing investments through online stock brokers,

or streaming content from platforms like Netflix and YouTube, our online interactions

are vast. Ensuring privacy in these contexts is crucial because the knowledge of a user’s

accessed content could potentially reveal sensitive private information about the user.

However, existing privacy measures employed by online services often fall short, leading

to incidents where providers misuse and share users’ sensitive data with external parties.

Moreover, powerful entities, including nation-states and government agencies, frequently

engage in mass surveillance by collecting such data. The only way to defend against such

powerful privacy risks is to design these services such that the service provider is oblivious

to our data. Although recent cryptography research offers techniques for such systems,

their adoption in mass Internet applications remains limited due to scalability issues. As

a result, a significant tension has prevailed between privacy and scalability for online ser-

vices over the past few decades. This dissertation centers on the following fundamental

question: can we break this tension and build data systems that guarantee strong privacy

to the users while ensuring both real-world scalability and practical performance?

This dissertation explores the tension between privacy and scalability in three appli-

cation areas— voice communication, accessing Wikipedia articles, and retrieving content

from a cloud service provider’s key-value database. Through the development of three
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new systems — Addra, Coeus, and Pantheon — it substantially improves the tension

in these application areas. These systems are designed on the fundamental principle

of composing cryptographic building blocks in a manner that efficiently leverages their

diverse strengths and weaknesses. Consequently, they represent a notable advancement

in this field.

Addra is a system that facilitates voice communication while hiding the associated

metadata, such as the knowledge of who is communicating with whom, as well as the time

and duration of the call. This metadata contains rich information about people’s lives

and therefore is a prime target for powerful adversaries such as nation states. Existing

systems that hide voice call metadata either require trusted intermediaries in the network

or scale to only tens of users. Addra is the first system for voice communication that

hides metadata over fully untrusted infrastructure and scales to tens of thousands of

users. At a high level, Addra follows a template in which callers and callees deposit and

retrieve messages from private mailboxes hosted at an untrusted server. However, Addra

improves message latency in this architecture, which is a key performance metric for voice

calls. First, it enables a caller to push a message to a callee in two hops, using a new

way of assigning mailboxes to users that resembles how a post office assigns PO boxes

to its customers. Second, it innovates on the underlying cryptographic machinery and

constructs a new private information retrieval scheme, FastPIR, that reduces the time to

process oblivious access requests for mailboxes. An evaluation of Addra on a cluster of

80 machines on AWS demonstrates that it can serve 32K users with a 99-th percentile

message latency of 726 ms—a 7× improvement over a prior system for text messaging in

the same threat model.

Coeus addresses a fundamental abstract problem termed as oblivious document rank-

ing and retrieval. The problem is stated as follows: given a confidential string q and

a remote server containing a collection of public documents D, how can one effectively

ix



select and access one of the top K most relevant documents to q within D without reveal-

ing any information about q or the chosen document, even to the server itself? At a high

level, Coeus composes two cryptographic primitives: secure matrix-vector product for

scoring document relevance using the widely-used term frequency-inverse document fre-

quency (tf-idf) method, and private information retrieval (PIR) for obliviously retrieving

documents. However, Coeus reduces the time to run these protocols, thereby improving

the user-perceived latency, which is a key performance metric. Coeus first reduces the

PIR overhead by separating out private metadata retrieval from document retrieval, and

it then scales secure matrix-vector product to tf-idf matrices with several hundred billion

elements through a series of novel cryptographic refinements and an efficient workload

distribution strategy. For a corpus of English Wikipedia containing 5 million documents,

a keyword dictionary with 64K keywords, and on a cluster of 143 machines on AWS,

Coeus enables a user to obliviously rank and retrieve a document in 3.9 seconds—a 24×

improvement over a baseline system.

The third contribution of this dissertation, Pantheon, addresses the problem of pre-

serving client privacy in a scenario where a cloud server manages a key-value store and

offers a private query service to clients. Ensuring client privacy in this setting is difficult

because the key-value store is public, and a client cannot encrypt or modify it. Therefore,

privacy in this context implies hiding the accesses pattern of a client. Pantheon cryp-

tographically allows a client to retrieve the value corresponding to a key from a public

key-value store without allowing the server or any adversary to know any information

about the key or value accessed. Pantheon devises a single-round retrieval protocol which

reduces server-side latency by refining its cryptographic machinery and massively paral-

lelizing the query execution workload. Using these novel techniques, Pantheon achieves

a 93× improvement for server-side latency over a state-of-the-art solution.
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Chapter 1

Introduction

Privacy is a major concern for individuals in this digital age, where the use of everyday

internet services exposes users to growing privacy risks. While recent advances in privacy

and cryptography have developed techniques that can effectively protect against these

risks, their implementation in large-scale internet services remains limited. A key reason

is that a straightforward application of these techniques results in significant performance

overhead, making them impractical when applied to mass internet services, which demand

high throughput and low latency. This raises an important research question: how can

we design systems that not only provide strong privacy guarantees but are also scalable

enough for integration into widely used internet applications?

1.1 Problem Statement and Motivation

The vast amount of data we share with cloud services is vulnerable to privacy risks

in a variety of ways. External attackers or hackers may attempt to steal our data [106,

116], while rogue employees at service providers could access private information [176],

such as emails [154], without authorization. There have been numerous incidents where
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Introduction Chapter 1

service providers, who have full access to user data, have misused it [38, 70], either for

their own benefit or by handing over sensitive information to third parties. In addition to

these risks, powerful entities such as nation-states or government agencies are increasingly

involved in the collection of sensitive data for mass surveillance [79, 66]. These entities

are more dangerous than individual hackers or rogue employees because they have the

resources to compromise the entire network infrastructures or coerce service providers

into revealing data about ordinary citizens, often on a large scale [112]. The alarming

nature of these privacy risks is exacerbated by the fact that current internet services are

not designed to protect against such powerful adversaries.

As a concrete example, consider Wikipedia, a popular platform for exploring topics

of interest. When users search for topics and read related articles, the current state-

of-the-art privacy protection is secure communication, which encrypts search terms and

retrieved content during transmission to prevent network adversaries from accessing this

information. However, this protection is limited to external threats. A rogue employee

at the server or a powerful entity that gains control of the server can still access a user’s

search history and the articles they view. This exposure can reveal sensitive information

about a person’s religious beliefs, preferences, medical conditions, financial status, or

other private matters.

A second example is voice calls, a common form of communication in daily life. Al-

though the state-of-the-art privacy measure in this domain—end-to-end encryption [72]—

ensures that the content of the call is protected from network adversaries, it does not

safeguard other associated information, such as the time, duration, and participants of

the call—collectively known as voice call metadata. This metadata can be extremely

revealing [146, 149, 59]. In some cases, governments have required telecommunications

providers to retain metadata, including the participants and timing of calls. Analysis of

this metadata has shown that it can be used to trace connections between journalists

2
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and their sources, potentially compromising the anonymity of whistleblowers [113].

From these examples, it is clear that to provide strong privacy for users, we need to

build systems where the service provider itself remains oblivious to user data. This raises

the natural question: is it even possible to create such solutions? Can a service provider

still offer useful functionalities without accessing certain user information? Fortunately,

recent advancements in cryptography, including techniques such as homomorphic encryp-

tion [81, 83] and secure multiparty computation [88], demonstrate that the answer is yes.

These tools allow meaningful computation to be performed on encrypted data, ensuring

that the service provider cannot access the underlying information. Significant research

has been dedicated to developing solutions using these techniques. However, these solu-

tions are not yet widely adopted because they either fail to deliver strong enough privacy

guarantee or are unable to scale for real-world applications.

This highlights a persistent tension between privacy and scalability in existing re-

search. While it is impossible to eliminate this tension entirely—since privacy always

comes with a cost—this dissertation seeks to explore how this tension can be minimized.

In summary, it aims to investigate how we can build systems that (1) provide provable

privacy, (2) tolerate entire infrastructure compromise, and (3) are scalable for practical

use.

The primary approach of this dissertation is to evaluate existing cryptographic tech-

niques, considering both their strengths and weaknesses, and then tailor system designs

to maximize their advantages. This involves efficiently redesigning systems to leverage

these strengths while addressing potential shortcomings. Additionally, the dissertation

focuses on refining the underlying cryptographic machineries to address performance

bottlenecks and enhance overall efficiency.

3



Introduction Chapter 1

1.2 Dissertation Organization

This dissertation is organized as follows:

Chapter 2 introduces a new system called Addra [7], designed to hide voice call

metadata—such as the identities of participants, as well as the time and duration of

calls—even in the presence of a powerful adversary capable of compromising both the

service provider and the entire communication infrastructure. Voice call metadata holds

valuable insights into individuals’ lives and is a key target for powerful entities, including

nation-states. Existing systems that protect voice call metadata either rely on trusted

intermediaries within the network or are limited in scalability, typically supporting only

tens of users. In contrast, Addra is the first system that can hide voice call metadata

over fully untrusted infrastructure while scaling to tens of thousands of users. At a high

level, Addra follows a template in which callers and callees deposit and retrieve messages

from private mailboxes hosted at an untrusted server. However, Addra improves message

latency in this architecture, which is a key performance metric for voice calls, with two

key idea. First, it enables a caller to push a message to a callee in two hops, using a new

way of assigning mailboxes to users that resembles how a post office assigns PO boxes

to its customers. Second, it innovates on the underlying cryptographic machinery and

constructs a new private information retrieval scheme, FastPIR, that reduces the time to

process oblivious access requests for mailboxes. An evaluation of Addra on a cluster of

80 machines on AWS demonstrates that it can serve 32K users with a 99-th percentile

message latency of 726 ms—a 7× improvement over a prior system for text messaging in

the same threat model.

Chapter 3 describes Coeus [6], a system that addresses the oblivious document ranking

and retrieval problem. The problem is as follows: given a private string q and a remote

server that holds a set of public documents D, how can one of the K most relevant doc-

4



Introduction Chapter 1

uments to q in D be selected and viewed without anyone (not even the server) learning

anything about q or the document? Coeus is designed to solve this challenge by ensuring

complete privacy during the document ranking and retrieval process. At a high level,

Coeus composes two cryptographic primitives: secure matrix-vector product for scoring

document relevance using the widely-used term frequency-inverse document frequency

(tf-idf) method, and private information retrieval (PIR) for obliviously retrieving docu-

ments. However, Coeus reduces the time to run these protocols, thereby improving the

user-perceived latency, which is a key performance metric. Coeus first reduces the PIR

overhead by separating out private metadata retrieval from document retrieval, and it

then scales secure matrix-vector product to tf-idf matrices with several hundred billion

elements through a series of novel cryptographic refinements. For a corpus of English

Wikipedia containing 5 million documents, a keyword dictionary with 64K keywords,

and on a cluster of 143 machines on AWS, Coeus enables a user to obliviously rank and

retrieve a document in 3.9 seconds—a 24× improvement over a baseline system.

Chapter 4 introduces Pantheon [5], a system that addresses the problem of private

retrieval from a public key-value store. In this scenario, a cloud server maintains a key-

value store and offers a private query service to its clients. Preserving client privacy in

this context is challenging because the key-value store is public, meaning clients cannot

encrypt or modify it. Therefore, privacy must be ensured by hiding the client’s access

patterns. Pantheon provides a cryptographic solution that enables clients to retrieve

the value associated with a key from a public key-value store without revealing any in-

formation about the key or value to the server or any adversary. Pantheon devises a

single-round retrieval protocol which reduces server-side latency by refining its crypto-

graphic machinery and massively parallelizing the query execution workload. Pantheon

overcomes previous limitations by supporting dynamic databases, achieving a 93× la-

tency improvement over a state-of-the-art solution, and becoming the first system to

5
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support sub-second private retrieval from a million-row key-value database.

Chapter 5 provides a comprehensive summary of the key contributions and findings

of the dissertation, highlighting the advancements made in building privacy-preserving

systems. Chapter 6 explores potential avenues for future research that stem from the

ideas and techniques introduced in this dissertation. It identifies open problems and

areas where further exploration could enhance the efficiency, scalability, and applicability

of privacy-preserving technologies.

6



Chapter 2

Addra: Metadata-private voice

communication over fully untrusted

infrastructure

2.1 Introduction

Voice call metadata—the parties involved in the call, the duration of the call, and

the time of the call—can be incredibly revealing. The former General Counsel of NSA,

Stewart Baker, has said, “metadata absolutely tells you everything about somebody’s

life. If you have enough metadata, you don’t really need content” [179, 47, 48]. Several

academic studies [146, 149, 59] have confirmed the power of metadata. As an example,

Mayer et al. [146] used telephone metadata to infer that a study participant “received

a long phone call from the cardiology group at a regional medical center, talked briefly

with a medical laboratory, . . . and made brief calls to a self-reporting hotline for a

cardiac arrhythmia monitoring device.” The authors confirmed that the participant had

a cardiac arrhythmia. A study of whistle-blowers also revealed that metadata can identify

7
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a journalist’s sources [113].

Given the information contained in metadata, a significant question is: how can one

make a voice call without revealing to anyone the metadata associated with the call?

Fortunately, several systems have tackled this problem [135, 133, 86, 194, 25, 203] (§2.7).

Although these systems hide metadata and keep message latency low, they either restrict

scalability to only tens of users [86, 194], or are vulnerable to attacks by requiring trusted

intermediaries in the communication infrastructure [25, 135, 133, 203]. An example of a

trust assumption is that the system guarantees security only if the adversary can com-

promise at most a fraction (20%) of the servers that route user calls [133]. Trusting

intermediaries can be risky as powerful adversaries like nation states are the ones that

try to collect metadata. Such adversaries have been known to wield their vast political,

technical, and financial power to gain access to metadata [138, 18, 180, 157]. A system

that can withstand strong adversaries while serving more than tens of users is Pung [16,

13]. Pung makes no assumptions about the communication infrastructure—the adversary

may compromise a part or all of the infrastructure. However, Pung targets applications

such as email and chat with long-lived messages that are retrieved asynchronously. In-

deed, a Pung client makes ⌈log2(n + 1)⌉ round trips to a remote server to obliviously

search and retrieve a message (n is the number of users), thereby incurring several sec-

onds of message latency (§2.6.1). In contrast, voice calls have a strict time budget. If a

user sends a packet every few hundred milliseconds, then each hop in the communication

infrastructure must not spend longer than this time period to process and forward the

packet, to avoid an unbounded packet build up.

We present Addra, the first system that provably hides metadata for voice calls, makes

no assumptions about the underlying infrastructure, and scales to tens of thousands of

users. In terms of privacy guarantees, Addra provides relationship unobservability—

an adversary cannot detect whether a relationship (voice call) exists between any two

8



Addra: Metadata-private voice communication over fully untrusted infrastructure Chapter 2

users of the system [167] (§2.2.1). These privacy guarantees are achieved with practical

latency performance of under 750 ms, and for low-bandwidth voice synthesis at a rate

of 1.6 Kbit/s as in the Mozilla LPCNet voice codec [206, 205, 151]. Addra, like Pung,

relies on a set of mailboxes hosted at an untrusted server. Callers deposit messages and

callees retrieve messages from these mailboxes using a private information retrieval (PIR)

cryptographic protocol [126, 44, 46] (§2.3.2). This protocol ensures that the untrusted

server does not learn which mailbox a callee is accessing, thereby unlinking the callee

from the caller. However, Addra must address two challenges in this architecture to

support low-latency voice calls (§2.2.3). First, it must reduce the number of round trips

a caller or callee makes to the server to transfer or retrieve a voice packet. Second, Addra

must reduce the time the server takes to process caller and callee requests, particularly,

the PIR requests.

Addra addresses the first challenge through a new, and remarkably simple, use of

mailboxes (§2.3). When someone rents a conventional post office box, or PO box, at a

post office, they get a mailbox with a unique and fixed address into which the mailman

deposits incoming mail. Addra inverts this architecture. In Addra, a caller (rather than

a recipient or callee) gets a dedicated mailbox with a fixed address or “phone number”.

The caller deposits its outgoing messages into this mailbox—independent of who the

caller is calling. (Thus, an adversary cannot tell whom the caller is calling.) Meanwhile,

a callee retrieves a message from the mailbox tied to the caller’s phone number using

a PIR protocol. Crucially, to transmit a message, a caller makes one push request to

the server, and the server makes one push request to the callee—a hop count of two. In

contrast, prior work requires multiple round trips between the server and the callees.

Addra addresses the second challenge mentioned above, of reducing server-side pro-

cessing time for PIR, by two means. First, it parallelizes PIR processing across multiple

server machines and multiple cpu cores on a machine. The fact that PIR is parallelizable

9
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is known and studied [62, 99]. Second, and more saliently, Addra constructs a new PIR

scheme, FastPIR, that fundamentally reduces the server-side PIR processing time rela-

tive to prior state-of-the-art schemes [3, 13] (§2.4). Even though FastPIR was motivated

by Addra, it can be used for other applications of PIR [150, 93, 31, 63, 140, 142].

FastPIR builds on the homomorphic encryption scheme of Brakerski/Fan-Vercauteren

(BFV) [33, 75] (§2.4.1) and leverages two of its features. First, it uses the single instruc-

tion, multiple data (SIMD) capability of BFV ciphertexts to compute on compressed PIR

requests. Prior state-of-the-art schemes [13, 3] also exploit SIMD capabilities but not in

a way that keeps PIR requests compressed in memory. Meanwhile, such compression

improves memory utilization, reduces cpu time, and eliminates the time to uncompress

requests (§2.4.2). However, working over compressed requests naively increases PIR re-

sponse size. So, second, FastPIR uses homomorphic rotation operations in BFV to pack

multiple pieces of a PIR response, thereby reducing response size. Further, FastPIR re-

duces both the cpu time per rotation and the number of calls to this operation (§2.4.3,

§2.4.4).

For completeness, Addra includes a dialing protocol that allows a callee to detect

that a caller is calling and learn the caller’s phone number (mailbox address). For this

purpose, Addra uses the dialing protocol from Pung (§2.5).

We have implemented (§2.5) and evaluated (§2.6) a prototype of Addra. Our proto-

type runs on Amazon EC2 where the server runs in the US East region, and the clients

(callers and callees) run geographically apart in the US West region. When the server

uses 80 machines, Addra supports 32K clients communicating with each other with a

99-th percentile message latency of 726 ms. In contrast, Pung (the only other system

that works at scale over completely untrusted infrastructure) transmits messages for the

same number of users with a message latency of 5.2 seconds. Besides, Addra requires

a network download bandwidth of 1.46 Mbps and an upload bandwidth of 30 Kbps for
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every client. Although Addra achieves low message latency for a few tens of thousands

of users, it does not currently scale to hundreds of thousands or a few million users due

to the overhead of PIR which grows quadratically with the number of users. Further-

more, although its instantaneous bandwidth requirements are modest, the total network

transfers are high as a client must remain online even if it is not participating in a call

to hide call initiation patterns. Thus, Addra assumes clients with unlimited data plans.

Nevertheless, Addra demonstrates, for the first time, that even over completely untrusted

infrastructure, metadata for voice calls can be hidden at scale for tens of thousands of

users.

2.2 Goals, threat model, and challenges

Addra’s goal, at a high level, is to enable its users to make peer-to-peer voice calls

while hiding metadata from a powerful adversary that may compromise the entire com-

munication infrastructure.

2.2.1 Goals

Performance and scalability. Voice calls require the communication infrastructure to

transmit messages with low latency. Addra targets a sub-second message latency due to

the feasibility of voice calls under such a setting [133]. Thus, if Alice sends a voice packet

to Bob, then Bob should receive it within one second. Additionally, the infrastructure

must not queue up voice packets indefinitely. For instance, if Alice generates a voice

packet every 500 ms, then every hop in the infrastructure must spend no more than

500 ms to process the packet before sending it forward towards Bob. Addra must also

provide sufficient throughput so that the transmitted voice is understandable. For this

purpose, Addra targets the LPCNet voice codec [206, 205], which specializes in low-

11
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bandwidth voice synthesis at a rate of 1.6 Kbit/s. Finally, we want Addra to scale to a

large number of users (for example, tens of thousands on a cluster of hundred machines).

Content privacy. Addra must ensure that only the caller and callee of a voice call can

comprehend the content of the voice packets they send to each other.

Metadata privacy. Addra, similar to Pung [16], targets the guarantee of relationship

unobservability as defined by Pfitzmann and Hansen [167]. Relationship unobservability

states that it is undetectable whether a relationship (voice call) exists between a sender

(caller) and a recipient (callee), unless the sender or the recipient are compromised. If

either the caller or the callee is compromised, then offering privacy guarantees has little

value, as the compromised party can trivially reveal the existence of communication (or

lack thereof).

2.2.2 Threat model and assumptions

As motivated in the introduction (§2.1), Addra assumes an adversary who can com-

promise the entire communication infrastructure, including routers, switches, and mid-

dleboxes. The adversary can observe network traffic, perform traffic analysis, and ma-

nipulate traffic: reorder, replay, change, and inject network packets.

Callers and callees trust their own devices. More generally, the adversary can com-

promise a subset of end user devices. In this case, Addra must provide content and

metadata privacy to the users of non-compromised devices.

The adversary may not break standard cryptographic primitives such as public-key

and symmetric-key encryption.

The adversary may mount a denial-of-service attack: bring down the entire commu-

nication infrastructure or selectively drop traffic. In such cases, Addra cannot guarantee

12
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voice communication but must continue to guarantee privacy.

2.2.3 Challenges

Meeting the performance and privacy goals stated above under the threat model just

described is challenging. Indeed, prior work either relaxes the threat model or does

not meet the performance goals. For instance, Yodel [133] is a metadata-private voice

communication system that scales to several million users but assumes that a server in

the communication infrastructure is compromised with only a 20% chance. On the other

hand, Pung [16, 13] works in the stronger threat model. However, it cannot push frequent

messages from a caller to a callee. As mentioned earlier (§2.2.1), if a caller samples voice

every 500 ms, then each hop of the communication infrastructure must process a voice

packet within 500 ms before the arrival of the next packet to avoid packet build up. This

time budget entails that a caller or a callee cannot make multiple round trips to a server

in the communication infrastructure to send or receive a single packet. But Pung requires

message recipients to make multiple such trips to its server.

Addra addresses these challenges and meets the performance requirements for tens of

thousands of users without making any trust assumptions, as described next.

2.3 Architecture and overview of design

2.3.1 Architecture

Figure 2.3 shows Addra’s architecture. Addra consists of a server and user (partici-

pant) devices. The server runs over untrusted infrastructure. It is logically centralized

but physically distributed over multiple machines. The server’s role is to facilitate com-

munication among the user devices in a privacy-preserving manner.
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Bob | 9733 | pkBob
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Figure 2.1: High-level architecture of Addra. The server runs over untrusted in-
frastructure and exposes mailboxes that user devices read from or write into. The
mailbox identifiers (integers 0 to n − 1) play the role of “phone numbers”. A device
stores phone numbers of the device owner’s contacts in a local phone book. CPIR
refers to the private information retrieval cryptographic primitive (§2.3.2).

The server exposes mailboxes. Specifically, it exposes n mailboxes, where n is the

number of user devices using the system. Each mailbox can store one message and it has

an ID, which is a number between (and inclusive of) 0 and n − 1. As we will describe

later (§2.4), it is helpful to view the n mailboxes as a matrix with n rows and m columns,

where each row is an individual mailbox, and the m pieces of a message are m elements

of a matrix row.

The user devices run logic to enable users to initiate, pick up, and participate in calls.

Each device gets assigned a mailbox ID, which acts as its phone number. Each device

also contains a phone book, which stores information on device owner’s contacts. Each

phone book entry is a tuple of a phone number of the contact, a cryptographic public key
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belonging to the contact, and other standard information such as the contact’s name,

work place, and photograph. We assume that a device owner either knows this informa-

tion or can obtain it privately through out-of-band means such as in-person meetings or

personal websites.

2.3.2 Protocol

Addra relies on a cryptographic protocol called private information retrieval or PIR [44,

126]. We begin with a short background on PIR; Section 2.4 describes a new PIR scheme.

A primer on PIR. A PIR protocol [44, 126] runs between a user device and the server

in Addra, where the device is interested in retrieving the message in the idx-th mailbox

at the server without revealing the value of idx.

A PIR protocol has three procedures: Query, Answer, and Decode. Query is run

by a device. It takes as input the index idx between 0 and n− 1 and returns a query, q.

Typically, q is an encryption of a suitable encoding of idx. Answer is run by the server;

it takes as input the query q and the set of n mailboxes, and returns an encoding of the

message in the idx-th mailbox (without learning the value of idx). Finally, Decode is run

by the device; it takes the output of Answer and returns the idx-th mailbox message.

Addra’s protocol. User devices in Addra participate in a round-based protocol con-

sisting of a one-time registration step followed by synchronous rounds, each consisting of

a dialing phase followed by a communication phase consisting of multiple subrounds of

communication. In more detail, initially a device performs a one-time registration step

to register itself with the server and obtain its phone number (mailbox ID). This is fol-

lowed by a sequence of rounds. Each round starts with a dialing phase, where the device

initiates a call to another device or picks an incoming call. The dialing phase is followed
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1: function Recv (key key, resp resp)
2: //resp is the output of Answer PIR procedure
3: c← Decode(resp) // Decode is a PIR procedure
4: msg ← AES.Dec(key, c)
5: play msg to user

6: function Send (mailbox M , token t, message msg, key key)
7: c← AES.Enc(key,msg)
8: send (M, t, c) to server

9: function Main ( )
10: //Register device and obtain a mailbox ID and unique token
11: (Mself , tkn, n)← RegisterDevice()
12: While True
13: //Run dialing phase. kenc is for encrypting content
14: (Mpeer, kenc)← Dial/PickUp()
15: q ← Query(Mpeer, n) // Query is a PIR procedure
16: send q to server
17: //Asynchronously listen for server responses
18: register callback Recv(kenc, . . .) for server responses
19: //Run communication phase consisting of t subrounds
20: for r = 0 to t− 1
21: wait for message generation interval
22: call SendMself , tkn,msgr, kenc

Figure 2.2: Pseudocode for a user device in Addra. n is the number of mailboxes at
the server. Query,Answer,Decode are procedures of a PIR scheme (§2.3.2, §2.4).

by the communication phase, consisting of multiple subrounds, where each device sends

exactly one message to the server and receives one message from the server. Notably, a

device always writes a message to its assigned mailbox, while it receives a message from

its peer’s mailbox.

We now describe Addra’s protocol in more detail. Figure 2.2 shows the pseudocode

for a user device. A device starts executing the Main function (line 9 in Figure 2.2).

One-time registration step. When a user device joins Addra, it registers itself with

the server and obtains three pieces of information: a mailbox ID, a unique authentica-

tion token tkn, and the number n of mailboxes (line 11 in Figure 2.2). As mentioned

above, the mailbox ID acts as the phone number assigned to the device. Meanwhile, the
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authentication token is a 128-bit uniformly generated string shared between the server

and the device that enables the server to verify that a device is writing messages to its

assigned mailbox (and not to a mailbox assigned to another device). One may use digital

signatures instead of authentication tokens, but Addra prefers the symmetric tokens due

to their better efficiency. The number of mailboxes n may increase if new devices join

the system; when this happens, the server broadcasts an updated value of n.

Addra’s server is untrusted and may assign mailbox IDs or authentication tokens

incorrectly; for instance, it may reassign a previously assigned mailbox ID. Besides, it

may distribute different values of n to different devices. The privacy guarantees of Addra’s

protocol do not depend on the server assigning correct values for these items. However,

a malicious server can deny service to system participants, which is not prevented by our

threat model (§2.2.2). A service provider who runs the server will likely be incentivized

to provide a continuous service to keep its customer base.

Dialing phase. Once registered, a user device, who we refer to using its phone number,

Mself , executes the round-based protocol. At the beginning of each round, Mself initiates

a call or picks up an incoming call (line 14 in Figure 2.2). If the device initiates a call,

it selects the phone number of the peer device it is calling, Mpeer, and an encryption

key, kenc, to hide the content of the messages it will send. On the other hand, if the

device picks up an incoming call then it learns the phone number of the caller and its

content encryption key. For now, we leave out the details of how a device picks up a

call till later (§2.5). After initiating or picking up a call, Mself generates a PIR query

q ← Query(Mpeer, n) for the peer’s mailbox, and sends q to the server (lines 15 and 16 in

Figure 2.2). The PIR query indicates, without revealing the value of Mpeer, that Mself is

interested in receiving messages deposited into Mpeer’s mailbox. The device Mself then

registers an asynchronous callback to process PIR responses from the server (line 18 in
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Figure 2.2). Meanwhile, the server stores the PIR queries from all devices and uses them

across all subrounds of the round’s communication phase.

Communication phase. In each subround of the communication phase, (1) a device

deposits an encrypted message into its assigned mailbox at the server, (2) the server

processes PIR queries from all devices and pushes the results to devices who registered

these queries, and (3) each device decodes its PIR response from the server. In more

detail, at the beginning of a subround, a device encrypts the message it wants to send

to its peer with the key kenc to create a ciphertext c. It sends the tuple (Mself , tkn, c) to

the server (line 22 in Figure 2.2), where tkn is the device’s assigned authentication token

obtained during the registration step. The server uses the token to validate that the

messages being written to mailboxes indeed come from devices that own the mailboxes.

After performing these checks, the server runs the Answer PIR procedure for all PIR

queries. That is, for a query q sent by a device during the dialing phase, the server runs

resp ← Answer(mailboxes, q) and pushes the PIR response resp to the device. Finally,

on receiving a response, a device invokes the callback it registered during the dialing

phase (line 1 in Figure 2.2). This callback decodes the PIR response using the Decode

PIR procedure, decrypts the underlying message sent by the device’s peer Mpeer, and

delivers the message to the user.

Dummy participation and messages. The protocol described so far does not ad-

dress the case when a device owner does not participate in a call. During such idle

periods, like prior systems for strong metadata privacy (e.g., [133, 16]), a device adds

cover traffic (also called chaff). In particular, if a device does not initiate or pick up a call

in a round’s dialing phase, it calls itself: inputs Mself into Query (line 15 in Figure 2.2).

Besides, if a device does not have a message to send during a subround, it writes an
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encryption of a random message into its mailbox. Sending cover traffic is necessary, as

otherwise an adversary can learn connections between users by monitoring if they join

and leave at similar times.

Security analysis. Addra’s protocol satisfies relationship unobservability, meaning

that an adversary cannot detect the existence of relationships between system users

(§2.2.1). We provide a rigorous proof in Appendix A.1. Briefly, Addra’s protocol meets

the property because the protocol a user device executes is independent of whom the

user is communicating with or the behavior of the (malicious) server. First, a user device

encrypts messages using a content encryption key known only to its peer. Further, it

always writes outgoing messages at fixed intervals to its own mailbox—independent of

whether the device is engaged in a call, or the identity of its peer, or the behavior of the

server who may or may not deliver incoming messages to the device, or who may replay

messages. Second, the security property of PIR ensures that an adversary cannot tell

the IDs of the mailboxes from which devices are retrieving messages. Again, the server

may process PIR queries incorrectly, or broadcast an incorrect value n for the number

of mailboxes, but a user device always registers a PIR query for one of the n mailboxes,

no matter the value of n. Thus, the adversary cannot detect whether a user Alice is

communicating with Bob or Charlie or someone else, or even communicating at all (i.e.,

retrieving messages from its own mailbox).

Performance characteristics. Addra’s protocol exhibits two key characteristics that

set it on the path to meeting its performance goals (§2.2.1). First, the protocol pushes

messages from senders to recipients in two hops—independent of the number of users

in the system. Specifically, in each subround, a sender pushes a message to the server,

who then processes the PIR query provided beforehand by the recipient, and pushes the
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PIR response to the recipient. This two-hop communication pattern is crucial for voice

calls which require low latency. Second, the protocol amortizes the cost of generating

and transferring a PIR query across subrounds of a round (our prototype runs a round

every five minutes, and a subround every 480 ms; §2.6). Thus, the server does not have

to deal with PIR query management (and certain preprocessing of query) during the

time-sensitive subrounds. Nevertheless, the server must complete computing Answer

for all PIR queries in a time smaller than the voice packet generation interval (that is,

the duration of a subround) to avoid packet build up. Besides, the network transfers

from the server to the devices are dictated by the size of the output of Answer. Thus,

a low cost of the Answer PIR procedure is key for Addra’s performance.

2.4 FastPIR: A new CPIR scheme

As described above (§2.3.2), a critical component of Addra’s protocol is the Answer

PIR procedure. It not only dictates Addra’s message latency but also the resource

consumption (both cpu and network) imposed by Addra.

PIR schemes are of two types: computational PIR (CPIR) [126] and information-

theoretic PIR (IT-PIR) [44, 46]. CPIR schemes assume a single (untrusted) server and

rely only on cryptographic assumptions; in contrast, IT-PIR schemes are more efficient

but require two or more non-colluding servers. In Addra, we use a CPIR scheme as

its trust assumptions are in line with Addra’s goal of not trusting the communication

infrastructure (§2.2.2).

One can plug in an existing CPIR scheme, either XPIR [3] or SealPIR [13], which

are the state-of-the-art CPIR schemes, into Addra’s protocol (§2.3.2). However, these

schemes exhibit a tension between the cpu time to run Answer (and thus the wall-clock

time for Answer) and the output size of Answer (and thus the network overhead).
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Suppose a CPIR client wants to privately retrieve the idx-th message from a library

L of n messages (mailboxes) held at a server. In prior work, a typical way to construct

a CPIR query is to treat the library as a matrix with n rows and generate a ciphertext

for every row of L.1 The ciphertext for the idx-th row encrypts the value 1, and the

ciphertexts for the other rows encrypt 0. However, this strategy creates large queries

with a number of ciphertexts that is proportional to the value of n (e.g., XPIR’s query

size is ≈33 MiB for n=215, and ≈1 GiB for n=220; §2.6.5). When the server processes

larger queries, it consumes more memory and cpu cycles to read them into cpu caches,

which slows down query processing. (SealPIR compresses the query while transferring it

on the network, but expands it to the larger query at the server).

A popular technique due to Stern [198] to address the query-size issue is called re-

cursion. This technique is parameterized by a depth parameter d. A value of d = 2 or

higher shrinks the query—it contains d · d
√
n ciphertexts instead of n—by rearranging the

library as a d-dimensional hypercube. However, this rearrangement increases the CPIR

Answer output size exponentially with d. Thus, if we plug in existing CPIR schemes

(XPIR or SealPIR), then Addra would compromise on either server cpu time or network

bandwidth.

Our CPIR scheme, FastPIR, works without recursion and thus keeps the smaller CPIR

answer size. However, it optimizes the computation time for Answer. In fact, FastPIR

takes less time than both XPIR and SealPIR (with or without recursion) to run Answer,

particularly when the number of messages n in the library is greater than a threshold

(≈20K; §2.6.5), thereby improving the scalability and message latency of Addra. FastPIR

may be a good fit for other applications of CPIR where costs are dominated by those of

the CPIR Answer procedure.

1A technique called aggregation [3, 17] further combines multiple rows (messages) into wider rows,
resulting in a matrix with n/a rows, where the value a depends on the size of each message.
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FastPIR, like SealPIR [13], builds on the lattice-based homomorphic encryption scheme

of Brakerski/Fan-Vercauteren (BFV) [33, 75]. BFV offers superior efficiency than a

traditional number-theoretic homomorphic encryption scheme such as Paillier [163], re-

sists attacks by quantum computers, is implemented in mature and actively maintained

codebases [164, 187], and is in the preliminary stages of being standardized (e.g., with

ISO/IEC) [10]. We start with a necessary background on BFV (§2.4.1), and then delve

into the details of FastPIR (§2.4.2–§2.4.4).

2.4.1 Background: The BFV cryptosystem

We focus here on describing the more efficient vectorized variant of BFV in which a

single homomorphic operation operates over multiple plaintext inputs (single instruction,

multiple data or SIMD; also called batching in the literature).

In this BFV variant, a plaintext is a vector of dimension N , where the parameter N

equals a power of two and is at least 210 for the security of the BFV scheme [10]. Each

component of the plaintext is an integer in Zp = {0, . . . , p−1}, the set of integers modulo

p. Sometimes, we will view a BFV plaintext as a matrix with two rows and N/2 columns

rather than a vector with dimension N .

A BFV ciphertext is also a vector but of dimension 2 · N . Each of its component is

an element of Zq, where q ≫ p.

The BFV encryption procedure, BFV.Enc, adds noise when it converts a plaintext

vector into a ciphertext vector. This noise grows as homomorphic operations are per-

formed on the ciphertext. If the noise grows beyond a threshold, then the ciphertext

decryption procedure BFV.Dec does not produce the correct plaintext. Hence, q ≫ p

for enough noise budget.

The size of the plaintext vector, N , the size of the domain of each component of
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the plaintext, p, and the size of the domain of each component of the ciphertext, q, are

all tunable parameters. Typically, one picks a combination of p, q,N depending on the

application, the required noise budget, and the desired security level; we discuss concrete

values for these parameters for Addra in §2.5.

BFV supports the following homomorphic operations that are used in FastPIR:

• BFV.Add(c0, c1) takes as input encryptions c0 and c1 of plaintext vectors v0 and v1,

and outputs an encryption of v0 + v1 (component-wise vector addition).

• BFV.ScMult(v0, c1) takes as input a plaintext vector v0 and an encryption c1 of a

plaintext vector v1, and produces an encryption of the product v0 ⊙ v1, where the

operator ⊙ denotes component-wise multiplication.

• BFV.RowRotate(c0, i) takes as input an encryption c0 of a plaintext v0 and an

integer 0 < i < N/2 − 1, and produces an encryption of v0 rotated right by i po-

sitions cyclically row-wise. For instance, if plaintext dimension is N = 8 and v0 is

((a, b, c, d), (e, f, g, h)) in its matrix representation, then a right rotation by i = 1

produces an encryption of ((d, a, b, c), (h, e, f, g)).

• BFV.ColRotate(c0) takes as input an encryption c0 of a plaintext v0 and returns an

encryption of a plaintext produced by swapping the two rows of v0.

For the example above, the result is an encryption of ((e, f, g, h), (a, b, c, d)).

The BFV homomorphic operations require public keys generated by a key generation

procedure. In particular, the rotation procedures require a set of rotation keys. While

BFV.ColRotate requires one key, the size of the set of keys for BFV.RowRotate can

vary. On the one extreme, this set can be configured to contain one key that rotates

the plaintext vector by one position. Thus, to perform a rotation by i > 1 positions,

BFV.RowRotate calls itself i times, incurring i times the cost of one BFV.RowRotate

operation. On the other extreme, the set can contain N/2 − 1 keys for all possible

23



Addra: Metadata-private voice communication over fully untrusted infrastructure Chapter 2

values of i between 0 and N/2. This extreme reduces cpu time for BFV.RowRotate

as it does not call itself recursively, but this configuration increases the key size. For

the BFV parameters we choose (§2.5), each rotation key is 128 KiB, and the set of all

possible rotation keys is 256 MiB. Thus, in practice, one generates log2(N/2) keys for

all powers-of-two between 0 and N/2− 1, and each invocation of BFV.RowRotate calls

itself recursively up to log2(N/2) times.

2.4.2 The FastPIR scheme

Recall the CPIR scenario (§2.4): a server holds a library L of n messages where each

message has m components, while a client holds an integer 0 ≤ idx ≤ n − 1 and wants

to retrieve the idx-th library message without revealing idx to the server.

To build intuition for FastPIR, suppose that L is an N × 1 matrix consisting of N

unit length messages, where N is the plaintext vector dimension in BFV. Then, the client

constructs the CPIR query q for the idx-th message by encrypting a BFV plaintext whose

idx-th entry is one and the rest are zeros (this is called one-hot encoding of idx). For

instance, if N = 4 and idx = 1, the client encrypts the BFV plaintext (0, 1, 0, 0). The

server multiplies this encryption q with L by computing BFV.ScMult(L, q) to obtain

an encryption of the idx-th entry of L. For the example above, if L is (a0, a1, a2, a3),

BFV.ScMult produces an encryption of (0, a1, 0, 0) as the multiplication is component-

wise. The client receives the output and decrypts it to get a1.

The advantage of this strategy is that a query consumes only a component of a

ciphertext for each of the n rows of L (instead of a ciphertext per row). However, a

challenge is that this strategy generates one output ciphertext for each of them columns of

L. FastPIR addresses this challenge by combining ciphertexts for m columns into a single

ciphertext using the BFV rotation operations (BFV.RowRotate and BFV.ColRotate),
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1: function Query(index idx, n)
2: //Create a one-hot encoding of idx
3: for i = 0 to n− 1
4: fi ← (i == idx) ? 1 : 0
5: //Split and encrypt the one-hot vector
6: for i = 0 to (n/N)− 1 // N is BFV plaintext dimension
7: qi = BFV.Enc(pk, (fi·N , . . . , f(i+1)·N−1))
8: return q = (q0, . . . , q(n/N)−1)

Figure 2.3: Query procedure for a basic version of FastPIR. pk is a public key for
the BFV scheme (§2.4.1).

thereby reducing CPIR answer sizes.

Before describing the details of rotation, we remark that the use of vectorized op-

erations (SIMD capabilities of BFV) is common. In fact, both XPIR and SealPIR use

vectorized operations. The difference is that these prior CPIR schemes apply vectoriza-

tion across columns of the matrix while FastPIR applies it across rows of the matrix,

which is a more efficient use of vectorization in the PIR context (§2.6.5).

Details. Figures 2.3, 2.4, and 2.5 show the different functions of FastPIR scheme.

They assume that n is a multiple of N , i.e., n = k · N for some k ≥ 1, and m ≤ N . If

these constraints do not hold, then the server pads L with empty rows and splits L into

sets of N columns.

The Query (Figure 2.3) procedure and the top half of Answer (Figure 2.4 until line 9)

follow the intuition described above. That is, Query creates a one-hot encoding of idx

(line 4 in Figure 2.3), splits the encoding into multiple BFV plaintexts, and encrypts

each plaintext separately (line 7 in Figure 2.3). The top half of Answer multiplies the

k = n/N plaintext column vectors of each column of L with the corresponding ciphertexts

in the query (line 8 in Figure 2.4), and adds the k output ciphertexts to get one ciphertext

per column of L (line 9 in Figure 2.4). For instance, if n = 8, N = 4, idx = 1, and a

column of L is (a0, a1, . . . , a7), then Answer computes encryptions of (0, a1, 0, 0) and
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1: function Answer(library L, query q = (q0, . . . , q(n/N)−1))
2: //Represent L as a matrix of elements in Zp: L ∈ Zn×m

p

3: //q is an output of Query

4: for j = 0 to m− 1
5: sumj = BFV.Enc(pk, 0)
6: for i = 0 to (n/N)− 1
7: pi,j ← SubMat(L, i ·N, (i+ 1) ·N − 1, j, j)
8: ti,j = BFV.ScMult(pi,j, qi)
9: sumj = BFV.Add(sumj, ti,j)

10: //Combine outputs from all columns
11: Initialize stop, sbot to encryptions of zero vectors
12: for j = 0 to m− 1
13: if j < N/2
14: sumj ← BFV.RowRotate(sumj, j)
15: stop ← BFV.Add(stop, sumj)
16: else
17: sumj ← BFV.RowRotate(sumj, j −N/2)
18: sbot ← BFV.Add(sbot, sumj)
19: return BFV.Add(stop,BFV.ColRotate(sbot))

Figure 2.4: Answer procedure for a basic version of FastPIR. pk is a public key for
the BFV scheme (§2.4.1) SubMat extracts a sub-matrix of a matrix.

(0, 0, 0, 0) in line 8 of Figure 2.4, and adds them to get an encryption of (0, a1, 0, 0) in

line 9 of Figure 2.4.

The bottom half of Answer packs together outputs from each column into a single

ciphertext (lines 11–19 in Figure 2.4). Suppose the number of columns is m = 4 and the

outputs corresponding to them are encryptions of (0, a1, 0, 0), (0, b1, 0, 0), (0, c1, 0, 0), and

(0, d1, 0, 0), or equivalently encryptions of ((0, a1), (0, 0)), ((0, b1), (0, 0)), ((0, c1), (0, 0)),

and ((0, d1), (0, 0)), when the underlying plaintexts are viewed in their matrix form. Then,

Answer uses the BFV.RowRotate and BFV.Add operations to produce encryptions of

((b1, a1), (0, 0)) and ((d1, c1), 0, 0)) (lines 12– 18 in Figure 2.4), before column rotating the

second ciphertext, and adding the result to the first ciphertext to obtain an encryption of

((b1, a1), (d1, c1)) (line 19 in Figure 2.4). Using rotations to pack outputs from multiple

columns into a single ciphertext is crucial as otherwise a CPIR answer size can contain
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1: function Decode(answer ans, index idx)
2: //ans is an output of Answer

3: anspt ← BFV.Dec(sk, ans)
4: if idx mod N > N/2
5: anspt ← PtColRotate(anspt)
6: return anspt ← PtRowRot(anspt, N/2− (idx mod N/2))

Figure 2.5: Decode procedure for a basic version of FastPIR. sk is a private
key for the BFV scheme (§2.4.1). PtRowRot and PtColRotate are like
BFV.RowRotate and BFV.ColRotate, respectively except they operate on BFV
plaintexts rather than BFV ciphertexts.

multiple ciphertexts (instead of one).

Decode (Figure 2.5) is straightforward; it decrypts the output of Answer and then

rotates the plaintext depending on the value of the requested index. For the example

above, Decode first obtains the plaintext matrix ((b1, a1), (d1, c1)), and then performs a

rotation on this matrix by idx = 1 to obtain ((a1, b1), (c1, d1)).

2.4.3 Reducing the cpu cost of rotations

Recall that one goal of FastPIR is to optimize the cpu time of Answer procedure

(§2.3.2). A source of inefficiency in what is described above is the cost of BFV.RowRotate

(lines 14 and 17 in Figure 2.4), as the cpu time taken by it depends on the value of i—the

positions by which the underlying plaintext is rotated. When i is a power of two, then

BFV.RowRotate is fast, whereas when i is a not a power of two, BFV.RowRotate calls

itself up to log2(i + 1) times (§2.4.1). For example, a call to BFV.RowRotate with an

input i = 7 translates into three rotations by amounts one, two, and four—powers of two

that add to seven.

FastPIR eliminates the calls to expensive rotations whose input rotation amount is

not a power of two. As intuition, suppose that the Answer procedure (Figure 2.4) needs

to make two calls to BFV.RowRotate—one for rotating a vector by two positions and
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 rot(3)  

add

0|0|a|0

rot(1) rot(2) rot(1) rot(1)

rot(2)
Straw man: Optimized 

scheme:

0|0|a|0

0|0|b|0 0|0|c|0 0|0|d|0

0|0|0|b c|0|0|0 0|d|0|0

c|d|a|b

0|0|a|0 0|0|b|0 0|0|c|0 0|0|d|0

0|0|a|b 0|0|c|d

c|d|a|b

Figure 2.6: Illustration of optimized rotations in FastPIR. The straw man (left) per-
forms a mix of slow rotations (with rotations amounts that are not powers of two)
and fast rotations (with rotation amounts that are powers of two) to combine multiple
vectors. FastPIR’s optimized scheme combines vectors using fast rotations only.

the other for rotating a vector for another matrix column by three positions. Then, the

straw man design presented in the previous subsection treats each rotation separately.

Particularly, it breaks down the rotation by three positions into a rotation by one position

followed by a rotation by two positions. Instead, FastPIR first rotates the second vector

by one position and adds the result to the first vector. Then, it rotates the combined

vector once by two positions, thereby rotating only by powers-of-two amounts.

Figure 2.6 illustrates the idea for our running example with m = 4 matrix columns,

where the FastPIR processing for each column produces a ciphertext. FastPIR arranges

the vectors to be combined as leaf nodes of a tree; it then builds up to the root of the

tree. When producing a parent at a given height h of the tree, FastPIR rotates the right

child by 2h−1 positions and adds the rotated vector to the left child. The effect is that

FastPIR combines m ciphertexts in lines 14 and 17 in Figure 2.4 using m fast rotations.

2.4.4 Reducing the number of rotations

This optimization reduces the number of calls to BFV.RowRotate by a factor of

two, and eliminates the call to BFV.ColRotate, thereby further reducing the cpu cost
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of Answer. The trade-off is a 2× increase in CPIR query size. The key idea is to exploit

the matrix representation of a BFV plaintext (§2.4.1) and retrieve two elements of a

matrix row (instead of one) at a time.

As motivation, suppose that the matrix L is of dimension N/2 × 2, and the client

wants the idx-th row. Then, the client sends an encryption of a vector whose idx-th

and idx + N/2-th entries are one (and the rest are zeros). For instance, if N = 4 and

idx = 1, then the client sends an encryption of (0, 1, 0, 1), or equivalently, ((0, 1), (0, 1)).

The server multiplies this query with L to get an encryption of a vector whose idx-th and

idx+N/2-th entries are the desired elements from the two columns of L. As an example

with idx = 1, say L is ((a0, a1), (b0, b1)), then the multiplication operation produces an

encryption of ((0, a1), (0, b1)).

Figure 2.4.4 shows the procedures of FastPIR with this optimization. The procedures

assume that n is a multiple of N/2, i.e., n = k · (N/2) for some k ≥ 1, and m is even and

≤ N . As before (§2.4.2), if these constraints do not hold, then the server appropriately

pads and splits L.

The Query procedure encrypts a set of vectors that in total contain two non-zero

entries (line 6 in Figure 2.4.4). The Answer procedure multiplies k parts of every pair of

columns of L with the k ciphertexts in the query, and adds the results to get one ciphertext

for every pair of columns. Then, Answer packs these outputs using the optimized scheme

to combine ciphertexts described previously (§2.4.3). The Decode procedure decrypts

the output of Answer and performs a rotation on the plaintext output.

Security analysis. The security of a CPIR scheme requires the output of Query to

not reveal any information about the requested index [126, 46]. FastPIR meets this

property because its Query procedure (i) produces semantically-secure BFV ciphertexts,

and (ii) outputs n/(N/2) ciphertexts independent of the value of the desired index idx.
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1: function Query(index idx, n)
2: for i = 0 to n− 1
3: fi ← (i == idx) ? 1 : 0 // one-hot encoding
4: for i = 0 to n/(N/2)− 1
5: v ← (fi·N/2, . . . , f(i+1)·N/2−1)
6: qi = BFV.Enc(pk, v||v) // || denotes concatenation
7: return q = (q0, . . . , qn/(N/2)−1)

8: function Answer(library L, query q = (q0, . . . , qn/(N/2)−1))
9: //Represent L as a matrix of elements in Zp: L ∈ Zn×m

p

10: //q is an output of Query
11: for j = 0 to (m/2)− 1
12: sumj = BFV.Enc(pk, 0)
13: for i = 0 to n/(N/2)− 1
14: pi,j ← SubMat(L, i ·N/2, (i+ 1) ·N/2− 1, 2j, 2j + 1)
15: ti,j = BFV.ScMult(pi,j , qi)
16: sumj = BFV.Add(sumj , ti,j)
17: //Combine outputs from all pairs of columns
18: return RotateAndCombine(sum0, . . . , summ/2−1)

19: function Decode(answer ans, index idx)
20: //ans is an output of Answer
21: anspt ← BFV.Dec(sk, ans)
22: return PtRowRot(anspt, N/2− (idx mod N/2))

Figure 2.7: Query, Answer, and Decode procedures for FastPIR. (pk, sk) is a
(public, private) key pair for the BFV scheme (§2.4.1). SubMat extracts a sub-matrix
of a matrix. RotateAndCombine refers to the optimized procedure to combine
ciphertexts (§2.4.3). PtRowRot is like BFV.RowRotate except that it operates
on BFV plaintexts rather than BFV ciphertexts.

2.5 Implementation details

FastPIR. Our prototype of FastPIR is ≈1000 lines of C++ and is available at https:

//github.com/ishtiyaque/FastPIR. We used the Microsoft SEAL library v3.5 [187]

for the underlying cryptographic operations of the BFV scheme. Recall that FastPIR

configures BFV so that it supports vectorized operations (§2.4.1). For vectorization, the

plaintext modulus p has to be a prime number congruent to 1 (mod 2N), where N is the

vector dimension of a BFV plaintext and equals 210 or a higher power of two (§2.4.1).

Moreover, one needs to choose p≪ q to ensure correct decryption. For Addra, we choose
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N = 212, p a 19-bit prime 270337, and q a 109-bit composite that is the product of

a 54-bit prime (18014398509309953) and a 55-bit prime (36028797018652673). These

parameters provide a 128-bit security level as guided by the homomorphic encryption

standard [10]. (One may choose different parameters for FastPIR based on application

requirements.)

Master-worker architecture for Addra. We implemented Addra server using a

master-worker architecture with many worker machines to distribute the PIR workload.

Specifically, during the dialing phase of a round in Addra’s protocol (§2.3.2), the master

receives CPIR queries from all devices and shards them across the workers, where a

worker gets a subset of the queries. Then, during the communication phase, the master

initiates each subround at a fixed schedule. During each subround, it waits to receive

messages from the clients, compiles them into a message library, and broadcasts the

entire message library to the workers. In case a laggard client fails to get its message to

the master during the time period the master waits for incoming messages, the master

buffers the laggard’s message for the next subround. If more than one message arrives at

the master from a client for the same subround, the master retains the latest message.

Meanwhile, to process CPIR queries, each worker computes the output of Answer on its

assigned subset of the queries and pushes the outputs to the client devices who registered

the queries.

Dialing protocol. Addra uses Pung’s protocol to initiate calls [17, Chapter 4.5.3]

(which in turn is based on Alpenhorn [134]). Briefly, a caller sends “hello” messages

encrypted with the callee’s public key to the server, who then broadcasts the set of

“hello” messages from all callers to all user devices. A callee decrypts the ciphertexts

using its private key and learns the content encryption key and the caller’s phone number
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(which are inside the hello message). This protocol is not efficient as the server broadcasts

the ciphertexts to the participants (although the server could use a CDN or multicast

protocols), and a callee decrypts ciphertexts from all users. Thus, Addra runs this

protocol infrequently (every five minutes; §2.6.3). A more efficient dialing protocol in

Addra’s threat model is still an open problem.

Options for which call to pick. A device may receive multiple incoming calls, or may

make an outgoing call at the same time a call comes in. In such scenarios, Addra exposes

all options to the device owner and lets them pick the call they want to participate in.

However, depending on which option a user chooses, they could leak some information

to the users who are on the other end in the non-chosen options. For instance, if Alice

receives a call from both Bob and Charlie, and decides to pick Bob’s call, then Charlie

may infer that Alice is busy. This leakage is not specific to Addra but applies to any

metadata-private system [15, 14]. As efficient solutions to this problem become available,

one could enhance the options-based approach currently implemented in Addra.

Other libraries and lines of code. Our prototype of Addra (https://github.com/

ishtiyaque/Addra) is ≈2,000 lines of C++ on top of existing libraries, including Fast-

PIR. Our implementation of the dialing protocol uses the libscapi [141] library for public-

key encryption using the Cramer-Shoup scheme [54] with a key size of 3072 bits which

provides 128 bits of security. It also uses AES-CBC implementation from OpenSSL

with a 128-bit key for end-to-end content encryption with 128 bits of security. It im-

plements the message library broadcasting mechanism from master to workers using

rpclib [178]. Finally, we use the open source implementation of LPCNet [151] for speech

encoding/decoding.
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Figure 2.8: (Left) Message latency with a varying number of users for eighty server
worker machines. (Right) Message latency with a varying number of server worker
machines for 32,768 users. Messages are 96 bytes in size. The y-axis is log-scaled. d
denotes CPIR recursion depth, where d = 1 denotes no recursion and d = 2 enables
recursion. Addra does not use recursion (§2.4).

2.6 Evaluation

Our evaluation answers the following questions:

1. What is Addra’s message latency, and how does it vary with the number of users

and server machines?

2. How much resource overhead (cpu, network upload and download) does Addra

impose on its server and users?

3. How does Addra compare to Pung [16, 13, 17], which is the state-of-the-art prior

system for metadata-private communication over completely untrusted infrastruc-

ture?

4. How does FastPIR compare to the state-of-the-art CPIR schemes, XPIR [3] and

SealPIR [13]?

A highlight of our evaluation results is as follows:

• Addra’s 99-th percentile message latency is 726 ms for 32,768 users and 80 server

machines. For the same configuration, Pung’s message latency is 5.2 seconds.
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• Addra’s server consumes 22.3 minutes of cpu time for a subround with 32,768 users,

where a subround corresponds to 480 ms of voice call. Translated to provisioning

burden, each user requires the server to provision 0.085 cpu for its call. In contrast,

Pung consumes 77.1 minutes of cpu time (3.45× higher) per subround.

• An Addra user downloads and uploads 55.1 and 1.08 MiB of data for each round

when 32,768 users use Addra, where a round corresponds to five minutes of voice call.

Thus, translated into bandwidth, Addra requires a download and upload bandwidth

of 1.46 Mbps and 30 Kbps, respectively. In contrast, a Pung client downloads and

uploads 250 MiB (4.6× higher) and 313 MiB (289× higher) for five minutes of voice

call data.

• FastPIR has a smaller server-side cpu time and a smaller response size relative to

XPIR and SealPIR, particularly when the number of messages in the PIR library is

greater than a threshold (≈ 20K).

Setup and method. We compare Addra to two variants of Pung: Pung-XPIR (P-

XPIR) and Pung-SealPIR (P-SPIR). The former is the original Pung system from OSDI

2016 [16] that instantiates CPIR with the XPIR scheme [3]. The second variant replaces

the XPIR scheme with the SealPIR CPIR scheme [13]. We include both variants as there

is no clear winner between them across all performance metrics. Further, we evaluate

these variants without (d = 1) and with CPIR recursion (d = 2). We do not experiment

with a recursion depth d > 2 as the server cpu time and the network transfers from

the server to the clients, which are the two key overhead metrics, grow significantly with

depth greater than two [13].

We configure Addra and Pung to provide a security level of 128-bits. Also, we con-

figure Pung to use its BST retrieval scheme in which a message recipient obliviously

searches through a tree while retrieving one message from the Pung server. This scheme
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is the most scalable retrieval scheme for Pung especially as the number of system users

increase; we discuss other retrieval schemes Pung supports in the related work section

(§2.7). For all of the systems, we deploy the server on a cluster of machines in AWS EC2

US East region (Ohio). Addra requires a master machine and a set of worker machines

(§2.5). For the master, we use a machine of type c5.24xlarge (96 vcpu, 192 GiB of

RAM and 25 Gbps of network bandwidth) which provides a high network bandwidth to

enable the master to broadcast the message library (the mailboxes) to the workers. For

the workers, we use the compute-optimized machines of type c5.12xlarge (48 vcpu,

96 GiB of RAM, and 12 Gbps of network bandwidth). Pung does not have a master

and therefore we use machines of type c5.12xlarge as its workers. To compensate for

the extra master machine assigned to Addra (relative to Pung), we assign two additional

worker machines of type c5.12xlarge to Pung.

Addra is required to process queries from all clients in every subround to meet its

security goals. Since we cannot run tens of thousands of clients in our infrastructure,

we employ a combination of real and simulated clients. We deploy 256 geographically

distant real clients in a machine of type c5.24xlarge in AWS US West (N. California).

The mean network RTT, as measured by Ping, between the server and these clients is

51 ms. During each round and subround, real clients send their queries and messages to

the server, and the server inserts the queries and messages of the remaining simulated

clients.

We configure Addra to run a round every five minutes and a subround every 480 ms.

This configuration results in a fixed message size of 96 bytes at each subround as the

LPCNet voice codec encodes a 40 ms audio frame into 8 bytes (§2.2.1) [206, 205]. We

vary the number of users (from 4,096 to 65,536) and the number of worker machines

(from 20 to 100). We repeat experiments for 10 trials. To account for tail latency, we

process the queries from real clients only after processing the queries from all simulated
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clients. Then, we measure the 99-th percentile latency observed by the real clients over

the 10 trials, the cpu time consumed by the server and the real clients, and the amount

of data uploaded and downloaded by the real clients.

2.6.1 Message latency

Variation with the number of users. Figure 2.8 (left) shows the 99-th percentile

message latency with a varying number of users when the server has 80 worker machines.

Addra’s message latency is 254 ms for 4,096 users and increases to 1678 ms for 65,536

users. This increase is due to three reasons. First, as the number of users increases, so

does the number of mailboxes and the time to broadcast their content from the master

to the workers (§2.5). Second, the number of CPIR queries the server processes every

subround equals the number of users (§2.3.2). Third, the time to process a CPIR query

increases with the number of mailboxes, so each worker takes longer to generate CPIR

responses. For 32,768 users, the latency is 726 ms, of which 398 ms is for CPIR query

processing at the workers, 186 ms is for broadcast of mailbox content from the master

to the workers, and the rest is for network transfers between the client and the server.

However, for 65,536 users, the latency increases to 1,678 ms, of which 1,186 ms is for

CPIR query processing alone. This processing time is higher than the 480 ms subround

time budget and thus voice packets start queuing up at the server for these many users.

Addra’s message latency is lower than Pung’s, specifically, that of Pung-XPIR by a

factor of 7.2× for 32,768 users, due to two reasons. First, a sender in Addra pushes a

message to the server, who performs CPIR processing and pushes the response to the

recipient—in total, the message traverses two hops (§2.3.2). In contrast, while the sender

in Pung pushes a message to the server in one hop, a recipient has to make ⌈log2(n+1)⌉

sequential round-trips to the server to fetch a message, where n is the number of users.
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Second, Addra uses FastPIR, which has lower server-side CPIR answer generation time

than XPIR or SealPIR used in Pung; we will expand on this difference shortly (§2.6.2,

§2.6.5).

Variation with the number of worker machines. Figure 2.8 (right) shows the 99-

th percentile message latency as a function of the number of worker machines when the

number of users is fixed to 32,768. Latency decreases for all systems with an increase

in the number of worker machines due to increased parallelization for CPIR answer

generation, but only up to an inflection point. Beyond this inflection point, adding

workers does not improve latency as the time to replicate mailboxes from the master

to the workers goes up, while the cpu on the workers starts to become idle. Thus, an

immediate scalability bottleneck in Addra is the time to broadcast mailboxes from the

master to the workers. Distributing the master or reducing the number of workers by

extracting more efficiency from each may further push out the inflection point.

2.6.2 Server-side cpu consumption

Figure 2.9 shows that server-side cpu time increases with the number of users. This

is expected as both the number of CPIR queries and the time to generate an answer

for each query increases with the number of users (§2.3.2). Addra’s cpu consumption is

lower than Pung’s. For instance, for 32,768 users, Addra takes 22.3 minutes while Pung

(with XPIR and CPIR recursion depth d = 2) takes 77.1 minutes (3.45× higher). If

we convert these times to cpu provisioning requirements, then for each subround lasting

480 ms or 0.48 seconds, Addra’s server consumes 22.3 minutes, or 1,338 seconds, of

cpu, which is provided by provisioning 1, 338/0.48 = 2788 cpus, or 0.085 cpu per user.

Similarly, each Pung user requires 0.29 cpu per user. A key reason for this difference is

that FastPIR in Addra consumes lower amount of server-side cpu relative to XPIR or
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Figure 2.9: Server-side cpu time per subround with a varying number of users. A
subround corresponds to 480 ms of voice call; in a subround, each user sends and
receives one 96 byte message.

SealPIR in Pung (§2.6.5). We note that even though a recursion depth of d = 2 reduces

cpu consumption relative to no recursion (d = 1), increasing depth further (d = 3)

does not reduce cpu consumption [13]. Furthermore, a higher depth increases network

overhead (§2.6.3). Thus, as mentioned earlier (§2.6), we restrict our experiments to a

depth of d = 2.

2.6.3 Client-side resource overheads

Network transfers. Figure 2.10 shows the amount of data a client downloads and

uploads for one round of communication (a round corresponds to five minutes of voice

call).

An Addra user downloads ≈55.1 MiB in a five-minute round when 32,768 users use
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Figure 2.10: Data downloaded and uploaded by a user per round with varying number
of users. A round corresponds to five minutes of voice call.

Addra. That is, each user requires 1.46 Mbps of network download bandwidth. Of the

55.1 MiB, ≈39 MiB is due to the communication phase of the round while the rest is

due to the dialing phase (§2.3.2). Further, the former is independent of the number of

system users, while the latter depends linearly on the number of users.

Relative to a non-private baseline which does not hide metadata, Addra’s network

overhead is significantly higher due to the use of CPIR, which encrypts messages into

BFV ciphertexts. For example, if the non-private baseline uses LPCNet which encodes

480 ms of speech in 96 bytes of data, then a user’s network download bandwidth will be

1.56 Kbps. In contrast, Addra encrypts the 96 bytes into a 64 KB ciphertext, which is a

682× increase.

However, relative to Pung, an Addra user downloads less data, by 4.5–45.7×, depend-

ing on the Pung variant. The improvement is due to two reasons. First, Pung requires a

message recipient to make multiple CPIR queries with the server to search through the

message library that is organized as a tree. Second, CPIR answer size increases with a

higher CPIR recursion depth (d = 2 versus d = 1). Addra’s FastPIR, on the other hand,

operates at d = 1 to keep CPIR answer sizes, and thus the downloads, smaller (§2.4).

An Addra user uploads one CPIR query per round during its dialing phase. The

Addra server then reuses the query across subrounds (§2.3.2). Even though the query

size for Addra is larger compared to that of Pung (§2.6.5), unlike Pung, this cost is
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amortized over multiple subrounds of the communication phase. As a result, Addra’s

upload network transfers are small: ≈1.1 MiB per round, or 30 Kbps.

We remark that even though Addra’s instantaneous network overhead (1.46 Mbps

download and 30 Kbps upload) appears manageable, it adds up over time due to the

involvement of a client in dummy calls (§2.3.2). Thus, Addra requires certain conditions

such as unlimited network downloads for its clients to be deployable. We anticipate that

in the future, as the need for privacy increases, so will advances in network technology

that will provide options for unlimited data.

cpu time. An Addra client consumes ≈27.5 seconds of cpu time per a five-minute

round when the number of users is 32,768. 94% of this time is from the dialing protocol

(§2.5). For the same configuration, a Pung client consumes 1.7–63× higher cpu, primarily

due to multiple CPIR queries with the server for transmitting each message.

2.6.4 Discussion on voice quality

The quality of voice calls and user experience depends on several factors includ-

ing message transmission latency, jitter (the inconsistencies among packet arrival inter-

vals [123]), and the effectiveness of the voice encoder that converts human speech into a

digital signal. This section briefly discusses Addra’s performance on these metrics.

We reported Addra’s message transmission latency in §2.6.1. Specifically, latency

varies with the number of users, and is lower for a lower number of users. For example,

for 8K users, the latency is 306 ms, which is below the ITU-G.114 recommended value of

400ms [119]. As the number of users increases, Addra’s latency crosses the recommended

value, but stays below one second for a significant number of users (32,768); this value

of one second is critical as it is possible to make voice calls at this latency [133].

To measure jitter, we ran Addra for one round (i.e., 5 minutes of voice call) with 80
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worker machines and a varying number of users. Ideally, a user should receive a voice

packet every 480 ms, which is the duration of one subround. We measured the interval

between consecutive packet arrival timestamps and calculated the absolute deviation of

this value from 480 ms as jitter. Addra’s mean jitter is 4.1 ms for 4,096 users and increases

to 36.8 ms for 32,768 users. This increase with the number of users is correlated with

higher cpu and network load at the server.

Finally, the effectiveness of voice encoding is a property of the encoder. Addra’s

current prototype uses the LPCNet [151] encoder developed by Mozilla. Conducting a

user experience study on LPCNet’s quality is outside the scope of this paper, but we

refer the reader to the original paper on LPCNet that discusses a subjective assessment

of LPCNet’s quality based on an experiment with one hundred human listeners [205].

2.6.5 Comparison of CPIR schemes

A core component of Addra and Pung is the CPIR cryptographic primitive. Pung

uses either XPIR or SealPIR, which are also the state-of-the-art schemes. Addra uses

FastPIR (§2.4). This section compares the cost of these CPIR schemes in isolation.

Besides, since CPIR applies to several other contexts [150, 93, 31, 63], this section sheds

light on which scheme could be better for which application.

We microbenchmarked the XPIR, SealPIR, and FastPIR libraries on a single cpu of

an AWS instance of type c5.12xlarge (48 vcpu, 3.6 GHz, 96 GiB RAM). We configured

all three libraries for a 128-bit security level. However, XPIR does not set parameters

from the homomorphic encryption standard [10], and its parameters are smaller relative

to those for SealPIR and FastPIR.

We varied the number of messages in the library (n ∈ {213, . . . , 220}) and the size

of each message (m ∈ {96B, 256B, 1024B}). The lowest value of n captures a small
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Figure 2.11: cpu time to run the Answer CPIR procedure for XPIR (X), SealPIR
(S), and three variants of FastPIR (F) with a varying number of messages n in the
server library and a varying size m of each message. F-1 and F-2 are intermediate
baselines for FastPIR: F-1 leaves out both optimizations for the rotation operations
(§2.4.3 and §2.4.4), while F-2 leaves out only the optimization in §2.4.4. Both axes
are log-scaled. d denotes recursion depth (§2.4). FastPIR does not use recursion (sets
d = 1, which means no recursion). For both XPIR and SealPIR, an optimization
to aggregate multiple small messages into a larger one (called aggregation in the
literature) is enabled.

library with a few thousand messages, while the other extreme of n = 220 demonstrates

how FastPIR scales with the number of messages relative to the other CPIR libraries.

Similarly, the different message sizes demonstrate performance for scenarios with small

messages (for example, Addra) and also larger messages.

We measure and report both cpu and network overhead for query generation (Query),

answer generation (Answer), and answer decode (Decode) CPIR procedures, for 10

trials. Given that the CPIR cost in Addra is dominated by the cost to run the Answer

procedure, we describe the results while focusing on Answer. At a high level, FastPIR

keeps both the cpu cost for Answer and the size of Answer output small, while XPIR

and SealPIR sacrifice one of the two.

cpu time for Answer. Figure 2.11 shows the cpu time for the Answer procedure

for different values of n and m. Beyond a threshold n, and for all values of m, FastPIR

consumes the least amount of cpu time for Answer independent of whether the baselines

use recursion or not (d = 1 is no recursion, and d = 2 enables it). For instance, when

n=220 and m=256B, Answer in FastPIR takes 2.5× less time than XPIR (d = 2) and
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n = 32,768 n = 1,048,576

X(d = 1) X(d = 2) S(d = 1) S(d = 2) F(d = 1) X(d = 1) X(d = 2) S(d = 1) S(d = 2) F(d = 1)

query size (KiB)
m = 96 bytes 33,856 2,112 32 64 1,024 1,082,432 11,776 928 64 32,768
m = 256 bytes 95,328 3,520 96 64 1,024 3,050,432 19,776 2,752 64 32,768
m = 1024 bytes 524,288 8,192 512 64 1,024 16,777,216 46,368 16,384 64 32,768

answer size (KiB)
m ∈ {96B, 256B, 1024B} 32 256 32 320 64 32 288 32 320 64

client cpu costs (ms)
QUERY (m = 96B) 118.6 7.4 0.7 1.4 21.3 3801.8 41.5 19.2 1.4 679.0
QUERY (m = 256B) 335.2 12.4 2.0 1.4 21.4 10711.3 69.8 56.9 1.4 678.6
QUERY (m = 1024B) 1841.6 28.8 10.6 1.4 21.4 58990.8 164.2 338.8 1.4 678.7
DECODE (m ∈ {96B, 256B, 1024B}) 0.1 0.41 0.19 1.88 0.36 0.1 0.37 0.2 1.86 0.41

Figure 2.12: Network costs and client-side cpu costs for XPIR (X), SealPIR (S), and
FastPIR (F) with a varying number of messages (n) and the size of each message
(m) in the server library. d denotes recursion depth (§2.4). FastPIR does not use
recursion (sets d = 1, which means no recursion). For both XPIR and SealPIR, an
optimization to aggregate multiple small messages into a larger one (called aggregation
in the literature) is enabled.

2.7× less time than SealPIR (d = 2).

The figure also shows the impact of FastPIR’s optimizations (§2.4.3, §2.4.4) in re-

ducing its cpu overhead. For smaller values of n, the impact of these optimizations is

significant. For instance, for n=215 andm=256B, FastPIR without the two optimizations

(F-1 in the figure) is 2.73× more expensive than the full-fledged FastPIR, while FastPIR

without its last optimization in §2.4.4 (F-2 in the figure) is 1.45× more expensive than

FastPIR will all optimizations enabled. But, as n increases the lower cpu time benefit

of the optimizations diminishes. This trend is expected as for larger n the cost for the

Answer procedure is dominated by the time to run the BFV.ScMult and BFV.Add

operations rather than the rotation operations, which is what the optimizations focus on

(§2.4.2–§2.4.4).

Output size of Answer. Figure 2.12 shows the size of the CPIR response generated

by the Answer procedure for the three CPIR schemes. When the schemes do not use

recursion (d = 1), their answer output sizes are smaller relative to when they use recur-

sion, although FastPIR’s response size is double the size of XPIR and SealPIR. However,
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d = 1 is not a viable solution for either XPIR or SealPIR. For XPIR, the query size is

large for d = 1, which increases network bandwidth and cpu time for processing of CPIR

queries (Figure 2.9). For SealPIR, the compressed query is smaller on the wire, but the

expanded query has comparable size to that of XPIR. Furthermore, the cost to expand

adds significant cpu time for SealPIR d = 1.

When the schemes use recursion (d = 2), both XPIR and SealPIR do not have the

query-size drawback, but increase answer output size, by 8 to 10 times, relative to the

d = 1 setting. Overall, FastPIR produces smaller responses (answer outputs) without

large queries (XPIR with d = 1) or significant addition to computation time (SealPIR

with d = 1).

Query-related overheads. Query generation time and query sizes are significantly

larger in FastPIR than SealPIR (especially when the latter uses recursion). For instance,

query size for 215 items in SealPIR with d = 2 is 17 times smaller than the query size in

FastPIR (with d = 1). However, FastPIR’s query sizes are either smaller or comparable

to those for XPIR, depending on recursion depth and message size.

Summary. If Answer is invoked frequently for an application with a library that has

over several tens of thousands of messages, then FastPIR is a better fit. However, if the

application cannot be designed such that its costs are dominated by those of Answer,

then SealPIR or XPIR may be a better fit.

2.7 Related work

Onion-routing. Systems such as Tor [203], which are based on onion-routing [90,

173], can support anonymous VoIP calls with low message latency. However, they do not
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provide strong guarantees. Indeed, a network adversary, such as an ISP, can learn call

metadata via traffic analysis [37, 127, 165, 152, 111].

Mix-nets. Chaum introduced a mix-net: a network of nodes in which each node (called

a mix) batches incoming messages and releases them in a permuted order [41]. A mix-net

based system fundamentally requires at least one mix to be trusted [209, 204, 128, 132,

130, 169, 129, 133, 135, 136]. Yodel [133] is a state-of-the-art system based on mix-nets

that specifically targets voice calls. Yodel scales to a few million users while providing a

sub-second message latency. However, Yodel assumes that a fraction of the mixes it uses

(80%) are not compromised. As one relaxes this assumption, say to make the fraction

of trusted mixes to be 70% or lower, Yodel increases the latency between a caller and a

callee.

DC-nets. Unlike a mix-net, a dining cryptographers network (DC-net) provides un-

conditional security using a technique that requires broadcasting of messages between

network participants [40]. Due to the broadcasting requirement, earlier systems based

on DC-nets scaled to only tens of participants [86, 194, 51]. Later systems [222, 52]

improved scalability but at the cost of relaxing the threat model. For instance, Dissent

in numbers [222] scales to 5000 clients with 600 ms latency for 600-client groups, but

runs a DC-net among a (smaller) group of servers while assuming that one of them is

trusted.

PriFi [25] is the latest DC-net based system. It improves latency for a LAN setting

of a small organization with a few hundred users (latency is 100 ms for 100 users). PriFi

does not scale to thousands or tens of thousands of users. It also assumes that one of its

servers in the group of servers is trusted.
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Private mailboxes. Systems based on private mailboxes either obliviously write to [50,

73] or read from [16, 13, 183, 31, 125] mailboxes hosted over untrusted servers. The

state-of-the-art system based on this strategy that works over completely untrusted in-

frastructure is Pung [16, 13] (rest of the systems assume non-colluding servers).

We empirically compared Addra to Pung, particularly to its scalable tree-based mes-

sage retrieval scheme called BST (§2.6). Pung offers two other retrieval schemes: one

called explicit retrieval and the other based on Bloom filters. The explicit scheme re-

quires two round trips between a message recipient and the server, and incurs comparable

server-side cpu overhead as the BST scheme. However, it is not viable in terms of net-

work overhead as the server has to frequently broadcast a mapping comparable in size

to the entire message library. For instance, for 32K users, the server pushes 625 MiB of

mapping data every five minutes to every user, thus adding a bandwidth requirement of

16.6 Mbps per user.

The Bloom filter scheme significantly lowers the network overhead relative to the

explicit scheme. However, its overhead is still linear in the number of objects (so it is not

a viable solution as the system scales up to hundreds of thousands of users). Besides, it

works probabilistically: a message recipient is not guaranteed to download the message

sent by the sender, thus degrading the quality of service by a non-zero amount.

Although Addra supports synchronous voice calls at scale, and Pung does not (§2.6.1),

Addra does not replace Pung, which is designed for asynchronous applications such as

email and chat. Indeed, Addra cannot retrieve long-lived messages from the server, which

is a requirement for such applications.

Private information retrieval (PIR). Chor et al. [46, 44] introduced the problem

of PIR over multiple non-colluding servers, while Kushilevitz and Ostrovsky [126] intro-

duced CPIR over a single untrusted server. Since these decades old seminal works, there
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have been numerous improvements to concrete constructions of PIR. For instance, some

schemes reduce PIR overheads [198, 62, 13, 3, 61], while others improve answer recovery

against a byzantine server [159, 64]. In this paper, we introduced FastPIR, a new CPIR

scheme that reduces the server-side computation overhead relative to the state-of-the-art

CPIR schemes [13, 3] (§2.6.5).

2.8 Summary and future work

Metadata from voice calls contains rich information about people’s lives, and is a

prime target for powerful adversaries such as nation states. Prior work that hides meta-

data either requires trusted intermediaries or does not scale to more than tens of users for

low-latency voice calls. This paper described Addra, the first system that hides metadata

for voice calls over completely untrusted infrastructure for tens of thousands of users. Ad-

dra’s current prototype supports 32,768 users on a cluster of 80 machines with a message

latency of 726 ms and a voice synthesis rate of 1.6 Kbps. Addra provides its performance

and privacy properties through a new, simple, and efficient protocol to access private

mailboxes hosted on an untrusted server (§2.3), and a new private information retrieval

(PIR) scheme, FastPIR (§2.4).

Our future work involves further scaling Addra from tens of thousands of users to hun-

dreds of thousands or a few million users. To accelerate CPIR computation, a promising

direction could be to explore efficient implementations of the master-worker architecture

of Addra’s server, as well as increased efficiency for the workers using GPUs and FP-

GAs. For the latter, one would have to address challenges related to running PIR on a

heterogeneous system. Finally, a full-fledged Addra system would require extending its

support from peer-to-peer voice calls to group calls.
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Chapter 3

Coeus: A System for Oblivious

Document Ranking and Retrieval

3.1 Introduction

As a motivating example, consider Ziv, who identifies with a non-binary gender,

chooses to keep this preference secret from a conservative family, and considers Wikipedia

a reliable source of information. Ziv wants to attend a gender-specific event and wishes to

read about the event’s history before attending it. As usual, Ziv opens Wikipedia, enters

a search query (e.g., “History of event in San Francisco”), and selects one of the links

to get the desired information. However, this time Ziv feels concerned about privacy

due to recent, high-profile data breaches, via insider attacks [84], external hacks [26, 110,

147], mass surveillance by an ISP [18], and even financial pressure [180]. Can we enable

Ziv to search for and retrieve documents from Wikipedia, or more generally any public

document repository, privately? Furthermore, can Ziv get peace-of-mind with provable

privacy guarantees?

Ziv’s situation is one example of a fundamental problem this paper addresses: the
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oblivious document ranking and retrieval problem. An abstract formulation of the problem

is as follows. A user holds a search query q containing multiple keywords, while a server

holds a set of public documents D. The user enters q in a web browser (or app), which

interacts with the server to enable the user to select and view one of the K documents

that have highest relevance to q. The privacy requirement is that nobody besides the

user (neither the server nor a network eavesdropper) must learn any information about

q or the document viewed by the user.

We emphasize that this problem is quite different from the problem of searching and

ranking on encrypted data that has received much attention in the literature (e.g., [195,

32, 39, 216, 104, 60, 58, 114, 199, 233, 65, 215, 103, 161, 161, 213, 120, 193, 4, 200, 226];

§3.7). In searching on encrypted data, the data is private (owned by the user), while in our

problem the documents are public and known to the server (for example, the Wikipedia

server owns the documents). This difference in setting enables fundamentally different

techniques; for example, if the documents are private, then the owner may encrypt and

arrange them in a tree data structure, as in oblivious RAMs [89, 197]. Such encryption

is not possible if the documents are public.

Instead, oblivious document ranking and retrieval is more closely related to the prob-

lem of private information retrieval (PIR) [44, 126], although with significant differences.

PIR, in its most basic form, allows a user to privately retrieve a document by specifying

an index in a list (e.g., retrieve the 34-th document from the list of 1,000 documents). In

contrast, in our problem a user specifies a multi-keyword search query and not an index.

Two extensions to PIR, namely PIR-by-keywords [45] and private stream searching [162,

28], allow the user to retrieve documents that match keywords—but without considera-

tion of ranking. As an example, suppose the user’s string is “Cristiano Ronaldo”. Then,

with PIR-by-keywords, the user will get one of the many articles that contain the name

of the famous soccer player. On the other hand, with private stream searching, the user
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will get all documents that mention Ronaldo, without any ranking or ordering, possibly

overwhelming the user.

This paper describes Coeus, the first system for oblivious document ranking and

retrieval over public documents under a strong threat model that does not make assump-

tions about the server. Coeus ranks a document’s relevance given a user query using the

term frequency-inverse document frequency (tf-idf) statistical method [181, 185] (§3.3.1),

which is used commonly in text-based recommender systems in digital libraries. Coeus

imposes a latency of a few seconds on a user while providing provable guarantees.

At a high-level, Coeus composes the secure matrix-vector product primitive [87, 101,

102, 121] with PIR. One natural way to do their composition is a two-round protocol,

where in the first round the user securely multiplies the query q with the tf-idf matrix

to obtain scores for all the documents, and then in the second round retrieves the top-K

documents obliviously using PIR. The challenge though is the high server-side overhead,

imposed by both secure matrix-vector product and PIR. Fundamentally, if the server

must learn no information about the user query or the retrieved document, then it must

process its entire state comprising the tf-idf matrix and the document library; else, the

server will learn information about keywords that are not in the query, or the documents

that are not retrieved by the user (§3.2.3).

Coeus responds to this challenge in two ways. First, at the protocol-design level,

instead of using the natural two-round protocol, Coeus uses a new three-round protocol

that separates out metadata retrieval from document retrieval. In the first round, as

in the two-round protocol, a user converts the query q into an encrypted vector, sends

it to the server, and obtains encrypted relevance scores for the documents by securely

multiplying the vector with the tf-idf matrix. Then, in the second round, the user retrieves

short descriptions and title (metadata) for top-K scoring documents from a metadata

library using multi-retrieval PIR that can concurrently retrieve multiple objects [13, 108].
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Finally, in the third round, the user retrieves a single document that the user wants to

view in detail using a single-retrieval PIR [13, 3].

Coeus’s three round protocol reduces PIR overhead relative to the two-round protocol.

Not only does a user retrieve K smaller metadata instead of K documents, but the

separation of metadata from document retrieval enables the server to pack variable-sized

documents and compress the document library, thereby reducing PIR compute time.

Coeus’s second idea further improves the overhead of the first round through a new se-

cure matrix-vector product primitive that fundamentally reduces server-side work (§3.4.2,

§3.4.3), and distributes this work efficiently across a cluster of machines (§3.4.4). Coeus

starts from the state-of-the-art construction of Halevi and Shoup that works for a square

matrix block with few thousand rows and the same number of columns [101, 102] (§3.3.2).

First, Coeus observes and eliminates redundancy in the calls to an underlying homo-

morphic rotation operation; this optimization reduces overhead by a constant factor of

approximately four (§3.4.2). Second, Coeus amortizes the overhead of homomorphic

rotations across multiple blocks of the tf-idf matrix (§3.4.3). Third, Coeus efficiently

distributes the computation for thousands of matrix blocks (the tf-idf matrix is large

consisting of several hundred billion elements) onto a cluster of machines arranged in a

master-worker-aggregator architecture. During workload distribution, Coeus preserves

the benefits of amortization while keeping in check the network transfer overhead, by

including an optimizer that finds the optimal shape of the submatrices at the worker

nodes (§3.4.4). Although Coeus’s secure matrix-vector product scheme is designed keep-

ing Coeus’s scale in mind, it may find uses in other applications especially where matrices

are large.

We have implemented (§3.5) and evaluated (§3.6) a prototype of Coeus. On an Ama-

zon EC2 cluster (97 machines for document relevance scoring, 7 for metadata retrieval,

and 39 for document retrieval), and for a document library consisting of a corpus of
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Figure 3.1: An overview of Coeus’s three-round protocol: query-scoring, metadata-re-
trieval, and document-retrieval.

English Wikipedia with 5M documents, Coeus’s latency is 3.9s for oblivious document

ranking and retrieval. In contrast, without Coeus’s two techniques, its latency over the

same cluster would be 93.9s—thus an improvement of 24×. If Coeus’s resource overheads

are converted to dollars, then it costs 6.5 cents per request, in contrast to 1.62 dollars

for the baseline.

Coeus’s absolute overheads are substantial: each request keeps a cluster of machines

busy for up to a few seconds. Thus, it may not be used for every request. However, Coeus

scales horizontally, as one can replicate its setup, for example, at various CDNs. But

more importantly, Coeus shows that Ziv could choose to get strong privacy guarantees

while retrieving documents from Wikipedia, without waiting for tens of seconds for the

webpage to load, and without draining wallet balance (e.g., hundred private requests per

month would cost Ziv 6.5 dollars rather than 162 dollars).

3.2 Architecture and overview

Coeus is designed for private retrieval of public documents. Abstractly, a user holds

a multi-keyword query q and a server holds a library of n documents and their metadata

(information such as the document title and a short text description). Similar to how

search engines work, Coeus takes as input the query q and enables the user to select and
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view one of the K ≥ 1 documents that rank highest for q. In the process, an adversary

who may compromise the server hosting the library or the network learns no information

about q.

3.2.1 Approach and architecture

An approach to realize the picture described above is to incorporate fully homomor-

phic encryption (FHE) [81]: the user encrypts q using FHE and sends it to the server,

who homomorphically ranks and sends the top-K documents back to the user. On the

plus side, the user retrieves the documents in a single round of communication, but on

the negative side, the server’s computational work is prohibitively high due to the large

expense of the homomorphic comparison operation [lou2019glyph, 115].

An alternative to the single-round approach is to split document ranking and retrieval

into separate protocol rounds. In the first round, the user retrieves scores for each of the

n documents, and locally compares them to learn indices for the top-K documents. Then,

in the second round, the user obliviously retrieves the K documents from the server’s

library. A downside of this two-round protocol is that the user’s device downloads K

documents rather than the one document the user eventually views in detail.

Coeus instead follows an approach consisting of three rounds of query-scoring,metadata-

retrieval, and document-retrieval that run in succession. These rounds are depicted in the

three sub-figures of Figure 3.1, that also shows Coeus’s client-server architecture, and the

server’s three components: a query-scorer, ametadata-provider, and a document-provider.

In the query-scoring round, Coeus’s client, running on a user’s device, encodes the user

query q into a suitable format (for example, a Boolean vector), encrypts it, and sends it

to the query-scorer component of the server. The query-scorer maintains a data structure

to score documents against user queries and returns an encrypted vector whose i-th com-
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ponent contains the query’s score for the i-th document in the server’s library. The client

then locally processes the score vector to obtain the K indices {idx1, idx2, . . . , idxK} for

the K vector entries that have the highest values.

Next, in the metadata-retrieval round, the client takes the K indices, encodes and

encrypts them in a specific way that enables oblivious retrieval of the metadata, and

sends them to the metadata-provider (the middle diagram in Figure 3.1). The metadata-

provider sends back the entries in the metadata libraryM corresponding to theK indices.

The client presents the metadata of the top-K documents to the user and asks the user

to select one of the documents.

Finally, in the document-retrieval round, the client uses the metadata from the previ-

ous round to get a document from the document-provider component of the server. Since

document sizes vary and Coeus must not reveal the length of the retrieved document,

the document-provider packs the n documents in the document library D into npkd ≤ n

equal-sized objects. Such packing is possible as Coeus can add a document’s location

(e.g., the index of the object into which a document is packed) to the metadata of the

document that is retrieved before the document. The user’s device downloads an entire

object and locally selects the required document.

3.2.2 Assumptions and guarantees

Threat model. Coeus assumes a strong adversary who may arbitrarily compromise

the server or the network. For instance, it may log and process network packets, or the

requests received and the responses sent by the server.

We assume that the adversary cannot break standard cryptographic assumptions,

such as the semantic security of encryption. We also assume that the adversary does not

compromise the user device.
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Although we consider server-side side channels (disk access patterns, memory access

patterns, etc.), we do not consider side channels that exist due to a client’s participation

in the system. In particular, we let the adversary learn the number of queries a user

makes, the wall-clock times at which the user makes these queries, and the time the user

spends in selecting one of the K documents to view in detail. A user who wishes to

hide this information can send queries at a fixed schedule, and send dummy queries (e.g.,

“Cristiano Ronaldo”) if needed, as in communication metadata hiding systems [7, 16,

132, 204].

Privacy guarantee. Coeus guarantees query privacy. Informally, an adversary learns

no information about the user query q (which also means it learns no information about

the metadata or the document returned by the server). This notion of privacy is formal-

ized via a security game between a challenger and an adversary, in which the adversary

supplies two queries, the challenger simulates Coeus’s protocol for one of them, and the

adversary guesses which query the challenger picked. In Coeus, the adversary cannot

identify the query choice with probability significantly better than that of random guess-

ing (1
2
).

Non-guarantees. Coeus does not guarantee content integrity that undermines cor-

rectness but not privacy. Indeed, the server may compute scores incorrectly, or return

documents that do not match the requested indices. Coeus could be extended to add

protection against these attacks through additional techniques such as verifiable compu-

tation [36, 166].

3.2.3 Challenges

Coeus’s three round protocol already improves over alternatives such the one-round
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or the two-round protocol (§3.2.1). But still, Coeus must manage the high server-side

compute overhead. This challenge is fundamental and best illustrated by an example.

Suppose that a client makes a query through Coeus. Then, the three server components,

namely, the query-scorer, the metadata-provider, and the document-provider must pro-

cess their entire state (the data structure for scoring, and the libraries M and D) to

service the user query. Indeed, if the server were given an information that would allow

it to process a subset of the scoring data structure or the libraries (say leaving out a

particular document of D), then the server would learn information about the query key-

words or the document that the user is not interested in. Although, we cannot break this

fundamental lower bound [27], our goal is to improve the concrete efficiency and provide

low-latency, affordable ranking and document retrieval.

3.3 Background and protocol

This section describes the scoring method Coeus uses to determine a document’s

relevance given a user’s query (§3.3.1), cryptographic primitives Coeus builds on (§3.3.2),

and Coeus’s protocol (§3.3.3) that composes these primitives to provide query privacy

(§3.2.2). This protocol is an intermediate design point for Coeus, as one of the protocol

components requires further optimizations (§3.4).

3.3.1 Term frequency-inverse document frequency

Coeus uses the term frequency-inverse document frequency (tf-idf) measure [181, 238,

185] to determine document relevance given a user query. This method is used popularly

in the information retrieval community. It also expresses the scoring function as a matrix-

vector product, which is a linear computation that can be performed somewhat efficiently

over encrypted data (§3.3.2). Given that tf-idf is well-studied, we do not go into its lower-
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level details, but instead focus on the matrix-vector computation structure.

The main idea behind tf-idf is to assign a weight to each (term, document) pair, where

a term is, a keyword or a phrase, and the weight reflects how important or relevant the

term is to a document in a collection of documents. Thus, a corpus of documents is

represented by a tf-idf matrix, where the matrix rows correspond to the documents in

the corpus, and the columns correspond to terms in the corpus.

With this arrangement, a common way to score a document d for a query q is to add

the tf-idf weights for all terms in the query. This computation can be expressed as a

matrix-vector product. The query is converted to a binary vector, whose j-th component

is 1 if the j-th term in the corpus is present in the query. Then, the score of a document

is the dot product of the query vector with the row vector for the document in the tf-

idf matrix. More generally, the scores for all documents are computed by taking the

matrix-vector product of the tf-idf matrix and the query vector.

3.3.2 Cryptographic building blocks

Coeus obliviously performs the scoring computation and retrieves the best match-

ing documents and their metadata (§3.2.1), using two cryptographic primitives: secure

matrix-vector product [87] and private information retrieval (PIR) [44, 126]. The state-

of-the-art constructions of these primitives [13, 101, 102] in turn rely on an underlying

homomorphic encryption (HE) scheme based on lattices. The literature offers many

lattice-based HE schemes [143, 75, 33, 81, 34]; we use and describe the BFV scheme [75,

33] due to its maturity [187] and involvement as a leading candidate in homomorphic

encryption standardization efforts [10].

BFV homomorphic encryption scheme. In the more efficient vectorized version of

BFV, a plaintext is a vector with N components and a ciphertext is a vector with 2N
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components, where N is of the form 2x in {211, . . . , 215} [10]. For the plaintext, each

component is an element of Zp, which is the set of integers modulo p. Meanwhile, each

component of the ciphertext vector is an element of Zp′. The parameters N, p, p′ can be

tuned for a desired security level [10](§3.5).

The BFV encryption algorithm adds “noise” when encrypting a plaintext into a

ciphertext. 1 This noise grows as homomorphic operations are performed on the cipher-

text. To ensure that the noise does not grow to a point where the ciphertext cannot be

decrypted, p′ ≫ p must be ensured.

The BFV scheme supports three homomorphic operations, BFV.Add, BFV.ScMult,

and BFV.Rotate, that are used in the higher-level secure matrix-vector product and

PIR primitives.

• BFV.Add takes as input two ciphertexts c1 and c2 and produces a ciphertext cout

that decrypts to the component-wise sum of the plaintext vectors in c1 and c2.

• BFV.ScMult takes as input a plaintext vector s (of same domain as a BFV plain-

text) and a ciphertext vector c and produces a ciphertext cout that decrypts to the

component-wise product of s with the plaintext vector in c.

• BFV.Rotate takes as input a ciphertext c, an integer 1 ≤ i ≤ N − 1, and a set

of rotation keys RK, and produces a ciphertext cout that decrypts to the plaintext

in c rotated left cyclically by i positions. For instance, if c encrypts the plaintext

(a, b, c, d), then a rotation by i = 3 produces a ciphertext that decrypts to (d, a, b, c).

The set of rotation keys RK is configurable and the rotation is performed as a combina-

tion of the rotation keys, each of which indicates the number of positions to rotate. On the

one extreme, RK = {rk1} contains a single rotation key, where rk1 performs rotations by

one position. In this configuration, each call to BFV.Rotate resolves into i single position

1For the readers familiar with differential privacy [71], we remark that the noise in the context of
homomorphic encryption is semantically much different from the noise added for differential privacy.
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Figure 3.2: An illustration of secure matrix-vector product construction of Halevi
and Shoup [101, 102] for a 4× 4 matrix.

rotations. Although the size of RK is small, this configuration is impractical due to signif-

icant noise growth. On the other extreme, the set RK = {rk1, . . . , rkN−1} contains N−1

keys, and BFV.Rotate calls a single i position rotation with the key rki. This configura-

tion keeps noise growth in check (and reduces cpu time of BFV.Rotate), but drastically

increases the size of RK needed for BFV.Rotate (with our parameters, all N − 1 keys

in RK would be ≈1.5 GiB). So we assume the default configuration implemented in the

state-of-the-art library for BFV [187], where RK = {rk20 , rk21 , . . . , rk2log(N)−1} contains

log(N) keys for all powers of two between 1 and N − 1, and rotations by i are performed

using the rotation keys corresponding to positions of 1s in i’s binary representation. Thus,

rotation by i uses as many keys as the number of 1’s in i’s binary representation (i.e.,

i’s Hamming weight); we call such internal calls to a primitive rotation operation that

rotates by a power-of-two amount as BFV.PRot. Further, since the set of rotation keys

is fixed, we will assume the set of rotation keys is implicit when specifying the rotation

operation.
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Secure matrix-vector product. A protocol for secure matrix-vector product runs

between a client and a server, where the client has a vector, the server has a matrix, and

at the end of the protocol the client learns the result of the matrix-vector product. In

the process, the server learns no information about the values in the client vector.

The literature on cryptography offers many constructions for secure matrix-vector

product (e.g., [87, 118, 101, 121, 12, 68, 102]). The state-of-the-art construction is that

of Halevi and Shoup [101, 102]. It operates over square matrices of dimension N × N

(where N is the number of components in plaintext vectors of a lattice-based HE scheme).

The main idea of the Halevi-Shoup construction is illustrated in Figure 3.2. The

client starts by encrypting its vector of dimension N ×1 using a lattice-based HE scheme

and calling its function. The server then performs the product of the vector with its

plaintext matrix using the BFV.ScMult homomorphic operation. The key point here

is that the server multiplies the diagonals of the matrix with the rotations of the client

vector. For instance, sayN = 4 and the matrix is as shown in Figure 3.2. Then, the server

first scalar-multiplies the client vector that encrypts (v1, v2, v3, v4) with the matrix’s main

diagonal (a1, b2, c3, d4) to get a ciphertext that encrypts (a1 ·v1, b2 ·v2, c3 ·v3, d4 ·v4). Then,

the server rotates the client vector by one position using BFV.Rotate and multiplies the

rotated vector with the matrix diagonal adjacent to the main diagonal to get encryption

of (a2 ·v2, b3 ·v3, c4 ·v4, d1 ·v1). And so on. Finally, the server adds (using BFV.Add) all the

intermediate ciphertexts to get one ciphertext containing the result of the matrix-vector

product.

We emphasize that the Halevi-Shoup method is much more efficient than naive

matrix-vector multiplication that multiplies the input vector with the rows of the matrix

(rather than its diagonals). In the naive scheme, the server would have to perform log(N)

rotations for each row to add all components of the dot product and allocate the result

correctly in the output vector. The Halevi-Shoup construction reduces these log(N) ro-
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tations per-row down to 1 by performing multiplications in diagonal order. In total, the

construction makes N calls each to BFV.ScMult, BFV.Add, and BFV.Rotate.

One can trivially support matrices larger thanN×N , say of dimension (m·N)×(ℓ·N),

by partitioning it into square blocks of size N×N . (In case the original matrix dimensions

are not multiples of N , then the matrix can be padded.) In this case, the aforementioned

costs get multiplied by the number of blocks m · ℓ in the larger matrix.

Private information retrieval (PIR). A PIR protocol [44, 126] runs between a client

and a server, where a client has an index i between 1 and n, and the server holds a set

of n items. The protocol allows the client to retrieve the i-th item while hiding the value

of i from the server.

PIR exists in two flavors: computational PIR (CPIR) [126] and information-theoretic

PIR (ITPIR) [44]. CPIR protocols are computationally more expensive but make no

assumptions about the server (except standard cryptographic assumptions). On the

other hand, ITPIR protocols are more efficient, but require non-colluding servers. For

Coeus, we use a CPIR protocol due the alignment of CPIR assumptions with Coeus’s

threat model (§3.2.2).

Although a PIR protocol allows a client to retrieve one document, it can be extended

to retrieving K > 1 documents without naively running K parallel instances of a single-

retrieval PIR protocol. These more efficient schemes for multiple retrievals are called

multi-retrieval PIR [13, 108].

3.3.3 Coeus’s protocol

Coeus composes secure matrix-vector product with PIR. Specifically, the query-scorer

in Coeus’s server (§3.2.1) maintains a tf-idf matrix, and during the query-scoring round

of Coeus’s protocol, uses secure matrix-vector product to score documents against a user
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query. This is possible as the scoring computation with tf-idf is a matrix-vector product

(§3.3.1).

In rounds two and three, a Coeus client and the server use PIR. Specifically, in

round two, Coeus runs multi-retrieval PIR between the client who has K indices and the

metadata-provider who has the metadata library. For round three, the client and the

document-provider use single-retrieval PIR.

A subtle issue for the third round is that of document sizes, which can vary. But PIR

expects all objects in the server’s library to be of the same size. Coeus addresses this issue

by using a mix of concatenation and zero-padding, while taking inspiration from prior

work on PIR with variable document sizes [99, 108]. In particular, Coeus uses bin packing

to pack multiple documents into the least number of bins such that the “capacity” of

each bin is equal to the size of the largest document in the document library. After bin

packing, Coeus fills unfilled space in each bin with zeros. A consequence of packing is

that a Coeus client needs start and end offsets of a document to extract it from a larger

(binned) object. Coeus includes this information in the metadata for each document.

We remark that had Coeus not used a three-round protocol that separates out meta-

data retrieval from document retrieval, Coeus would have had to forego the packing

technique described above. Instead, to make document sizes uniform, the natural option

would have been to pad each document to the size of the largest document, thereby

increasing the size of the document library and the overhead of PIR.

Security analysis. Appendix A.2 contains a rigorous proof that Coeus’s protocol pro-

vides query privacy (§3.2.2). Briefly, during round one, the client sends an encrypted

vector after converting a query into a binary vector and encrypting it. Thus, the server

learns no information about the query due to the semantic security of encryption. For

rounds two and three, the security of PIR ensures that the server learns no information
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Figure 3.3: How Coeus partitions secure matrix-vector product onto a single master
node, and a set of worker and aggregator nodes. I is the input vector from the client
containing ℓ ciphertexts, one for each block along the width of the matrix. M is the
matrix with m× ℓ blocks. R is the result vector containing m ciphertexts. RK is the
set of cryptographic keys for the BFV.Rotate homomorphic operation.

about the indices for which the client is retrieving objects from the metadata or the

document library.

3.4 Large-scale secure matrix-vector product

The server-side scalability of PIR has received significant attention recently [7, 13,

16]. Besides, the metadata and document libraries are not large, at least in relation to

the tf-idf matrix. But the tf-idf matrix can have millions of rows and tens of thousands of

columns—a total of several hundred billion elements—corresponding to the documents

and keywords in the server’s document library. Thus, a fundamental question Coeus

must answer is: how can its server compute the secure matrix-vector product with the
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tf-idf matrix while keeping the client-perceived latency small?

One option is to process the tf-idf matrix block-by-block using the Halevi-Shoup

construction (§3.3.2), where each block is of dimension N×N , and N is of the form 2x for

some integer x ∈ {11, . . . , 15} for the security of the underlying homomorphic encryption

scheme [10]. This solution, however, does not meet the small latency requirement. First,

the processing time for each block is several seconds even on a machine with tens of cpus

(§3.6.3). This expense is due to the high cost of the underlying homomorphic operations,

particularly BFV.Rotate (§3.3.2). Second, a tf-idf matrix with billions of elements

comprises of thousands of blocks. Naturally, we do not want to provision thousands of

machines for the computation. Thus, how should Coeus scale the secure matrix-vector

product?

Coeus reduces the work the server has to perform (§3.4.2, §3.4.3), and distributes this

work efficiently over a cluster of machines (§3.4.4). We begin with an abstract overview

of Coeus’s scheme that will help set the stage for the optimizations.

3.4.1 Overview

Computation. Coeus’s server multiplies a matrix M of dimension (m · N) × (ℓ · N)

consisting of m·ℓ blocks each of dimension N×N , with a client input vector I comprising

of ℓ ciphertexts (recall each ciphertext itself encrypts a vector of dimension N) to produce

a result vector R comprising of m ciphertexts. The i-th ciphertext in R is computed as

Ri =
ℓ∑

j=1

Block-Mult(Mi,j, Ij, RK),

where the sum operation is the homomorphic BFV.Add operation, Block-Mult is a

block-level secure matrix-vector multiplication algorithm, Mi,j is a matrix block, Ij is

a ciphertext in the client input vector, and RK is a set of client-supplied keys for the
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BFV.Rotate homomorphic operation.

Architecture. Coeus projects this computation onto a master node, and a set of

worker and aggregator nodes (Figure 3.3). The master receives I and RK from the client.

It then copies the keys RK to every worker. It also distributes one or more ciphertexts

in I to each worker. The workers together compute Block-Mult(Mi,j, Ij, RK) for all

i ∈ {1, . . . ,m} and for all j ∈ {1, . . . , ℓ}. Each worker, however, performs only part of

this computation—corresponding to a submatrix of M . An aggregator produces one or

more ciphertexts in R by adding outputs from one or more workers.

Division of matrix into submatrices. If Coeus were performing a plain matrix-

vector product, it could partition the matrix into submatrices arbitrarily: a submatrix

could be a single cell of dimension 1×1, or the entire matrix of dimension (m·N)×(ℓ·N),

or any dimension in between. However, the Halevi-Shoup block multiplication algorithm

that Coeus builds on imposes certain restrictions due the vectorization of the underlying

homomorphic operations: each diagonal of a N×N matrix block is encoded into a single,

indivisible unit (§3.3.2). This means that although the submatrix width w can be any

value between 1 and ℓ ·N , the submatrix height h must be a multiple of N . One way to

visualize this constraint is to imagine that each matrix block is transformed by taking its

diagonals one-by-one and putting them as columns of the block; after this transformation,

one can slice the block vertically but not horizontally.

A toy example of the computation. Suppose the matrix M has dimension 4× 3 in

terms of blocks. Then, the client input I has three ciphertexts, and the result vector R

has four ciphertexts. Also, suppose that one of the workers gets assigned the submatrix

consisting of block M1,1 and half of block M1,2 (first N/2 diagonals of M1,2). Then, this

worker receives ciphertexts I1, I2 from the master, multiplies I1 and I2 with M1,1 and the
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N/2 diagonals of M1,2, respectively, to obtain two ciphertexts, and sends their sum to

an aggregator. This aggregator adds this ciphertext to a similar ciphertext from another

worker who is responsible for the remaining half of M1,2 and the whole of M1,3. This final

sum is R1.

3.4.2 Reducing expense of homomorphic rotations

We first drill into the computation performed by a single worker, and further into

the computation for a single block of the worker’s submatrix. For now, assume that the

width w and height h of the submatrix are both multiples of N so that the submatrix

is an exact multiple of some number of blocks; we will relax this simplifying assumption

shortly.

Consider the Halevi-Shoup computation for a block. It comprises of N steps, where

each step rotates the plaintext in an input ciphertext c by one position (§3.3.2, Figure 3.2).

As an example, if N = 4, and the input ciphertext c encrypts the plaintext (v1, v2, v3, v4),

then the algorithm calls BFV.Rotate(c, 1), BFV.Rotate(c, 2), and BFV.Rotate(c, 3)

in succession. These N − 1 rotations consume the bulk (≈ 90%) of the cpu time.

As mentioned earlier (§3.3.2), each call to BFV.Rotate resolves into a set of calls

to a primitive rotation operation BFV.PRot that performs rotations with power-of-two

amounts. For instance, BFV.Rotate(c, 3) resolves into a call to c′ ← BFV.PRot(c, 2) fol-

lowed by a call to BFV.PRot(c′, 1). In total, all N−1 calls to BFV.Rotate in the Halevi-

Shoup algorithm make
∑N−1

i=1 HammingWt(i) = (N −2) · log(N)/2 calls to BFV.PRot,

where HammingWt() returns the number of 1’s in the binary representation of its in-

put. But observe there is significant redundancy across multiple calls to BFV.Rotate.

For instance, BFV.Rotate(c, 11002) calls BFV.PRot for rotation amounts eight and

four, while BFV.Rotate(c, 11112) calls BFV.PRot over the same ciphertext for rotation
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Figure 3.4: How Coeus conserves calls to the BFV.PRot operation.

amounts eight, four, two, and one. Coeus eliminates these redundant calls to BFV.PRot

and resolves the N − 1 calls to BFV.Rotate in the Halevi-Shoup algorithm into N − 1

calls to BFV.PRot.

Details. Define Parent(i) as the logical AND of the binary representation i2 and

the negation of the smallest non-zero suffix of i2. For example, if i is 11002 in binary,

then its smallest non-zero suffix is 1002, and its parent is 11002 & ∼1002 = 10002. It

is easy to see that the hamming distance between i2 and Parent(i) is one. Thus, we

can obtain c′ ← BFV.Rotate(c, i) by performing one BFV.PRot over the ciphertext

BFV.Rotate(c,Parent(i)), where the primitive rotation is for an amount equal to the

smallest non-zero suffix of i2.

A first-cut solution to leveraging this parent-child relationship is to generate all rota-

tions of a ciphertext c, that is, BFV.Rotate(c, i) for all i ∈ {1, . . . , N − 1}, sequentially,

as depicted by a toy example for N = 16 in the top part of Figure 3.4. In particular, we

can generate BFV.Rotate(c, i+ 1) from its parent, which is one of the ciphertexts from
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BFV.Rotate(c, 1) to BFV.Rotate(c, i). This solution does eliminate redundant calls

to BFV.PRot, but it has a downside that it increases memory pressure as it requires

storing up to N ciphertexts in memory.

However, observe in the toy example that once the ciphertext BFV.Rotate(c, 10002)

is generated, the ciphertexts from BFV.Rotate(c, 12) to BFV.Rotate(c, 01112) can be

discarded as they cannot be parents for any ciphertext after BFV.Rotate(c, 10002). Sim-

ilarly, once BFV.Rotate(c, 11002) is generated, all ciphertexts prior to (and including)

BFV.Rotate(c, 10112) can be discarded, and same for BFV.Rotate(c, 11102) as the par-

ent for the next value of i = 11112 is 11102.

Leveraging this intuition, Coeus collapses the linear structure into an efficient tree

structure that eliminates redundant BFV.PRot without increasing memory pressure, as

depicted in the bottom part of Figure 3.4. Coeus performs a depth-first traversal through

the tree and at each step in the traversal, generates a child ciphertext from its parent

using one call to BFV.PRot. Coeus’s algorithm garbage collects any ciphertext in a

branch of the tree that has been completely traversed. Hence at any given point, the

maximum number of intermediate ciphertexts stored is log(N) as the height of the tree

is log(N), the number of bits in N . However, further observe that once the algorithm

traverses all siblings of a given ciphertext, it can also garbage collect the parent. Hence

the number of stored intermediate ciphertexts further reduces to ⌈log(N)/2⌉.

This optimization to conserve calls to BFV.PRot applies even to fractional blocks

(recall the simplifying assumption at the beginning of this subsection) that contain d < N

adjacent diagonals and require performing up to d consecutive rotations. The computa-

tion for d diagonals maps to generating a subtree of the overall tree.

Cost savings. The original Halevi-Shoup algorithm applied to a (m · N) × (ℓ · N)

dimension matrix makes m · ℓ ·N calls to the BFV.ScMult and BFV.Add homomorphic
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operations (§3.3.2), and m · ℓ ·
∑N−1

i=1 HammingWt(i) = m · ℓ · (N − 2) · log(N)/2 calls

to BFV.PRot. Coeus’s optimization reduces the calls to the expensive BFV.PRot to

m · ℓ · (N − 1)—an improvement by a factor of ≈ log(N)/2.

3.4.3 Amortizing rotations across blocks

This subsection zooms out of block-level savings, and considers the entire submatrix

at a worker (§3.4.1). Having potentially many matrix blocks to process raises a natural

question: can we amortize the overhead across blocks? It turns out that the cost of

rotations can be amortized.

As with the last subsection, we begin by making a simplifying assumption that the

width w and height h of the submatrix are multiples of N ; we will relax this assumption

towards the end of this subsection.

Consider the computation imposed by the Halevi-Shoup algorithm on a set of matrix

blocks that are vertically aligned in the submatrix: that is, the blocks {Mi,j} for a fixed j

and different values of i (up to h/N values of i, which is the number of vertically-stacked

blocks in a submatrix of height h). First, these blocks are multiplied by the same input

ciphertext: the j-th ciphertext Ij in the client input vector I. Second, when these blocks

are multiplied by Ij, the Halevi-Shoup algorithm produces the same sequence of rotations

for each block: BFV.Rotate(Ij, 0),BFV.Rotate(Ij, 1), . . . ,BFV.Rotate(Ij, N − 1).

Coeus eliminates this redundancy in rotations by reordering homomorphic operations.

If Coeus were to process each of the vertically-aligned blocks independently, then it would

perform a computation structured as: for each of the h/N blocks, perform a sequence of

N BFV.Rotate, N BFV.ScMult, and N BFV.Add. Instead, Coeus restructures this

computation along the diagonals of the blocks: for each of the N diagonals, perform one

BFV.Rotate followed by h/N BFV.ScMult’s and h/N BFV.Add’s for the h/N blocks.
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This optimization extends to fractional blocks that are vertically aligned and contain

d < N diagonals each. These diagonals are multiplied by consecutive d rotations of the

same input ciphertext. Thus, the homomorphic operations can be reordered as before to

amortize the costs of rotation.

Cost savings. Let h be the height of the submatrix and w be its width. Then, the

submatrix has f = (h/N) · ⌊w/N⌋ full blocks and t = (h/N) · (w−N · ⌊w/N⌋) diagonals

in the fractional blocks. Without the optimization presented in this subsection, Coeus

would make f · N + t calls to each of BFV.ScMult, BFV.Add, and BFV.PRot. With

the optimization, the number of calls to BFV.PRot reduces by a factor of h/N .

3.4.4 Setting submatrix dimensions optimally

So far, we have discussed the matrix-vector product while keeping submatrix dimen-

sions abstract: width w and height h. But, how should these values be set?

A strawman design is to partition the matrix into submatrices by using a strategy that

is commonly used for plaintext matrix-vector multiplication. In plaintext multiplication,

the compute time to process a submatrix is proportional to the area of the submatrix—

and does not depend on the shape of the submatrix. This performance characteristic

leads to a common strategy of breaking up the matrix into square submatrices [184, 218].

However, for Coeus, this strategy is sub-optimal as the compute time to process

a submatrix depends on the shape of the submatrix: taller (but less wide) submatrices

have lower compute overhead due to the amortization of rotations (§3.4.3). A downside of

making submatrices less wide, however, is the increase in aggregator overhead to combine

results from each worker. Thus, one needs to find a submatrix shape that minimizes the

total time to compute the matrix-vector product considering both per-worker and across-

worker work.
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We first present an analytical model for the time to compute the matrix-vector prod-

uct. This model has limitations and makes several simplifying assumptions, and thus

cannot be directly used, but serves as a tool to understand the system behavior. We

then use this analytical model to present Coeus’s empirical method to determine the

submatrix shape.

Analytical model. Our goal is to minimize the total time for computing the matrix-

vector product. This time is the sum of three components, tdistribute, tcompute, and taggregate,

which correspond to the times for the three stages of computation: distributing inputs

from the master to the workers, processing each submatrix parallelly at the workers, and

aggregating worker outputs (§3.4.1, Figure 3.3).

The first component tdistribute is the sum of the time for copying rotation keys RK

from the master to each worker, and copying parts of the input vector I as needed to

the workers. If the total number of workers is nworkers, and the time to transfer one

copy of RK out of the master is tkey transfer, then the total time for the copying of keys

is nworkers · tkey transfer. For the remaining cost of copying parts of the input vector I,

observe that for a submatrix of width w, a worker needs ⌈w/N⌉ ciphertexts. Thus, if

tct transfer is the time to transfer one ciphertext, the total time for input distribution

phase is

tdistribute = nworkers · (tkey transfer + ·⌈w/N⌉ · tct transfer). (3.1)

The second component of the total time, tcompute, is the time taken by a worker to

process its submatrix. This time follows from the number of per-worker homomorphic

operations executed. This number was analyzed in the previous subsection (§3.4.3). If

tadd, tmult, and trot are the times to perform one homomorphic BFV.ScMult, BFV.Add,
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and BFV.PRot, then

tcompute = (h · w)/N · (tmult + tadd) + w · trot. (3.2)

Finally, the aggregation time taggregate equals the sum of the times to transfer inter-

mediate ciphertexts from workers to the aggregators, and the time each aggregator takes

to add the ciphertexts. The former equals m ·⌈(ℓ ·N)/w⌉·tct transfer, and the latter equals

m·⌈(ℓ·N)/w⌉·tadd/nagg, where m is the number of blocks across the height of the original

matrix M , and nagg is the number of aggregators. The rationale is that the matrix has

⌈(ℓ ·N)/w⌉ vertical partitions (recall that matrix dimensions are (m ·N)× (ℓ ·N)), and

each generates m ciphertexts. Thus,

taggregate = m · ⌈(ℓ ·N)/w)⌉ · (tct transfer + tadd/nagg). (3.3)

Observe that tdistribute and tcompute depend linearly on the value w (h·w in Equation 3.2

is the area of each submatrix and is fixed depending on the total area of M and nworkers).

Thus, wider submatrices increase input distribution and computation time. In contrast,

taggregate depends inversely on w, and reduces with the width of the submatrix. Due to

these opposing forces, the total time is a convex function of w.

Ideally, we would like to derive an optimal value for w (the lowest point of the con-

vex function) that would minimize the total time. However, there are two issues. First,

the model uses uniform values for network transfer times for both keys and ciphertexts

that do not account for load, network conditions, and the topology in which workers and

aggregators are connected. Second, the total time function is not continuous and differ-

entiable. Hence, in Coeus we develop an empirical method to determine the submatrix

width value.
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Coeus’s empirical method. One tempting option is to configure and deploy a pro-

totype of Coeus for all possible values of w and measure the total time to compute the

matrix-vector product. But observe that the total time is a convex function. Thus, we

can perform a more efficient directional search inspired by gradient descent in machine

learning [91]. Coeus starts by measuring the time for any value of w, say wstart; then

takes a step in an increasing or decreasing direction of w and measuring the time for a

new value of w; then, if the time decreases, it continues in the same direction; otherwise,

it goes back to wstart and takes a step in the opposite direction. Coeus repeats this pro-

cess until steps in both directions increase time. Besides following this search approach,

Coeus explores only select values of w such that either N is divisible by w, or ℓ · N is

divisible by w (when w > N). These constraints allow Coeus to more easily deal with

the boundary conditions due to the ceil function.

3.5 Implementation details

Query-scorer. Coeus’s query-scorer (§3.2) is written in ≈2200 lines of C++. Its main

piece is a distributed implementation of Coeus’s secure matrix-vector product (§3.4) that

uses the state-of-the-art Microsoft SEAL library [187] for BFV homomorphic encryption.

Recall that the BFV scheme has three parameters: the bound p on each component of

the plaintext vector, the dimension N of this vector, and the bound p′ on each compo-

nent of the ciphertext vector (§3.3.2). We set p as a 46-bit prime (0x3FFFFFF84001),

p′ as a product of three 60-bit primes {0xFFFFFFFFFFD8001, 0xFFFFFFFFFFE8001, and

0xFFFFFFFFFFFC001}, and N as 213. These values provide 128-bit security [10]. Fur-

thermore, they satisfy the constraint p′ ≫ p such that the query-scorer can perform

the required number of homomorphic operations for the large tf-idf matrix while staying

within the noise budget (§3.3.2).
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tf-idf matrix preparation and encoding. The query-scorer converts a document library

into a tf-idf matrix (§3.3.1) using the Gensim Python library for natural language pro-

cessing [174, 80]. The query-scorer must also encode the tf-idf matrix into plaintext

vectors in the BFV scheme (§3.3.3). One way to perform this encoding is to map each

matrix element individually into a single component (of size log(p)) of the plaintext vec-

tor. However, this method is wasteful as p is a 46-bit prime and tf-idf values are within

a small range. Instead, Coeus uses the standard ideas of quantization [85] and input

packing [100, 2] to map multiple (three in our prototype) matrix elements into a single

component of the plaintext. For example, if a1, b1, and c1 are the beginning elements of

the first three rows of the tf-idf matrix, then Coeus first quantizes each one to one of 210

levels, and then packs them into the value a1 · d2 + b1 · d + c1 made of three “digits” of

size log d = 15 bits each. As long as the number of keywords in user queries is less than

25, this arrangement ensures that additions of packed values happen digit-wise without

overflow.

Metadata and document providers. Coeus’s metadata and document provider are

written in ≈1200 and ≈1000 lines of C++, respectively. Underneath, the metadata-

provider contains our implementation of the multi-query PIR protocol of Angel et al. [13],

which in turn builds on the state-of-the-art SealPIR PIR library [188]. Meanwhile, the

document-provider directly uses the SealPIR library (which, by default, provides single-

retrieval capability). Both the metadata and document provider use a master-worker

architecture for the PIR server, where the master receives client request and distributes

work to the workers. Similarly, both providers configure SealPIR to provide 128-bit

security. Finally, the document-provider implements the first-fit-decreasing bin packing

algorithm to pack the set of variable-sized documents into a PIR library with equal-sized

objects (§3.3.3).
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3.6 Evaluation

Our evaluation focuses on highlighting Coeus’s latency for a user request, Coeus’s

resource overheads (cpu, network, and dollars) for both its server and clients, and the

benefits of Coeus’s techniques in reducing these overheads. A summary of our main

results is as follows:

• For a corpus of 5M documents from English Wikipedia and a dictionary with 65,536

keywords, Coeus’s latency is 2.81 s, 0.55 s, and 0.54 s for its three protocol rounds

of query-scoring, metadata-retrieval, and document-retrieval (§3.2.1). For the same

configuration, a baseline system with two rounds incurs a total latency of 93.9 seconds.

• For 5M documents and 65,536 keywords, Coeus’s resource consumption (cpu and

network) is substantial. However, when converted to a dollar amount, this cost is 6.5

cents per request. In contrast, the baseline costs 1.62 dollars.

• Both system-level design techniques (§3.2.1, §3.3.3) and optimizations to secure matrix-

vector product (§3.4.2–§3.4.4) significantly improve Coeus’s performance.

Baselines. We compare Coeus to two baseline systems. B1 composes the secure matrix-

vector product construction of Halevi and Shoup for query-scoring with PIR (specifically,

SealPIR [188]) for document retrieval to form a two-round protocol (§3.2.1, §3.3.3). B2

improves on B1 by incorporating Coeus’s technique of splitting the document retrieval

round into separate rounds for metadata and document retrieval (§3.3.3). Notably, both

B1 and B2 apply the Halevi-Shoup algorithm for query-scoring to the tf-idf matrix block-

by-block, and distribute this computation onto a cluster of machines by assigning square,

equal-sized submatrices to each worker machine. The difference between B2 and Coeus

is the improvements to secure-matrix vector product (§3.4.2–§3.4.4).

Dataset. Our seed corpus is an EnglishWikipedia articles dump from Feb 1, 2021 [219].

It contains≈6M articles. However, Coeus’s topic modeling library Gensim [174, 80] (§3.5)
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removes small re-directional articles, which leaves 4, 965, 789 articles. We form a keyword

dictionary from these articles by picking keywords that have the highest idf (specificity)

(§3.3.1).

Experiment configurations. We vary the number of documents (n) in the server’s

document library, the number of keywords in the dictionary, and the number of machines

assigned to the server. To vary n, we sample documents from the seed corpus uniformly

at random. This sampling dictates the size of the document library. For the baseline

B1, we pad each sampled document to the size of largest document in the set of sampled

documents. In contrast, for B2 and Coeus, we pack (concatenate) smaller documents

before padding (§3.3.3). Each document’s metadata is 320 bytes, which includes 255

bytes of title [221], and 40 bytes of a short description [220], among other information

such as the document’s location in the (packed) document library in the case of B2 and

Coeus (§3.3.3). For the baseline B1, we setK = 16 as the number of documents the client

retrieves in the second protocol round, while for B2 and Coeus, K equals the number of

documents for which the client receives metadata in the second protocol round. Finally,

we set the number of tf-idf matrix columns equal to the number of keywords, and the

number of rows of the matrix equal to ⌈n/3⌉ after taking into account tf-idf matrix

preparation from the document data (§3.5).

Testbed. We run Coeus’s server and a client over a set of machines in the US East

(Ohio) AWS EC2 data center. Each component of the server (query-scorer, metadata-

provider, and document-provider) uses one machine of type c5.24xlarge (96 vcpu,

192 GiB RAM, and 25 Gbps network bandwidth) to host its master, and a variable

number of machines of type c5.12xlarge (48 vcpu, 96 GiB RAM, 12 Gbps network

bandwidth) to run its workers. For the query-scorer, we also run an aggregator on each

of the worker machines. The client uses a single vcpu of a machine of type c5.12xlarge.

76



Coeus: A System for Oblivious Document Ranking and Retrieval Chapter 3

 0.1

 1

 10

 100

 1000

 10000

32 48 64 80 96

Q
u
er

y
-s

co
ri

n
g
 l

at
en

cy
 (

se
c)

Number of machines for the query-scorer

B1/B2 (n=300K)
B1/B2 (n=1.2M)
B1/B2   (n=5M)

Coeus (n=300K)
Coeus (n=1.2M)
Coeus   (n=5M)

Figure 3.5: User-perceived latency for Coeus’s query-scoring round. n is the number
of documents in the document library. The number of keywords is set to 65,536.

3.6.1 Latency performance of Coeus

We first focus on the query-scoring round of Coeus’s protocol as it is different for

Coeus and both the baselines, and then on the other two rounds (metadata and document

retrieval), which are different for Coeus and only the B1 baseline.

Coeus versus the baselines for query scoring. Figure 3.5 shows the user-perceived

latency of Coeus and the baselines for their query-scoring round, while keeping the num-

ber of keywords fixed to 65,536 but varying both the number of documents n in the

document library and the number of worker machines for the query-scorer. Coeus’s

latency is, in general, much lower than the baseline latency. For example, for 5M doc-

uments and 96 machines, Coeus’s latency is 2.8s, while the baseline’s latency is 63.4s,

which is 22.6× higher. These improvements are due to Coeus’s optimizations to secure

matrix-vector product that fundamentally reduce, and efficiently distribute, the server’s
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Figure 3.6: User-perceived latency for Coeus’s query-scoring round with the number
of keywords. The number of documents is set to 5M, and the number of machines for
the query-scorer is 96.

work (§3.4.2–§3.4.4). We will evaluate these optimizations individually in §3.6.3.

Variation with the number of machines. The latency of query-scoring initially

decreases with the number of machines for the query-scorer, then reaches an inflection

point, and then increases with more machines. This trend is most clear to see for Coeus

when n = 1.2M: the latency is 1.75s for 32 machines, decreases to 1.60s for 64 machines,

and then increases to 1.68s for 96 machines. The reason is that although the per-machine

compute time decreases with an increase in the number of machines due to a reduction in

the size of the submatrix assigned to a machine, the overhead of aggregating intermediate

outputs increases (§3.4.4). Thus, adding more machines does not necessarily improve

latency. (For n = 300K and n = 5M, the curves for Coeus are to the right and left of the

inflection point, respectively.)

78



Coeus: A System for Oblivious Document Ranking and Retrieval Chapter 3

Variation with the number of documents. Coeus’s latency for query-scoring in-

creases with the number of documents, but not linearly. This is due to the amortization

of the cost of BFV.Rotate operations across matrix blocks (§3.4.3). For instance, for

32 server machines, latency for Coeus grows from 0.97s for 300K documents to 1.75s for

1.2M documents—an increase of 1.8×. In contrast, the corresponding latency for the

baselines increases from 12.8s to 49.7s (an increase of 3.88×). This linear growth for the

baselines is expected as they perform the secure matrix-vector product block-by-block,

without any amortization of costs across blocks.

Variation with the number of keywords. Figure 3.6 shows how Coeus’s query-

scoring latency changes with the number of keywords when n = 5M and the query-scorer

runs over 96 worker machines. Coeus’s latency increases linearly with the number of

keywords with a slope smaller than one. For instance, it increases by 4.1× from 1.5s

to 6.1s when the number of keywords increase by 16× from 214 to 218. The reason the

latency does not increase sixteen times (even though the matrix increases by that factor)

is that Coeus readjusts submatrix dimensions to make submatrices taller, which reduces

server’s work by further amortizing the cost of BFV.Rotate operations (§3.4.4, §3.4.3).

In contrast, the baseline latency increases with a slope of ≈ 1 as the baseline secure

matrix-vector product computation time increases linearly with the width of the matrix.

Latency for metadata and document retrieval. Figure 3.7 shows user-perceived

latency for Coeus and the baselines for the rounds of metadata-retrieval (if applicable)

and document-retrieval. (For completeness, the figure also shows query-scoring latency

from Figure 3.5.)

The baseline B1 does not have an explicit metadata-retrieval round. It uses 48 worker

machines to retrieve metadata and data together for K = 16 documents. This choice of
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48 machines is based on parameters for SealPIR and the size of the document library.

For instance, SealPIR’s multi-retrieval scheme requires partitioning the document library

into a number of buckets that is a multiple of K. We choose 48 buckets and assign each

bucket to a distinct worker machine. In contrast to B1, the baseline B2 and Coeus have an

explicit metadata-retrieval round. We configure these systems to use 6 worker machines

for the metadata-provider and 38 machines for the document-provider. Again, these

choices are based on SealPIR parameters and the size of the metadata and document

libraries. For instance, the largest object after document packing is 142.5 KiB, which

encrypts into 38 BFV ciphertexts in SealPIR, where each is processed in parallel.

Coeus’s (and B2’s) separation of metadata retrieval from document retrieval signifi-

cantly improves latency over B1. For example, for n = 5M, B1 takes 30.5s, while Coeus

takes 0.55s for metadata retrieval and 0.54s for document retrieval. This gain is for two
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n=300K n=1.2M n=5M
Client cpu (sec)
B1 4.04 4.43 5.54
B2/Coeus 0.34 0.61 1.64

Upload (MiB)
B1 12.29 12.29 17.89
B2/Coeus 14.31 14.31 14.31

Download (MiB)
B1 460.27 470.02 508.02
B2/Coeus 18.78 28.53 66.53

Figure 3.8: Client-side costs per request for Coeus and the baseline systems (B1 and
B2) for a keyword dictionary with 65,536 keywords and a varying number of documents
(n).

reasons. First, B1 retrieves K = 16 documents each of size 140.7 KiB privately from

a document library via multi-retrieval PIR, whereas Coeus retrieves a single document

and 320 byte metadata for each of the K documents. Second, B1’s document library

is much larger than Coeus’s: 670.8 GiB versus 13.1 GiB. This is because B1 pads each

document in its library to the size of the largest document (140.7 KiB), whereas Coeus

packs multiple smaller documents into 96,151 objects each of size 142.5 KiB (§3.3.3).

Summary. Coeus’s latency is dominated by that of query-scoring. Further, Coeus’s

techniques are effective: the decoupling of metadata from document retrieval reduces

latency from 93.9s to 63.5s for 5M documents and 65,536 keywords, and the optimizations

to secure matrix-vector product further reduce this latency to 3.9s (an improvement of

24×).

3.6.2 Resource overheads of Coeus

This section explores the overhead Coeus imposes on clients and estimates the com-

bined overhead in terms of dollars.
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Client-side overhead. Figure 3.8 shows client-side cpu time, network upload, and

network download for Coeus and the baselines with a varying number of documents

(n) in the server’s document library. Coeus’s network overhead is substantial and thus

Coeus requires significant download bandwidth at the client. This is because the query-

scoring response contains a score for each document, and thus grows with the number of

documents (§3.2.1, §3.3.3). Meanwhile, the upload bandwidth does not change with n,

as (a) the length of the input vector to query-scoring depends on the number of keywords

(and not on the number of documents), and b) the size of the inputs to PIR (specifically,

SealPIR) follows a step function and changes only for a value n > 16M.

Coeus’s overheads, particularly the network downloads, are significantly lower than

that of the baseline B1. The reason is that B1 privately downloads K = 16 documents

while Coeus retrieves a single object and K smaller metadata.

Dollar cost. We convert both the network and the server-side resource overhead to a

dollar amount. For the former, we use a network pricing model of $0.05 per GiB, which is

Amazon’s price for bulk network downloads (Amazon does not charge for uploads) [190].

For the server’s cost, we multiply the machine rent for Amazon EC2 (c5.12xlarge and

c5.24xlarge machines cost $0.744 and $1.488 per hour, respectively [189]) with the

number and type of machines we use and the time for which we use them to service a

request.

For Coeus, the per-request dollar cost for the configuration of 5M documents and

65,536 keywords is 6.5 cents, of which 5.9 cents is due to query-scoring. The baseline B2

increases this cost to 1.29 dollars, of which 1.28 dollars is due to query scoring. Further,

B1 increases this cost to 1.62 dollars, where the additional 34 cents is due to the more

expensive document retrieval. Thus, Coeus’s improvements take oblivious document

ranking and retrieval a level up in affordability.
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Figure 3.9: Server cpu time to perform secure matrix-vector product.

3.6.3 Performance of secure matrix-vector product

A major part of Coeus’s gain over the baselines is courtesy of the improvements to

secure matrix-vector product (§3.4). This section zooms into the performance of this

primitive in isolation. We first focus on a matrix that fits into a single machine, and then

on Coeus’s distributed implementation over a cluster of machines. The results also shed

light on when Coeus’s construction could be beneficial to other applications.

Single machine performance. We run the server component of the secure matrix-

vector product on a single CPU of an AWS machine of type c5.12xlarge. We compare

(a) the baseline Halevi-Shoup construction extended to process multiple blocks block-by-

block, (b) this baseline plus Coeus’s first optimization (§3.4.2) to reduce the overhead

of rotations (Coeus-opt1), and c) this previous variant extended with Coeus’s technique

(§3.4.3) to amortize rotation time across blocks (Coeus-opt1-opt2).
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Figure 3.9 shows the cpu time to compute the product. Each block is of dimension

N ×N , where N = 213, and new blocks are added vertically on top of existing blocks.

Coeus-opt1 reduces computation time by a constant factor of ≈ 4.4× relative to the

baseline. This reduction in time is due to the constant log(N)/2 = 6.5 factor savings

in the time for the BFV.Rotate operations (§3.4.2). Coeus-opt1-opt2 further reduces

overhead by amortizing the cost of rotations across blocks (§3.4.3). For instance, for the

baseline Halevi-Shoup construction, increasing the number of blocks from one to sixty-

four increases time linearly from 75s to 4,834s (an increase of 64.4×), but for Coeus-opt1-

opt2, the time increases from 17.1s to 74.2s (a factor of 4.34). Overall, for the data point

with 64 blocks, the baseline Halevi-Shoup construction takes 4,834s, Coeus’s first variant

(Coeus-opt1) reduces that time to 1,094s, and Coeus’s version with both optimizations

(Coeus-opt1-opt2) reduces time to 74.2s.

Multiple machine performance. Coeus distributes secure matrix-vector product

computation efficiently onto a cluster of machines, by optimally shaping the subma-

trices for the worker nodes (§3.4.4). We compare Coeus’s performance with and without

this optimization. We run the server component of the secure matrix-vector product over

a cluster of 64 machines of type c5.12xlarge while utilizing all CPUs on each machine.

We measure the wall-clock time for the computation while varying the submatrix width.

Figure 3.10 shows the wall-clock time for various phases of secure-matrix vector com-

putation (input distribution from the master to the workers, processing of submatrices

at all worker nodes, and the aggregation of intermediate outputs generated by the work-

ers) for an example matrix with 220 rows and 216 columns. The figure also shows the

end-to-end (total) time measured by the client.

Overall, the total time curve is convex: the time is higher than its lowest value when

submatrices are either too thin (left side of the x-axis) or too wide (right side of the
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Figure 3.10: Wall-clock time for various phases of computation of Coeus’s secure ma-
trix-vector product: input distribution, computation at the workers, and aggregation
of intermediate results. The curve labeled “total” is the end-to-end time measured at
a client.

x-axis). This convex shape is due to two competing forces. On the one hand, the time to

process the submatrices increases with width due to a reduction in the amortization of

BFV.Rotate cost. (The time for input distribution also increases with width but slowly.)

On the other hand, the cost of aggregation decreases with width. Coeus balances these

two forces by finding and setting the optimal width for the submatrices (§3.4.4). Indeed,

if Coeus had used the solution of square submatrices, then its time would be 4.76s (the

point with width of 215) rather than 2.46s (width of 212)—an improvement of 1.93×.

The above experiment clarifies that statically setting square submatrices is subopti-

mal. But could we statically set submatrices to a rectangular shape and get most of the

benefit provided by Coeus’s scheme? This question is especially compelling as the total

time curve (Figure 3.10) changes slowly around the optimal point of 212 width. Thus, as

a concrete example, could one always set submatrix width to 212?
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Figure 3.11: Wall-clock time for Coeus’s secure matrix vector product protocol over
64 machines for different matrix dimensions and varying submatrix widths.

To answer this question, we rerun the experiment above for three different matrix

dimensions: 1M rows and 64K columns, 1M rows and 16K columns, and 256K rows

and 16K columns. Figure 3.11 shows the results. The inflection (optimal) point dif-

fers significantly—4096, 1024, and 512, respectively—for the three dimensions. Further,

statically picking either of these widths is detrimental for the other configurations. For

instance, if we pick 4096 as the submatrix width, then Coeus would incur 41% more

latency (1.47s instead of 1.04s) relative to the optimal point for the matrix with 256K

rows and 16K columns. On the other hand, picking a submatrix width of 512 will be

optimal for this matrix with 256K rows and 16K columns but increase latency by 16%

for the matrix with dimensions 1M rows and 16K columns. In general, the optimal point

depends on various factors such as matrix dimensions, machine performance character-

istics, and network connectivity between machines. Besides, these factors change over

time due to updates to the document library and upgrades to the infrastructure.
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3.6.4 Comparison of Coeus to a non-private baseline

We implemented a tf-idf based system that does not hide user query and the matched

documents. This baseline implements a two-round protocol. In the first round, a client

sends a query to the server in plaintext. The server computes the tf-idf scores for each

document and returns metadata for the top K = 16 documents. In the second round, the

client selects one document from the top-K and retrieves it from the server. With 5M

documents and 65,536 keywords in the tf-idf matrix, and after distributing the server’s

workload over 48 machines of type c5.12xlarge, the end-to-end latency experienced by

a client is ≈90ms, which is 44× lower than Coeus. The dollar cost for a single query is

0.09 cents, 72× cheaper than Coeus.

Coeus is different to a non-private baseline also in terms of expressiveness of queries.

It supports tf-idf-based ranking over a multi-keyword query, but not other forms of queries

such as Boolean queries with AND, OR, and NOT operators, fuzzy queries that auto-

correct words that are spelled incorrectly, and wildcard and regular expression queries

that enable search for patterns. Supporting these queries in Coeus requires future re-

search, though we note that limited query processing, e.g., checking for typographical

errors for fuzzy queries, could be done at the client-side.

3.7 Related work

Searching over encrypted private data. Starting with the seminal work of Song

et al. [195], a large body of literature has focused on searching on encrypted private

data held at a remote server (we refer the reader to surveys and recent papers on this

problem [32, 39, 216, 104, 60, 58]).

Two characteristics differentiate this problem from the problem Coeus addresses.

First, this problem considers a scenario where the documents are owned by one or more
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users, while their storage is outsourced. Thus, the data owner can encrypt its documents

using a symmetric encryption scheme (e.g., [55]) or include an encrypted index that later

helps with search. As noted earlier (§3.1), such encryption is not possible when data is

public. Second, schemes in this category focus on searching rather than ranking. For

example, a recent system DORY [58] supports retrieval of documents exactly matching

a keyword.

Ranking over encrypted private data. A body of literature extends the capability

of searching on private encrypted data with the capability to rank the search results [114,

199, 233, 65, 215, 103, 161, 161, 213, 120, 193, 4, 200, 226]. Among these, the schemes of

Yu et al. (two-round searchable encryption or TRSE) [233] and Strizhov and Ray [199]

are related to Coeus.

Both these schemes support ranking using tf-idf over a two-round protocol that is

similar to the two-round baseline B1 discussed and evaluated in this paper (§3.2.1, §3.6).

In the first round, a user sends a homomorphically encrypted query to a remote server

and learns relevance scores for each document. Then, in the second round, the user

retrieves the top-K documents. Despite the similarities to B1, we compare Coeus to B1

rather than these existing schemes, for two reasons.

First, in these existing schemes, the tf-idf matrix is encrypted as the data is private

and owned by a data owner. Thus, the remote server multiplies an encrypted matrix

with an encrypted vector. In contrast, in the baseline B1 (and in Coeus), the matrix is

in plaintext and only the vector is encrypted which results in cheaper server-side oper-

ations. Second, these existing schemes inefficiently compute the matrix-vector product.

TRSE uses the homomorphic encryption scheme of van Dijk et al. [210] which has large

parameters and lacks support for vectorized operations. Meanwhile, Strizhov and Ray’s

scheme uses the more efficient BGV scheme [34] but computes the product naively by
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multiplying the vector with each matrix row. In contrast, B1 uses the state-of-the-art

construction of Halevi and Shoup [101, 121] (§3.3.2).

Searching over public data. PIR [126, 44] and its extensions are designed for public

data. Indeed, PIR in its basic form allows retrieval by index from a public library.

With PIR-by-keywords [45, 78], a user specifies a keyword and retrieves one of the

documents that contains the keyword. Therefore, PIR-by-keywords is most applicable to

a setting where keywords are unique, for example, key-value stores [16]. SQL-PIR [158]

and Splinter [214] extend the PIR-by-keywords interface to support data retrieval using

a subset of SQL. However, they do not support selective, oblivious aggregation across

columns as in tf-idf scoring computations. Moreover, they assume non-colluding servers

unlike Coeus which does not make such assumptions about the server (§3.2.2). Finally,

private stream searching [162, 28, 57] extends search to a stream of public documents

such as Google News alerts [229, 232, 156, 230, 231, 77, 235]. But, as mentioned earlier

(§3.1), these works do not consider ranking. In contrast to all these works, one can view

Coeus as an extension to PIR that prefixes a ranking stage to the private document

retrieval stage.

Other related work. Other approaches to searching or ranking privately include

trusted execution environments (TEEs) such as Intel SGX [117, 109, 201, 192, 148],

anonymous communication systems such as Tor [203], and obfuscation-based techniques

that send dummy queries besides real queries [67, 23, 217]. These approaches are either

orthogonal or do not provide strong guarantees: TEE-based solutions require trusting the

manufacturer of the TEE, anonymous communication systems hide identity but reveal

the personally identifiable information (PII) in the query that can in turn reveal a user’s

identity [24], and obfuscation-based techniques are heuristic in nature and thus suscep-
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tible to attacks that separate out real queries from dummy queries [23, 217]. In contrast

to these solutions, Coeus hides the content of user queries (and not user identity), and

does so provably by incorporating and refining advanced primitives from cryptography.

3.8 Summary and future work

Coeus, to our knowledge, is the first end-to-end system that supports oblivious ranked

retrieval over large scale public data and an untrusted infrastructure. Prior approaches

either did not support ranking or only managed private data. One can view Coeus as

an extension to the PIR domain that efficiently supports ranking by exploiting standard

tf-idf statistical methods. At Coeus’s core is a new three round protocol that separates

metadata retrieval from document retrieval (§3.2.1, §3.3.3), and a novel secure and ef-

ficient matrix-vector product protocol (§3.4) based on the Halevi and Shoup method.

This latter scheme, although designed primarily for oblivious document retrieval may be

useful in other application contexts. Coeus demonstrates that oblivious ranked document

retrieval, which up to now was practically impossible due its high overhead costs, has

come to the realm of the possible. Our hypothetical, privacy conscious Ziv can now use

Coeus to obliviously retrieve from Wikipedia, with its corpus of about 5 million docu-

ments, the history of any event of interest in under 4 seconds (rather than minutes) and

at a cost of single digit cents (rather than dollars). Needless to say, this is not a panacea,

but a significant improvement that paves the way for a practical future where privacy is

within the reach of the masses.

In terms of further improvements, one avenue is to reduce the server-side compute

overhead, which is still the main bottleneck. Here, accelerators such as GPUs may

drive down costs for both secure matrix-vector product and PIR. The sparsity of the

tf-idf matrix too presents an opportunity as it contains many zero entries. One can also
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consider concurrent queries and batch processing opportunities that are not applicable

with a single query. Finally, besides performance, one can improve expressiveness by

adding more types of queries such as fuzzy queries, as discussed earlier (§3.6.4).

Coeus’s source code is available at

https://github.com/ishtiyaque/Coeus_artifact.
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Chapter 4

Pantheon: Private Retrieval from

Public Key-Value Store

4.1 Introduction

Due to the widespread use of cloud applications, searching for data from a cloud

server has become ubiquitous. However, accessing data stored in a cloud server comes

with severe privacy concerns owing to numerous attacks and data breaches [11, 212, 95,

30]. A long line of work [171, 223, 182, 39, 172, 211, 124, 22, 237, 19, 20, 21, 202, 170,

74, 148, 94] (§4.6) addresses this privacy concern for private data where a client owns

the data and outsources it in encrypted form to a cloud server. The server then executes

client queries on the encrypted data to ensure privacy. However, none of these approaches

provide privacy for querying over public data, where the data is owned and managed by

a cloud server, and the server provides query services to many clients. A practical use

case is a breached password database service, where a client may query whether her

password has been breached and other relevant information. However, the client may be

unwilling to disclose which password she is querying about to the service provider or any
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network eavesdropper. Similarly, when customers query information about a particular

ticker symbol from a stockbroker, or information about a certain disease from a medical

repository, they may want to hide the query keywords to preserve their financial and

medical privacy. A common feature in all these use-cases is that the server holds a key-

value store and clients query about keys. Evidently, a client cannot encrypt the data,

i.e., the key-value store in this setting. Therefore, information on which key a client

performs queries can compromise privacy [145, 225]. Unfortunately, preserving client

privacy in this application domain of public data has received very little attention in

the literature. This paper addresses this general research problem where a cloud server

owns and manages a key-value store, and the clients want to perform queries without

sacrificing privacy.

The problem of private retrieval from public data is closely associated with Private

Information Retrieval (PIR) [44, 46, 126]. At a high level, PIR allows a client to retrieve

an element from an untrusted server without letting the server know which element the

client retrieved. However, PIR requires the server to consider the data as an array of

elements and the client to know the array-index of the desired element (for example,

the client wants to retrieve the element at index 13 from an array of 100 elements).

This requirement is a limiting factor in many practical use cases, especially for key-value

stores, where the client may be interested in a particular key, but does not know the exact

arrangement of the data at the server. An extension of PIR, known as keyword-PIR [45],

bypasses this restriction by using multiple rounds of PIR. It allows a client to retrieve

the value corresponding to a key from an untrusted server obliviously. Nevertheless,

keyword-PIR requires the client to know the total number of keys (n) in the key-value

store and perform ⌈log2(n+1)⌉+1 sequential PIR interactions with the server. As a result,

it suffers from three significant limitations. First, the number of round-trips increases

with the number of keys and thus creates performance and scalability bottlenecks. For
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example, the keyword-PIR protocol requires 21 round-trips to retrieve a value from a

key-value store containing 1M tuples. Second, the client must know the number of tuples

n in the key-value store before constructing a query, creating performance overhead for a

dynamic key-value store. Finally, the keyword-PIR protocol involves O(log n) round-trips

between the server and client, where each round requires processing the key-value store.

Therefore, the server must preserve its state across the rounds of a query to guarantee

consistency. Naturally, one would prefer to retrieve the value corresponding to a key

in a single-round to guarantee consistency and atomicity. In this paper, we focus on

single-round solutions to the private key-value retrieval problem.

A general approach for constructing a single round solution is to use Fully Homo-

morphic Encryption (FHE) [81, 34]. In this approach, a client constructs a query q that

cryptographically hides the desired key k using FHE and the client sends q to the server.

The server obliviously checks equality between k (hidden inside q) and each key in the

key-value store using a homomorphic equality operator to determine an encrypted repre-

sentation of the index of k in the key-value store. Then, the server uses this hidden index

information and Private Information Retrieval (PIR) [44, 46, 126] to obtain an encrypted

form of the desired value as the response. The client receives the server’s response and

converts it into the plaintext form of the value.

A number of prior works [8, 9, 69, 82, 144] adopted this approach with different tech-

niques for equality check and PIR. A recent work named Constant-weight Keyword PIR

(CKP) [144] is so far the best known instantiation of this FHE-based single-round ap-

proach. It proposes a new homomorphic equality operator to check equality between the

query key and the keys in the key-value store. Then, it uses the SealPIR [13] technique

to retrieve the value using Private Information Retrieval. Even though this work offers a

single-round solution to the private key-value retrieval problem, it has major limitations

in terms of performance and scalability. First, their proposed equality operator, though
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better than prior works, involves expensive homomorphic operations. At a high level,

the constant-weight equality operator obliviously evaluates a boolean circuit, and there-

fore requires each bit of the operand to be encrypted separately into a different FHE

ciphertext. The computation for the equality operator comprises expensive homomor-

phic multiplication operations, and the number of homomorphic multiplications required

is a multiple of the number of tuples in the key-value store. Second, the output of the

equality operator also involves one ciphertext for each result, and therefore leads to a

costly PIR technique. For example, using an AWS instance containing 48 vcpu as the

server, the latency for retrieving a value privately from a key-value store containing 64K

tuples is 107.8 seconds (§4.5.2), out of which the equality checking takes 80.5 seconds

and the PIR step takes 24.9 seconds.

This paper addresses the performance and scalability issues of privately querying

over public data. We present Pantheon, a system that provides a single-round solution

to the private key-value retrieval problem and scales to millions of tuples while keeping

the server-side latency reasonably low. Pantheon achieves this performance and scal-

ability with contributions in two directions - it refines the cryptographic machinery of

the single-round protocol, and applies system level optimizations to support scalability.

The primary cryptographic contribution of Pantheon is to present a new homomorphic

equality operator using Fermat’s little theorem [177]. The key advantage of Pantheon’s

equality operator is that it is a number theoretic technique, thus the computation is

performed in an integer space rather than requiring the evaluation of a bitwise boolean

circuit. In addition, Pantheon takes advantage of the SIMD batching property of FHE

to pack multiple operands in the same ciphertext and thus amortizing the cost. Due

to these two techniques, Pantheon’s equality operator reduces the number of ciphertext

multiplications compared to CKP by three orders of magnitude (§4.5.1), resulting in

significantly lower computation. However, scaling Pantheon to support practical large
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key-value stores still remains a monumental challenge. This challenge is due to a fun-

damental lower bound on the server-side computation. More specifically, while serving

a client’s query, the Pantheon server must process the entire key-value store; otherwise,

it will learn information about the client’s query. Therefore, scaling the system leads to

high computational overhead on the Pantheon server. Pantheon addresses this systems

level challenge by carefully distributing its workload over a cluster of machines and mas-

sively parallelizing the computation in each machine. Note that, Fermat’s little theorem

has been known for centuries, but Pantheon makes the first use of it to provide an end

to end solution in a practically scalable manner.

We have implemented (§4.4) and evaluated (§4.5) a prototype of Pantheon. Our im-

plementation includes parallelizing part of the state-of-the-art homomorphic encryption

library Microsoft SEAL [187], thus enabling the Pantheon server to distribute its com-

putation over a cluster of machines and multiple cores in a single machine. When the

Pantheon server is deployed on a single AWS instance containing 48 vcpu, the latency

for performing a Get query from a key-value store containing 64K tuples is 1.15 seconds

(§4.5.2), 93× better than the to-date best system built on Constant-weight Keyword

PIR [144]. We also deploy the Pantheon server over a cluster of AWS instances, and

the latency for a private Get query from a key-value store containing 2M tuples is 0.99

seconds (§4.5.3). Indeed, the latency is substantially higher than a non-private system.

We deem this increase in latency as the cost of privacy. However, to our knowledge, Pan-

theon is the first system to support private retrieval from a million-scale public key-value

store with sub-second latency. Moreover, Pantheon is vertically (§4.4.1) and horizontally

(§4.4.2) scalable. One can reduce the latency by adding computational resources and

leveraging Pantheon’s parallelization capability.
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4.2 Problem Overview

Pantheon addresses a setting where an untrusted server owns a key-value store and

provides a query service to its clients. The server performs the write operations– Put,

Update, and Delete. The clients issue Get queries for any key. Since write operations

are performed by the server, client-side privacy only concerns read operations, i.e., Get

queries. The goal is to hide the access pattern, i.e., which key or value a client is

interested in, from the server or any adversary. In this section, we formalize the problem,

state solution goals, and provide an overview of possible solution approaches.

4.2.1 Problem formulation

A server has a set S of key-value pairs {(k1, v1), (k2, v2), ....., (kn, vn)} where each key

in {k1, k2, ....., kn} is unique, i.e., the keys are primary keys. The server stores the content

of S in plaintext and can insert, update, or delete key-value tuples from S. A client holds

a key k and wants to know the corresponding value v if k ∈ {k1, k2, ...., kn} such that

(k, v) ∈ S, or an empty value otherwise. During this retrieval, the server or any other

network eavesdropper must not be able to know anything about k and also not distinguish

between returning an empty value and some other value in {v1, v2, ...., vn}. The server

should be able to serve queries from multiple independent clients who may not trust each

other.

4.2.2 Threat Model

Pantheon assumes a passive-adversary threat model to guarantee query privacy and

result integrity. The adversary may see the content of the key-value store, monitor and

store all the queries and responses associated with the clients, and perform any analysis

on them. It may monitor and analyze any operation performed by the server and perform
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side-channel attacks on the server. The adversary may also monitor, log, and analyze

any network traffic. We assume the adversary is not actively malicious, i.e., it does

not corrupt the key-value store, tamper with any server-side computation, or modify

network traffic. Any such adversary may generate incorrect response and thus violate

integrity. However, Pantheon must guarantee that no information about the client’s

query is leaked even in the presence of an active-adversary that can arbitrarily modify

any data or computation.

We assume the adversary cannot compromise or perform side-channel attacks on the

client, because in that case knowing the client query key becomes trivial. We also consider

the adversary cannot break standard cryptographic assumptions, such as the semantic

security of an encryption scheme.

4.2.3 Goals

Query privacy

Pantheon must guarantee query privacy to its clients. An adversary must not be able

to learn any information about a client’s query key k. It also implies the adversary must

not learn any information about the value retrieved.

Consistency

Any response received by a client should be from a stable version of the key-value

store that incorporates a write in its entirety or not at all, i.e., it should not involve dirty

data. We materialize this goal by making Pantheon a single-round protocol.
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Performance and scalability

The primary performance metric for a system like Pantheon is its server-side latency

for serving aGet query. In addition, the system should be scalable with three parameters

related to the size of the key-value store, namely, the size of each key, the size of each

value, and the number of tuples in the key-value store (n). For instance, Pantheon should

support at least 256-bit keys, so that any arbitrary size key-object can be mapped to a

collision-resistant hash digest of the object using commonly known hash functions such

as SHA-256 [196]. Further, Pantheon should support arbitrarily large values, because

hashing a value does not serve the purpose in most cases. The Pantheon server should

also be able to serve a Get query with a reasonable latency, say a few seconds, when the

key-value store contains several millions of tuples.

Pantheon’s client-side protocol for performing a Get query should be independent of

the total number of tuples (n) in the key-value store. Otherwise, it creates a substantial

overhead for dynamic key-value stores where the value of n changes frequently.

4.2.4 Possible solution approaches

Before going into the details of Pantheon’s architecture, we discuss some possible

solution approaches to develop the intuition. We also discuss the limitations of these

approaches to rationalize the need for a system like Pantheon.

Strawman 1: Download the entire key-value store

The client may download the entire key-value store S and search for (k, v) locally.

This approach may be suitable if the size of S is small, but not otherwise.
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Strawman 2: Client downloads the key-set, then performs Private Informa-

tion Retrieval

Usually, the size of a key is smaller than the value. In that case, the client can first

download the entire set of keys, and find the index of k in the key-set locally. Then,

the client may privately retrieve the value at that index from the server using Private

Information Retrieval (PIR) [44, 46, 126]. There are two major problems with this

approach. First, it is a multi-round protocol and therefore does not guarantee consistency

(§4.2.3). Second, the client-side download increases with the size of the key-set, making

the approach difficult to scale. For example, for a key-value store containing 2M tuples

where each key is 256-bits, a client has to download 64MiB of data just for the first round

of the protocol.

Keyword-PIR

Chor et al. [45] propose a protocol to retrieve the value corresponding to a key from

an untrusted server using multiple sequential rounds of PIR. Their protocol, known as

keyword-PIR, proceeds in two phases. In the first phase, the client performs ⌈log2(n+1)⌉

round-trip PIR interactions with the server to find out the index of the desired key, where

n is the total number of keys. Then, in the second phase, the client uses this index

to retrieve the value using another round of PIR. This protocol may be preferable to

the previous strawman approach if the number of keys is too large to download in its

entirety. However, the number of rounds in this protocol increases with the number of

keys, making it a scalability bottleneck. In addition, the protocol cannot guarantee the

desirable consistency property (§4.2.3). Furthermore, the keyword-PIR protocol requires

the client to know the total number of tuples (n) in the key-value store to initiate a

query, which either adds one more round to the protocol for fetching the latest value of

n or makes the server broadcast n after every write operation.
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Homomorphic encryption

The primary challenge to building a single-round solution to the private key-value

retrieval problem is obliviously checking equality between the client query key and the

keys in the key-value store. After that, the result of the equality check can be utilized to

retrieve the value using Private Information Retrieval (PIR) [44, 46, 126]. Conceptually,

it is possible to check the equality obliviously using Fully Homomorphic Encryption

(FHE) [81, 34]. We discuss the multiple approaches in the literature using homomorphic

encryption as follows.

Evaluating fully homomorphic boolean function. In theory, FHE can evaluate

any boolean function over an encrypted data and generate an encrypted output of the

function. There are a number of approaches [8, 9, 69, 82, 144] that express the equality

operator as a boolean function and evaluates that function homomorphically. However,

these techniques are limited in terms of performance and scalability mainly because the

boolean function operates over each bit of the operands individually and therefore involve

prohibitively large number of homomorphic operations.

The state-of-the-art single-round solution to the private key-value retrieval problem is

a protocol named Constant-weight Keyword PIR (CKP) [144]. This protocol proposes a

new boolean operator named constant-weight equality operator for homomorphic equal-

ity check. This equality operator requires all the keys to have the same number of 1’s

in their binary representations, i.e., the hamming weight of the keys need to be the

same (hence, constant-weight). Accordingly, CKP applies a transformation to map each

key to a constant-weight binary string of larger size. For instance, when the key-size

is 32-bit, CKP converts each key to a 2955-bit string having hamming-weight (h) as 3.

As a result, the protocol requires an expensive initial step where the client’s query is

expanded to a large number of ciphertexts (2955 ciphertexts for 32-bit key-size), each
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encrypting one bit (§4.5.1). Afterwards, the equality check requires n(h− 1) homomor-

phic multiplication operations, where n is the number of tuples in the key-value store.

This huge number of operations make the performance impractical, since homomorphic

operations are generally computationally expensive. For example, using an AWS EC2

instance of type c5.12xlarge (48 vcpu, 96 GiB of RAM) as the server and populating

the key-value store with 64K tuples where each key is 32 bits and each value is 256 bytes

long, the latency for privately retrieving a value is 107.8 seconds (§4.5.2). Another ma-

jor limitation with CKP is, it does not scale with the size of the key or the number of

tuples in the key-value store. For instance, the current implementation of the work [49]

does not support keys larger than 60 bits and is not horizontally scalable. Lastly, the

Constant-weight Keyword protocol requires the client to know the total number of tuples

(n) in the key-value store for constructing a query. As a result, it introduces performance

overhead for dynamic key-value stores.

Using number theoretic technique. Another way of performing a homomorphic

equality check is to use technique from number theory such as Fermat’s little theo-

rem [177]. This approach considers keys as integers and does not require bitwise encryp-

tion of the key. However, this technique involves homomorphic exponentiation, which is

also computationally expensive. Therefore, a straightforward implementation using this

approach yields impractical performance as well. An example developed by HElib [107]

is the best available solution that uses Fermat’s little theorem for equality check. Nev-

ertheless, this example implementation takes more than 10 seconds in a single machine

to perform a query over a key-value store containing (country name, capital) tuples for

47 European countries, which is worse than the strawman solution of downloading the

entire key-value store (§4.2.4). Overcoming the performance bottlenecks and scaling

this technique to support millions of key-value tuples remains an open problem. Pan-
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theon takes inspiration from this approach and uses Fermat’s little theorem for oblivious

equality check (§4.3.4). However, Pantheon drastically improves the performance to

support queries over a key-value store containing millions of tuples with two key contri-

butions. First, it carefully refines the cryptographic components to reduce the number

of expensive homomorphic multiplications by three orders of magnitudes (§4.5.1). Then,

Pantheon parallelizes its workload to make the system both vertically and horizontally

scalable (§4.5.3).

4.3 Pantheon Design

In this section, we discuss Pantheon’s design in detail. First, we discuss the archi-

tecture of Pantheon’s protocol (§4.3.1) and the cryptographic constructs Pantheon relies

on (§4.3.2). Next, we explain how a new client registers itself with the Pantheon server

(§4.3.3). After that, we elaborate on the steps for privately querying with a key (§4.3.4).

Then, we devise a query compression technique (§4.3.5) that optimizes Pantheon’s net-

work overhead. Finally, we provide a security analysis of Pantheon’s protocol (§4.3.6).

4.3.1 Basic Architecture

Figure 4.1 shows Pantheon’s high-level architecture. Pantheon consists of an un-

trusted server and its clients. The untrusted server maintains a key-value store S, where

S = {(k1, v1), (k2, v2), (k3, v3), ..., (kn, vn)}. For operational flexibility, the server stores

the keys {k1, k2, k3, ..., kn} into an array K and the values {v1, v2, v3, ..., vn} into an array

V such that for any (ki, vi) ∈ S, K[i] = ki and V [i] = vi. Pantheon’s server-side opera-

tions to serve a query require all the keys in K to be of the same size and all the values

in V to be of the same size. The server applies appropriate padding to the keys and the

values, if required, to satisfy this condition.
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Figure 4.1: High-level architecture of Pantheon.

A Pantheon client can retrieve the value corresponding to a key of interest k from

the server in a single round-trip between the client and the server. It takes place in four

steps (as shown in Figure 4.1). In step 1, client encodes the query key k into q using

Pantheon’s encoding procedure that ensures q does not reveal any information about k

to an adversary. Then, the client calls the Pantheon server’s Get API with q. Steps

2 and 3 take place at the server end. In step 2, the Pantheon server runs an oblivious

equality check with each key in K and the client’s encoded query q. For each key in K,

the equality check outputs an encryption of 1 if it equals the client’s query key k or an

encryption of 0 otherwise. Step 3 uses the output of step 2 to perform Private Information
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Retrieval (PIR) on the value-list V . PIR outputs an encryption of the desired value if

k ∈ K, or the encryption of an empty value otherwise. This encrypted value is then sent

back to the client. In step 4, the client uses Pantheon’s decode procedure to convert the

encrypted value to its plaintext form.

Pantheon relies on homomorphic encryption to provide its privacy guarantees. More

specifically, we use the BFV scheme [33, 75] of homomorphic encryption because it is

standardized [10], resilient to quantum attacks, and has an actively maintained open-

source implementation [187]. In this section, we first give a brief introduction to the

BFV homomorphic encryption scheme, and then a detailed discussion of Pantheon’s

functionalities.

4.3.2 Basics of BFV homomorphic encryption

Pantheon uses the more efficient vectorized variant of BFV that allows operating over

a vector of data simultaneously and takes advantage of the Single Instruction Multiple

Data (SIMD) programming model. In this variant of BFV, a plaintext is a vector of

dimension N , where N can be any value in {210, 211, ..., 215} [10]. Each element in the

plaintext vector is from a set of integers modulo a prime p, i.e., from the set {0, 1, ..., p−1}.

This vector of dimension N is the smallest granularity with which a BFV plaintext can

exist. BFV supports an Encrypt procedure that converts the plaintext vector into

a ciphertext with the help of the encryptor’s secret key. The ciphertext consists of 2

polynomials, each having N coefficients. The ciphertext coefficients are from a set of

integers modulo a composite number p′ such that p′ ≫ p. A ciphertext can be decrypted

to get the hidden plaintext vector by using BFV’s Decrypt method and the secret key

that was used for encrypting it in the first place.

BFV encryption supports a number of operations on its ciphertext that eventually
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modify its underlying plaintext vector. One important point is that all such operations

keep the plaintext elements modulo p. Pantheon uses the following homomorphic oper-

ations supported by the BFV scheme:

• BFV.Add(c0, c1) takes two ciphertexts c0 and c1 as input which are encryptions

of plaintext vectors v0 and v1respectively, and outputs an encryption of (v0 + v1)

(component-wise addition).

• BFV.Subtract(c0, c1) takes two ciphertexts c0 and c1 as input which are encryptions

of plaintext vectors v0 and v1 respectively, and outputs an encryption of (v0 − v1)

(component-wise subtraction).

• BFV.SubtractPlain(c0, v1) takes a ciphertext c0 (encryption of plaintext vector v0)

and a plaintext vector v1 as input, and outputs an encryption of (v0−v1) (component-

wise subtraction).

• BFV.Rotate(c, i) takes as input a ciphertext c (encryption of plaintext vector v), an

integer 0 < i < N , and produces a ciphertext cout such that cout is an encryption

of v rotated left cyclically by i positions. For example, if N = 4 and c encrypts

the plaintext (w, x, y, z), then a rotation by i = 3 produces a ciphertext that is an

encryption of (z, w, x, y).

• BFV.Multiply(c0, c1) takes two ciphertexts c0, c1 as input which are encryptions

of plaintext vectors v0 and v1 respectively, and outputs an encryption of (v0 ∗ v1)

(component-wise multiplication).

• BFV.MultiplyPlain(c0, v1) takes a ciphertext c0 (encryption of plaintext vector v0)

and a plaintext vector v1 as input, and outputs an encryption of (v0 ∗v1) (component-

wise multiplication).

• BFV.Exponentiate(c0, i) takes a ciphertext c0 (encryption of plaintext vector v0),

an integer i as input, and outputs an encryption of vout such that, for 0 ≤ j < N ,

vout[j] = (v0[j])
i. BFV.Exponentiate may use BFV.Multiply as a subroutine.
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4.3.3 One-time Registration phase

A new client joining Pantheon needs to go through an initial registration phase. Dur-

ing the registration phase, the client and server exchange some one-time information

required for serving future queries. First, the server shares three cryptographic parame-

ters: N , p, p′ (§4.3.2) and two system parameters: the size of a key and the size of a value

with the client. Then, the client constructs its secret key according to the cryptographic

parameters. The system parameters are useful for encoding queries (§4.3.4) and decoding

responses (§4.3.4). In addition, the client constructs a number of public keys required for

performing homomorphic rotation and multiplication operations. Note that, the secret

and public keys are cryptographic keys, not to be confused with the ones in the key-value

store. The client also encrypts a vector of length N containing all 1’s using its secret key.

We will refer to this encryption of all 1’s as the one-ciphertext of the client. The client

then shares its public keys and the one-ciphertext with the server. The server stores this

information corresponding to the client and confirms registration.

4.3.4 Value Retrieval

The value retrieval protocol in Pantheon takes place in four steps (as shown in Fig-

ure 4.1). We now discuss these steps in detail.

Step 1: Encode client query key

This section discusses an unoptimized version of Pantheon’s query encoding method

that takes the client query key k as input and, depending on the size of k, outputs one

or more BFV ciphertexts as q. Later, we will present an optimization technique (§4.3.5)

to compress the output query q into a single ciphertext independent of the size of k.

Pantheon’s query encoding method uses the Encrypt procedure of the BFV encryption
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scheme(§4.3.2) to hide k. First, let us consider the simple case where each key is of size t

bits, where t = ⌈log2 p⌉ − 1. Therefore, a key can be represented as an integer in the set

{0, 1, 2, ..., p − 1}. To encode the query key k, the client will first construct a plaintext

vector of size N with all elements as k and then encrypt this plaintext using the client’s

secret key. As a toy example, suppose N = 4, p = 17. Then the length of a key may be

at most t = 4 bits and so the integer representation of a key will always be smaller than

17. Let us assume that client’s query key k is the 4-bit binary string 1100, equivalent

to integer value 12. Then the client constructs a plaintext vector (12, 12, 12, 12) and

encrypts it using BFV’s Encrypt method. The output of the encode method q then

consists of this single ciphertext.

Now we extend the query encoding procedure to the case where the size of each key

is larger than t bits. Let each key be αt bits, where α is a positive integer. The keys can

be padded accordingly if the size is not an integer multiple of t bits. Then, the client

can split the query key k into α chunks, each of size t bits. The client then constructs

α different ciphertexts with each of these chunks and outputs q as an array of these α

ciphertexts. Continuing with the previous example, let α = 2 and client’s query key is

the 8-bit binary string 11001110. The client will then split k into 2 chunks {1100, 1110},

also represented as {12, 14} in integer forms. The client will then encrypt two plaintext

vectors (12, 12, 12, 12) and (14, 14, 14, 14), and output the two ciphertexts as q. Note

that, this construction is independent of the number of tuples in the key-value store.

Step 2: Oblivious equality check

After receiving the client’s encoded query q, the Pantheon server performs an equality

check between q (which is an encryption of client’s desired key k) and all the keys in key-

set K. Pantheon takes advantage of Fermat’s little theorem [177] to perform this equality

check obliviously. Fermat’s little theorem implies that if p is a prime number and a is a
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Figure 4.2: Three stages of Pantheon’s oblivious equality check (assuming N = 4 and
p = 17). In stage 1, the server homomorphically subtracts the key-array K form
client’s query q to obtain cdiff . In stage 2, cdiff is exponentiated by (p− 1) to
obtain cexp according to Fermat’s little theorem. In stage 3, cexp is subtracted from
one-ciphertext to obtain the output ceq.

number not divisible by p, then a(p−1) ≡ 1 (mod p). For example, if p = 17, then for any

0 < a < p, according to Fermat’s little theorem, (a16)%p = 1. In contrast, if a = 0, a16

still equals 0; a property to distinguish between a zero and a non-zero value.

For the equality check, let us first consider the simplest case where the key-set K

contains N keys, each of size t = (⌈log2 p⌉ − 1) bits. So, each key can be represented as

an integer smaller than p, and the client query q consists of a single ciphertext. We will

later extend the formulation to support a larger key size and more keys. The goal of the

equality operator is to obtain a ciphertext ceq that is an encryption of a plaintext vector

veq of size N such that,

veq[i] =


1, if K[i] == k

0, otherwise

The oblivious equality check proceeds in three stages as demonstrated in Figure 4.2.

In stage 1, the server performs cdiff ← BFV.SubtractPlain(q,K). As a result,

cdiff becomes the encryption of a plaintext vdiff which contains a zero at index i if

K[i] == k and a non-zero value otherwise. In stage 2, Fermat’s little theorem is used
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to distinguish between the encrypted zero and non-zero values. Server computes cexp ←

BFV.Exponentiate(cdiff , p−1). The resultant cexp will be the encryption of a plaintext

vector vexp such that,

vexp[i] =


0, if K[i] == k

1, otherwise

In stage 3, the one’s complement of the values in vexp is calculated by homomorphically

subtracting cexp from the one-ciphertext of the client (§4.3.3), which is an encryption

of a vector containing N 1’s. The resultant of the subtraction operation is the desired

equality ciphertext ceq as shown in Figure 4.2.

Now, let us consider the case where each key is larger than t = (⌈log2 p⌉ − 1) bits.

Suppose, each key is αt bits long, where α is a positive integer. We can pad each key with

the required number of zeros for making the key length an integer multiple of t bits. In this

case, the server will first split K into α columns K1, K2, ..., Kα such that each Ki contains

t bits of each of the keys inK. The client query q also contains α ciphertexts {q1, q2, ..., qα}

(§4.3.4), each of which encrypts t bits of the client’s query key k. Then the server will

check equality between each qi andKi following the procedure discussed above (3 stages of

Figure 4.2) to get a corresponding resultant ciphertext ceqi . In order to realize the overall

equality between k and the keys in K, a logical AND operation among these chunk-wise

equality results is required. So, the server computes ceq such that, ceq =
α∏

i=1

ceqi , where,∏
denotes homomorphic multiplication using BFV.Multiply (§4.3.2).

Now, let us consider the case where the number of keys in K is βN , where β is a

positive integer and N is the length of each BFV plaintext (§4.3.2). If necessary, we can

pad K with dummy keys to make the size an integer multiple of N . The resultant of

equality operation ceq should now consist of β ciphertexts {c1eq, c2eq, c3eq, ..., cβeq}. The server

horizontally partitions K into β parts {K1, K2, K3, ..., Kβ}, each partition containing N
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keys. Then, for each partition Kj, cjeq is calculated to contain the equality between q and

the partition Kj. Thus, the oblivious equality operator can be extended to support an

arbitrary number of keys in K.

Step 3: Private Information Retrieval

Step 3 uses Private Information Retrieval (PIR) [44, 46, 126] to retrieve the desired

value from V . A PIR protocol runs between a PIR server and a PIR client where the

PIR server holds an array of n elements and the PIR client is interested in the element

at index i. PIR allows the PIR client to retrieve the element at index i from the PIR

server without revealing any information about i. A PIR protocol has three procedures:

PIR.GenQuery, PIR.Answer, and PIR.Decode. The PIR client first constructs

a PIR query using the PIR.GenQuery method and sends it to the PIR server. This

query is typically the encryption of a one-hot vector of length n, with a 1 at index i and

0 at all other places. It can also be the encryption of n 0’s if no element is desired. The

PIR server then runs PIR.Answer to generate a PIR response and send it back to the

PIR client. The PIR client runs PIR.Decode to decode the response and retrieve the

element at index i, or an empty value if no element was desired.

Pantheon uses a slightly modified version of the usual PIR protocol. The PIR query

does not directly come from the Pantheon client. Recall that, if k ∈ K, the output of

Pantheon’s step 2 (equality check §4.3.4) is the encryption of a one-hot vector, with a 1

at index i such that K[i] == k, and 0 at all other places. In the case where k /∈ K, step

2 outputs an encryption of all 0’s. As a result, the output of step 2 can be readily used

as the PIR query for step 3. Then, the Pantheon server runs the PIR.Answer method

on the value-array V and generates a PIR response. The PIR response is then sent back

to the Pantheon client. The specific PIR library and other details are discussed in the

implementation section (§4.4).
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Step 4: Decode server response

After receiving a response from the Pantheon server, the client decodes it to retrieve

the value corresponding to k. Since the server’s response is the output of a PIR.Answer

method, the client can use PIR.Decode to retrieve the corresponding value. Obtaining

an empty value from PIR.Decode implies that k is not present in the key-value store.

4.3.5 Query Compression Optimization

The output q of the query encoding procedure discussed in step 1 (§4.3.4) grows

linearly in size with client’s query key k. More specifically, if k is αt bits long, then q

will consist of α ciphertexts. This linear growth increases the network bandwidth cost

linearly, creating a scalability bottleneck. Therefore, we propose a query compression

method that always reduces the size of q to one ciphertext. The Pantheon server upon

receiving this compressed query, needs to perform an expansion, so that it can obtain

the α ciphertexts required to perform subsequent operations.

Compression

Suppose the size of each key is αt bits, where α is a factor of N and t = (⌈log2 p⌉−1).

The client first splits k into α equal chunks, each of length t bits. The client also splits

a plaintext vector into α equal parts, each consisting of N/α elements. Each part of this

plaintext vector is then filled with the corresponding chunk of k. For instance, let N = 4,

p = 17, α = 2. The client query key is an 8-bit binary string 11001110. So, the client can

split it into 2 chunks {1100, 1110}, also represented as integers {12, 14}. Now, instead of

constructing two different ciphertexts for 12 and 14, the client can split the plaintext into

two parts and fill them as (12, 12, 14, 14) and encrypt it. This principle can be extended

for any α that is not a factor of N by splitting the plaintext vector into α′ equal parts,
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Figure 4.3: Query expansion procedure at Pantheon server (assuming N = 4 and p = 17).

where α′ is the smallest factor of N such that α′ > α. The client then uses the first α

parts of the plaintext to fill with α chunks of k and the remaining parts with 0. As a

result, the client query q will always consist of a single ciphertext.

Expansion

The Pantheon server needs to expand the single query ciphertext into α different

ciphertexts to proceed with the oblivious equality check. From the previous example,

the server receives a ciphertext encrypting (12, 12, 14, 14) and wants to expand it to two

ciphertexts encrypting (12, 12, 12, 12) and (14, 14, 14, 14). The expansion procedure is

demonstrated in Figure 4.3. First, the server constructs α plaintext vectors to mask out

each of the unique values from the query ciphertext obliviously. If α is a factor of N ,

each mask is split into α equal parts each containing N/α slots of the plaintext vector.

Otherwise, each mask is split into α′ parts as used for compression. For the ith mask
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plaintext, the ith part is filled with 1 and the remaining slots with 0. Considering the

previous example, the server constructs α = 2 masks (1, 1, 0, 0) and (0, 0, 1, 1). The server

then performs BFV.MultiplyPlain with the compressed query q and the mask plaintext

(1, 1, 0, 0) as input to obtain a ciphertext u that is the encryption of (12, 12, 0, 0). As a

result, this mask plaintext helps to filter out the value 12 from the query. The server

then computes u′ ← BFV.Rotate(u, 2). So, u′ will be the encryption of (0, 0, 12, 12).

The server then computes cadd ← BFV.Add(u, u′). This rotation and addition can be

repeated for log2 α times to obtain the desired expanded query ciphertext encrypting

(12, 12, 12, 12). A similar process can be repeated with mask (0, 0, 1, 1) to get the other

expanded query encrypting (14, 14, 14, 14).

4.3.6 Security analysis.

Pantheon provides query privacy (§4.2.3) to its clients. In this section, we sketch a

formal proof of Pantheon’s privacy guarantee. Let us define a security game G0 between a

challenger and an adversary as defined in (§4.2.2). The adversary supplies two keys k0 and

k1 of the same size and the challenger randomly selects one of them as kb, where b ∈ {0, 1}.

The challenger performs a query with kb using Pantheon’s protocol. Then, the adversary

outputs its guess b′ ∈ {0, 1}. The adversary wins the game if its guess is correct, i.e.,

b′ = b. Let S0 be the event that b
′ = b in G0. Let us also consider another game G1 where

the challenger simulates Pantheon’s protocol with a key selected uniformly randomly

from the key space, and let S1 be the event that b′ = b in G1. Evidently, Pr[S1] = 1/2,

since the challenger’s query key is independent of those provided by the adversary, and

the adversary can only perform random guesses. Now, in G0, according to Pantheon’s

protocol, the challenger encrypts kb using Fully Homomorphic Encryption. Therefore,

the advantage of the adversary being able to distinguish it from a random string is,
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|Pr[S0]−Pr[S1]| ≤ ϵFHE. Substituting the value of Pr[S1] we get, |Pr[S0]− 1/2| ≤ ϵFHE.

So, the adversary cannot win the game G0 with non-negligible advantage.

4.4 Implementation details

Our prototype of Pantheon consists of ≈3,000 lines of C++ code. It uses the homo-

morphic encryption functionalities provided by the state-of-the-art Microsoft SEAL [187]

library. We modify the open-source implementation of Microsoft SEAL, which is a single-

threaded library, to provide parallel execution over multiple cores of a machine. For the

Private Information Retrieval step (§4.3.4) of Pantheon, we parallelize the open-source

implementation of the FastPIR [76] library. We use FastPIR because it requires lower

processing time to generate a PIR response [7] and it also uses the vectorized variant of

BFV scheme, resulting in a smoother interface with the other components of Pantheon.

The details of our parallel implementation of these two libraries are discussed later in

this section (§4.4.1).

Parameter selection. Recall that the BFV scheme has three parameters: the size

of the plaintext vector N , the upper bound of each plaintext element p, and the upper

bound of each ciphertext element p′. N must be of the form 2j, where j is an integer such

that 10 ≤ j ≤ 15 [10]. We choose N to be 215. p must be a prime number such that p ≡ 1

(mod 2N). Selection of the particular value for p needs two considerations. Since the size

of each plaintext element is t = ⌈log2 p⌉− 1 bits, larger size of p in number of bits allows

a larger plaintext element, thus accommodating a bigger chunk of client’s query key in a

single BFV ciphertext. On the other hand, larger p increases the computational cost of

raising a ciphertext to the power (p− 1), required in the equality checking step (§4.3.4).

Our implementation of BFV.Exponentiate uses the repeated squaring method and the
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number of calls to BFV.Multiply increases with the number of 1 bits in the binary

representation of (p− 1). For the same bit-length of p, the cost of BFV.Exponentiate

is minimized if p is of the form 2j + 1. Therefore, we choose p = (216 + 1), which is a

prime number congruent to 1 (mod 2N). Another noteworthy point is, SEAL considers

a pair of adjacent slots in a ciphertext together for its rotation operations. Therefore,

it is convenient to consider two BFV plaintext slots together to represent a chunk of

the client’s query key. So, each chunk of client’s query key in Pantheon is 2t (32-bits).

As a result, number of such chunks in a ciphertext becomes N/2 or 214. We choose p′

as a 780-bit composite number, which is generated by the Microsoft SEAL library as a

product of 13 default prime numbers, each of length 60 bits. These parameters guarantee

128 bit security [10], and ensure p′ ≫ p which is essential for the correct execution of

Pantheon’s server-side operations.

4.4.1 Parallelization

We parallelize the server-side operations of Pantheon to make it vertically scalable

by utilizing all the cores in a multi-core machine. We divide the parallelization into

two levels: 1) coarse-grain parallelization, and 2) fine-grain parallelization. In coarse-

grain parallelization, we implement data parallelization by operating on different parts

of the key-value store in parallel. In fine-grain parallelization, we write a wrapper on the

Microsoft SEAL [187] library to parallelize the homomorphic operations it provides. We

discuss both of these parallelization levels in detail.

Coarse-grain parallelization

The Pantheon server performs three procedures while serving a client: query expan-

sion, equality check, and private information retrieval (PIR). In coarse-grain paralleliza-
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tion, we parallelize each of these three procedures. Brief details of the parallelization

techniques are discussed below:

Query expansion. The server receives a compressed query ciphertext and expands

it to α ciphertexts using α different masks (§4.3.5). The operations involving different

masks are independent and can be executed in parallel. We thus parallelize the query

expansion procedure by a factor of α by operating on the different masks in parallel, as

shown in Figure 4.3.

Equality check. The server checks equality between the array of keys K and the

expanded query ciphertexts. Suppose, the size of each key is αt bits, where t is the

size of each element in a BFV plaintext. Then, the expanded query will consist of α

ciphertexts. Also, let there be βN tuples in the key-value store, whereN is the size of each

BFV plaintext vector. Following the equality check step (§4.3.4), we first horizontally

partition the array of keys K into β parts, each containing N keys. Then, the output of

the equality check will consist of β ciphertexts, each denoting the equality between the

expanded query and one of the β partitions. The Pantheon server can process each of

these β partitions of K in parallel for equality check.

Now, let us focus on one such horizontal partition consisting of N keys. Each key can

be split into α equal slices, each slice consisting of t bits. So, each horizontal partition is

further vertically partitioned into α blocks. The ith block needs to be checked for equality

as shown in Figure 4.2 with the ith query ciphertext obtained after query expansion. The

Pantheon server can execute these α equality checks in parallel. However, after obtaining

the results of these equality checks, they need to be multiplied together to obtain a logical

AND of the intermediate results. So, this multiplication needs to wait for all the α

intermediate equality checks to be completed.
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Private Information Retrieval. The Private Information retrieval (PIR) step uses

the output of the equality check and the value-array V to output an encryption of the

client’s desired value (§4.3.4). We parallelize the state-of-the-art FastPIR [76] library

to implement this step of the Pantheon server. We vertically partition the value array

into multiple parts and perform PIR on each part in parallel. Then, we conduct the

“rotate and add” merging policy discussed in FastPIR [76] to merge them and obtain a

consolidated PIR response.

Fine-grain parallelization

The coarse-grain parallelization discussed above reduces the server-side latency by

processing different parts of the key-value store in parallel. However, this advantage

becomes insignificant when the size of the key-value store is small and there are not

enough partitions to process simultaneously. Moreover, the latency is dictated by the

single threaded execution of the BFV.Exponentiate method, which in turn makes mul-

tiple sequential calls to the computationally expensive BFV.Multiply method. So, the

Pantheon server may run into a situation where it has idle CPU’s but the latency cannot

be reduced just by applying coarse parallelization. To address this issue, we modify the

BFV homomorphic operations provided by the Microsoft SEAL library to make them

use multiple CPU cores in parallel. However, we cannot obtain perfect parallelization

as the operations consist of parts that depend on the outcome of prior computations

and must be executed in sequential order. We carefully examine the computation graphs

of the relevant homomorphic operations and identify the tasks that can be executed in

parallel. We primarily adopted two principles in fine grain parallelization. First, a BFV

ciphertext consists of two polynomials and we execute the same operation on the two

polynomials in parallel. Second, each element of a BFV ciphertext can be decomposed

into a number of factors using the Chinese Reminder Theorem, and each factor can be
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processed in parallel for the same homomorphic operation. We use the OpenMP [160]

library to implement the fine grain parallelization of Microsoft SEAL [187].

4.4.2 Coordinator-worker architecture

Parallelizing the server-side operations in Pantheon improves performance over a sin-

gle machine. However, to retain low latency for a large key-value store containing mil-

lions of tuples, we horizontally scale Pantheon by distributing the server-side workload

over a cluster of machines. The cluster deployment of the Pantheon server follows a

coordinator-worker architecture. A coordinator node receives the query from the client

and then distributes the value retrieval workload among a number of worker nodes. Each

worker node performs its part of the computation and sends the result to the coordinator.

The coordinator then aggregates the partial results produced by the workers to generate

the final response and sends that back to the client.

A high-level description of the coordinator-worker arrangement is as follows. Initially,

there is a cluster setup phase where the key-value store is partitioned, and each worker

stores a partition in its memory. Suppose there are w workers and a total of n tuples in

the key-value store. Let n = βN , where N is the size of a BFV plaintext vector (§4.3.2),

and β is a positive integer. Then, the key-value store can be partitioned into β parts,

each consisting of N tuples. A partition size cannot be smaller than N because that is

the smallest granularity upon which a BFV plaintext and ciphertext can operate. Then,

the β partitions can be distributed among the w workers, each worker containing at most

⌈β/w⌉ such partitions, i.e., a disjoint subset of ⌈(βN/w)⌉ tuples from the key-value store.

After the cluster setup is complete, the Pantheon server can serve queries from its

clients. A client sends its compressed query q to the coordinator. The coordinator broad-

casts q to all w workers. Each worker performs the query expansion operation (§4.3.5)
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to obtain the expanded query. Then each worker executes the equality check (§4.3.4)

and Private Information Retrieval (PIR) (§4.3.4) steps on its partition of the key and

value arrays, respectively. Since at most one of the workers can have the desired key in

its key array, that worker will generate the client’s desired PIR response. Each of the

other workers will generate a PIR response of an empty value. All workers send their

partial responses back to the coordinator. PIR responses have an additive homomorphic

property such that adding empty responses to a response encrypting the desired value

yields a new response that also encrypts the same desired value. Similarly, if all the w

workers generate PIR responses of empty value, adding them together yields a new PIR

response of empty value. The coordinator performs this aggregation by adding the PIR

responses from all w workers and sends the aggregated response back to the client.

4.5 Evaluation

Our evaluation focuses on Pantheon’s server-side latency for serving private Get

queries. We compare Pantheon’s performance with Constant-weight Keyword PIR (CKP) [144],

the state-of-the-art system for private key-value retrieval. First, we provide a microbench-

mark of Pantheon’s and CKP’s different components and analytically explain the reasons

for Pantheon’s performance superiority over CKP. Then, we compare the performance of

the parallelized implementation of Pantheon (§4.4.1) with the open-source multi-threaded

implementation [49] of CKP over all the cores of a single AWS instance. After that, we

demonstrate the effect of Pantheon’s parallelization techniques (§4.4.1) by comparing the

final version with two other intermediate versions: Pantheon (S) - a single-threaded im-

plementation with no parallelization, and Pantheon (C) - a version containing only the

coarse-grain parallelization. We configure all the variants of Pantheon and the Constant-

weight Keyword PIR system to provide 128-bits of security [10].
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32-bit key 64-bit key
CKP Pantheon CKP Pantheon

Total server time (sec) 463.38 3.64 921.2 6.90
Query expansion (sec) 12.92 0 39.98 0.15
Equality check (sec) 438.36 3.08 869.12 6.19
PIR (sec) 12.10 0.56 12.10 0.56
Number of operations
Substitution/ Rotation 4095 0 12286 2
BFV.Multiply 32768 16 65536 33

Table 4.1: Microbenchmarks for different operations to serve a Get query by both
Pantheon and Constant-weight Keyword PIR (CKP). All the configurations use 16,384
tuples in the key-value store with each value being 256 bytes.

Experiment setup. We run all our experiments in AWS EC2 US East region (Ohio).

The single-machine experiments use one instance of type c5.12xlarge (48 vcpu, 96 GiB

of RAM, and 12 Gbps of network bandwidth) as the server. For Pantheon’s cluster

deployment, we use one instance of type c5.24xlarge (96 vcpu, 192 GiB of RAM, and

25 Gbps of network bandwidth) as the coordinator and 128 instances of type c5.12xlarge

as workers. For each experimental configuration, we generate the keys by taking the

hash digest of integers in {1, 2, ..., n} to ensure unique keys. The values are filled in

with random bit-strings. We repeat each experiment 10 times, discard the minimum and

maximum values to avoid outliers, and then take the average of the remaining values.

4.5.1 Microbenchmarks

We benchmark both Pantheon and Constant-weight Keyword PIR (CKP) [144] on

a single core of an AWS c5.12xlarge instance with two different key sizes. We run

Pantheon with 32-bit and 64-bit keys. Since CKP does not support key size larger

than 60 bits, we run it with 32-bit and 60-bit keys. CKP has a configurable parameter

named hamming-weight of the keys (denoted as h). We consider h = 3 for 32-bit key

configuration and h = 5 for 60-bit key configuration. These values of h yield the minimum
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latency for the respective key sizes. For all the configurations, we take the number of

tuples in the key-value store (n) as 16,384 and the size of each value as 256 bytes. Table 4.1

shows the server-side cost for each of the three steps in the execution of a Get query:

1) Query expansion, 2) Equality check, and 3) Private Information Retrieval (PIR). We

present an analytical discussion of the component-wise cost as follows.

Query expansion. CKP has substantially higher query expansion time compared to

Pantheon. This is because, in CKP, a single query ciphertext needs to be expanded to

m ciphertexts such that,
(
m
h

)
≥ 2keysize. The expansion procedure makes repeated calls

to an expensive homomorphic substitution operation. On the other hand, in Pantheon,

one query ciphertext is expanded to α ciphertexts where α = ⌈keysize
2 log2 p

⌉. This involves

α⌈log2 α⌉ calls to expensive rotation operations which is analogous to the substitution

operation used in CKP. For example, with 60-bit keys, a query ciphertext in CKP is

expanded to 10,673 ciphertexts with a total size of ≈5.21 GiB, involving 12,286 substi-

tution operations. The total time for this expansion step is 39.98 seconds. On the other

hand, a query in Pantheon for 64-bit keys expands to 2 ciphertexts with a total size of 6

MiB, requiring 2 rotation operations and a total time of 0.15 seconds. A single rotation

operation in Pantheon takes more time than a substitution in CKP due to its larger

parameters, but the total time for all the operations is significantly lower.

Equality check. The Equality check is the most expensive step for both Pantheon

and CKP. The cost of the equality check is dominated by the BFV.Multiply operation

to multiply two ciphertexts together. CKP requires n(h − 1) total number of calls to

BFV.Multiply, where n is the total number of tuples in the key-value store and h is

the hamming-weight of each key, a tunable parameter for CKP. On the other hand,

Pantheon requires (α · n
N/2
· log2 p + (α − 1)) multiplications, where α = ⌈keysize

2 log2 p
⌉. Even
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though the asymptotic relation with number of elements n is the same, the 1
N

factor

in Pantheon’s cost significantly reduces the number of ciphertext multiplications. For

instance, as shown in Table 4.1, for 32-bit keys the number of multiplications in CKP

is 32, 768, whereas that in Pantheon is only 16. The corresponding times required for

equality check are 438.36 and 3.08 seconds respectively. Note that, due to the larger

parameter size, a single BFV.Multiply operation in Pantheon takes ≈14× more time

than that in CKP. Even then, due to the significantly smaller number of multiplications,

the overall time for equality check is smaller in Pantheon.

Private information retrieval. Pantheon also takes less time than CKP for the PIR

step. The performance gain is mainly due to the performance difference between Fast-

PIR [7] (used by Pantheon) and SealPIR [13] (used by CKP). It is worth mentioning that

the design of the equality operator in Pantheon allows it to take advantage of FastPIR,

which performs significantly faster for smaller objects. On the other hand, the output of

CKP’s equality operator does not allow it to utilize the plaintext packing optimization

provided by SealPIR, thus requiring more computation in the PIR step. However, as

objects grow bigger, the difference between the PIR cost of Pantheon and CKP gets

smaller (§4.5.2). A more comprehensive comparison between FastPIR and SealPIR is

available in [7].

4.5.2 Single-machine latency

Factors affecting Pantheon’s latency. We conduct experiments varying three size-

related parameters: the number of tuples in the key-value store (n), the size of each key,

and the size of each value. Pantheon’s server-side latency for a Get query comprises

the processing time for three operations: i) query expansion (§4.3.5), ii) equality check

(§4.3.4), and iii) private information retrieval (§4.3.4). We briefly discuss how the three
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Figure 4.4: Latency incurred by a single-machine server to perform a Get query
with the variation of three size related parameters.

parameters affect the processing time for each operation. The processing time for query

expansion depends on the number of ciphertexts obtained after expansion. Therefore,

this time increases linearly with the size of each key but is independent of the number of

tuples (n) and the size of each value. The processing time for the equality check depends

on the total size of the array of keys K. Therefore, this time increases linearly both

with the size of each key and the number of keys in K, but is independent of the size of

each value. Finally, the processing time for PIR depends on the size of the value-array V

and is independent of the size of each key. As explained in FastPIR [7], Pantheon’s PIR

time increases linearly with the size of each value, and linearly with a slope smaller than

1 with the number of tuples. These relationships will be reflected in our experimental

results discussed later.

Varying the number of tuples. Figure 4.4a shows how the server-side latency of

both Pantheon and Constant-weight Keyword PIR (CKP) depend on the number of

tuples (n) in the key-value store. We vary the number of tuples from 16, 384 to 65, 536

while keeping the size of each key 32 bits and each value 256 bytes. In general, Pantheon’s

latency is much lower than that of CKP. For instance, when n = 65, 536, CKP’s server-
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side latency for serving oneGet query is 107.8 seconds, whereas the latency for Pantheon

is 1.15 seconds, a 93× improvement. Also, the baseline latency increases almost linearly

from 28.4 seconds for n = 16, 384 to 107.8 seconds for n = 65, 536. On the other

hand, Pantheon’s latency grows from 0.62 seconds for n = 16, 384 to 1.15 seconds for

n = 65, 536, an increase of only 1.85×, whereas the number of tuples (n) increases 4×.

This slower growth of latency is because the time for query expansion remains constant

as the number of tuples increases, and the time for FastPIR increases with a slope smaller

than 1.

Varying the key size. Figure 4.4b shows how the latency for Pantheon and the base-

line change with the size of each key. For Pantheon, we vary the size of each key from

32-bit to 256-bit. However, the Constant-weight Keyword PIR implementation does not

support key-size larger than 60-bit. So, we run CKP for 32-bit and 60-bit keys. We

take 32, 768 tuples in the key-value store for both systems, with each value being 256

bytes. For 32-bit keys, the latency for Pantheon is 0.94 seconds, 59× better than that

of the baseline latency of 55.48 seconds. Pantheon’s latency increases to 3.69 seconds for

256-bit keys.

Varying the value size. We populate the key-value store with n = 32, 768 tuples

while keeping the size of each key 32-bits. We vary the size of each value from 256 bytes

to 65, 536 bytes. Figure 4.4c shows how the latency of Pantheon and CKP vary with the

size of each value. Pantheon’s latency for 256-byte values is 0.94 seconds and increases

to 1.74 seconds for 4, 096-byte values, and then to 13.28 seconds for 65, 536-byte values.

Only the private information retrieval (PIR) step at the Pantheon server is affected by the

size of values. The PIR processing time increases linearly while the processing times for

query expansion and equality check remain unchanged with the size of values. Therefore,
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Figure 4.5: Impact of the two levels of parallelization on Pantheon’s three server-side
operations. The key-value store has 32,768 tuples, with 64 bit keys and 256 byte
values. Pantheon-(S) is the single-threaded implementation with no parallelization,
Pantheon-(C) includes only coarse-grain parallelization, and Pantheon is the final
version containing both coarse-grain and fine-grain parallelization.

for Pantheon, variation in the size of value primarily reflects the performance of FastPIR.

The baseline latency with the variation of the value-size remains constant at 55.4 seconds

for values up to 16, 384 bytes and then increases to 87.47 seconds when the values are

65, 536 bytes. This is because CKP’s PIR computation increases following a step function

with every 20KB increase in value-size.

Effect of parallelization. We apply two levels of parallelization on the single-threaded

implementation Pantheon-(S). First, we apply coarse-grain parallelization on Pantheon-

(S) to obtain Pantheon-(C). Then, we apply fine-grain parallelization on top of Pantheon-

(C) to get the final version of Pantheon. Figure 4.5 shows the impact of these two levels

of parallelization on a key-value store containing 32, 768 tuples with 64-bit keys and 256-

byte values. Evidently, the equality check takes the bulk of the server-side processing

time. For coarse-grain parallelization, we horizontally partition the key array into two
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Figure 4.6: Impact of parallelization on single machine server-side latency. Pan-
theon-(S) is the single-threaded implementation with no parallelization, Pantheon-(C)
includes only coarse-grain parallelization, and Pantheon is the final version contain-
ing both coarse-grain and fine-grain parallelization. In all cases, the value-size is 256
bytes.

parts, each containing 16, 384 tuples. We further split each key into two slices, each of 32-

bits. This is the smallest partition size (16, 384-tuples by 32-bits) allowed by Pantheon’s

BFV parameters (§4.4). Coarse-grain parallelization reduces the equality check time from

11.85 seconds to 3.19 seconds, an improvement of 3.7×. Our fine-grain parallelization of

the Microsoft SEAL library further reduces the equality check time by a factor of 1.9×

to 1.71 seconds. Recall that only a subset of the computations in Microsoft SEAL [187]

can be executed in parallel for fine-grain parallelization. Hence, the sequential parts are

the bottleneck for reducing the latency further.

Figure 4.6a shows the performance gains due to parallelization when the number of

tuples in the key-value store equals the minimum horizontal partition size of 16, 384. We

vary the size of each key from 32 bits to 256 bits. The performance gain of Pantheon-

(C) over Pantheon-(S) depends on the number of partitions that the key-value store can

be divided into. For 32-bit keys, Pantheon-(C) cannot partition the key-array, so the

latency is 3.15 seconds, which is very close to the Pantheon-(S) latency of 3.5 seconds.

The parallelization of the PIR operation reduces the latency by 0.35 seconds. The total

latency, in this case, is dominated by the 2.98 seconds required for the equality check
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operation, which cannot be reduced further by coarse-grain parallelization. We use fine-

grain parallelization of the Microsoft SEAL library to reduce the processing time of

the equality check operation to 0.55 seconds. The total latency obtained by fine-grain

parallelization for 32-bit keys is 0.62 seconds, an improvement of 5× over Pantheon-(C).

As the key-size increases, Pantheon-(C) can partition the key-array into multiple parts

and use multiple cores in parallel for the equality check operation. So, the latency of

Pantheon-(C) grows slowly to 3.83 seconds for 256-bit keys, and its difference with the

final version of Pantheon reduces gradually.

Figure 4.6b shows the impact of parallelization on a heavier workload. We keep the

key-size at 128-bit, value-size at 256-byte, and vary the number of tuples from 16, 384 to

131, 072. Pantheon-(C)’s latency for 16, 384 tuples is 3.53 seconds and increases slowly

to 4.08 seconds for 65, 536 tuples. After that, the latency increases to 7.91 seconds

for 131, 072 tuples. We speculate that the machine gets saturated at this point. On

the other hand, Pantheon’s implementation with both the coarse-grain and fine-grain

parallelization has a latency of 1.18 seconds for 16, 384 tuples and 3.63 seconds for 65, 536

tuples, lower than the corresponding latencies for Pantheon-(C). However, Pantheon’s

latency for 131, 072 tuples is 8.29 seconds, marginally higher than Pantheon-(C). So, once

the machine gets saturated for Pantheon-(C), the overhead of fine-grain parallelization

makes the performance of Pantheon worse. This result imposes an interesting design

decision. If low latency is the primary goal, then the final version of Pantheon is preferable

by distributing Pantheon’s workload over a large number of machines while keeping the

partition size at each machine smaller. On the other hand, if reducing CPU cost is of

primary interest, Pantheon-(C) may yield a better result with larger partitions over fewer

machines.
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Figure 4.7: Server-side latency with variations in the number of tuples when the
Pantheon server is deployed over a cluster of 128 worker machines. Each curve shows
the latency trend for a different key-size, while the value-size is fixed at 256 bytes.

4.5.3 Cluster latency

Figure 4.7 shows Pantheon’s latency trend when its server is distributed over a clus-

ter of 128 worker instances. We vary the number of tuples from 1M to 8M , the size

of each key from 32-bit to 256-bit, and keep the size of each value at 256 bytes. Pan-

theon’s final version containing both coarse-grain and fine-grain parallelization gives the

lowest latency for all these experimental configurations. For the cluster deployment,

the server-side latency consists of two components: i) processing time at the worker

and ii) coordination overhead. The processing time depends on the size of the partition

processed by each worker. The coordination overhead comprises the time required to

broadcast the compressed query ciphertext to all the workers and the time to aggregate

the PIR responses from each worker. The coordination overhead is fixed for a particular

cluster configuration because the query size and the PIR response size from each worker
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remain the same irrespective of the size of the key-value store. Pantheon’s server-side

latency increases with both the number of tuples and the size of each key. For example,

for 2M tuples, the latency for 32-bit keys is 0.99 seconds and increases to 2.42 seconds

for 256-bit keys. The corresponding processing times are 0.69 seconds and 2.12 seconds,

respectively, while the coordination overhead for both is 0.3 seconds. If the number of

tuples is increased to 8M while keeping the key-size at 256-bit, the latency rises to 7.6

seconds. Out of this, 7.3 seconds are for processing, and the coordination overhead is 0.3

seconds. The processing time increases by 3.4×, slightly slower than the 4× increase in

the number of tuples, mainly because of a slower growth of PIR time (§4.5.2).

4.5.4 Resource overheads of Pantheon

This section discusses the overheads Pantheon imposes on its clients and estimates

the dollar cost of a private Get query.

Client-side overhead. The client-side overhead of Pantheon stays fixed irrespective

of the size of the key-value store. A Pantheon client incurs a cpu time of 0.07 seconds for

retrieving a value privately from the Pantheon server. This cpu time comprises the time

for encrypting a compressed query and decoding the PIR response from the server. A

Pantheon client uploads 3MiB for each query and downloads 1.5MiB for each response.

Dollar cost. We convert the server-side cpu time and network usage for performing

a private Get query to a dollar amount. Amazon EC2 charges $0.744 per hour for

each worker instance (c5.12xlarge) and $1.488 per hour for the coordinator instance

(c5.24xlarge) [191]. We use these unit costs to calculate the total cost for 128 workers

and a coordinator for the duration of serving a query. For network usage, we use Amazon’s

pricing model of $0.05 per GiB download (Amazon does not charge for uploads) [190]. For
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Pantheon, the cost for performing a private Get query over a key-value store containing

1M tuples, where each key is 256-bit, and each value is 256-byte, sums up to 4 cents.

This cost rises to 20 cents when there are 8M tuples in the key-value store.

4.6 Related work

Querying over private data. There is a large body of work in the literature that

allows a client to outsource its private data and perform queries on it. These works

require the client to encrypt their data using their secret keys and store the encrypted

data in the cloud server. The server then uses different techniques to serve the client’s

query while preserving privacy. CryptDB [171] allows a client to encrypt its data using

multiple layers of encryption (onion encryption) and supports a subset of SQL queries over

the encrypted data. Other works use techniques such as order preserving encryption [1],

homomorphic encryption [223, 182], and searchable encryption [39] to hide clients’ data.

Several research works [172, 211, 124, 22, 237] and industry deployments [19, 20, 21,

202] provide encrypted database service using Trusted Execution Environment (TEE),

such as Intel SGX [53]. In this setup, the client stores the encrypted data in the server

and shares the secret key with trusted hardware located at the server. The trusted

hardware decrypts the data while executing a client query. However, these works do

not hide the access pattern of the client’s query and are vulnerable to inference attacks

that can retrieve the data in its plaintext form [30, 155, 96, 95, 131]. Arx [170] uses a

combination of homomorphic encryption and garbled circuit to hide query access pattern

over encrypted data. Oblidb [74] and Oblix [148] hide query access pattern over private

data using TEE and ORAM [89]. PANCAKE [94] uses frequency smoothing to hide query

access pattern on a private key-value store. Pantheon’s problem domain is different from

these works since Pantheon deals with public data, and the client cannot encrypt the data
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as required in these solutions. Conceptually, one may develop a solution to hide access

pattern over a public key-value store using TEE [145], where a client encrypts the query

and the server decrypts it inside a trusted enclave. However, this approach guarantees

a weaker privacy since TEEs are susceptible to side-channel attacks [137, 186, 208, 207],

cache attacks [92, 35, 56], and fault injection attacks [153, 43] that can reveal the client’s

secret key and thus break the privacy.

Querying over public data The problem of searching privately over public data

falls in the domain of Private Information Retrieval (PIR) [44, 46, 126]. In its basic

form, PIR allows a client to obliviously retrieve the element at a particular index of

a data array located at an untrusted server. Existing applications of PIR [3, 93, 7,

16, 6, 99, 150, 142] work in a setting where the client knows the index of the desired

element in advance. Pantheon works in a different setting. A Pantheon client does

not know whether the desired key exists in the key-value store, let alone its index. An

extension of PIR, known as keyword PIR [45], allows a client to retrieve an element

corresponding to a keyword using ⌈log2(n + 1)⌉ + 1 round-trip interactions between the

client and the server [16]. However, this technique deviates from Pantheon’s goal of

single round value retrieval (§4.2.3). The primary challenge for retrieving value in a

single round is checking the equality between two keys. A body of work [8, 9, 69, 82] uses

Fully Homomorphic Encryption (FHE) [81, 33] to implement an oblivious equality check

operator between keys and can perform value retrieval in a single round. However, they

involve prohibitively expensive operations and thus incur very high latency. A recent

work by Mahdavi et al. [144] improves over the existing FHE-based equality checking

by devising a new equality operator named constant-weight equality operator. This

equality operator requires mapping each key to a constant-weight codeword, i.e., binary

strings containing the same number of 1’s. They use this equality operator and the
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SealPIR [13] library to develop a single-round solution for the private key-value retrieval

problem. Pantheon’s approach aligns with this work. Pantheon uses a faster equality

check operator that relies on Fermat’s little theorem [177] and FastPIR [76] for better

performance.

4.7 Conclusion

Providing privacy for clients querying a public key-value store is challenging because

clients have no control over the data. Therefore, the access pattern of a client’s query

must be hidden from the server to guarantee privacy. Prior work that provides query

privacy to a client either requires multiple rounds for each retrieval or has performance

and scalability bottlenecks. This paper presents Pantheon, a round-optimal solution for

private retrieval from a public key-value store, that scales to millions of tuples. When

the Pantheon server is deployed over a cluster of 128 machines with a key-value store

containing 2M tuples, where each key is 32 bits and each value is 256 bytes, the server-side

latency for serving a client’s query privately is under one second. Pantheon, for the first

time, shows that it is possible to provide strong privacy for querying over a practically

large public key-value store with reasonable latency.
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Concluding remarks

Privacy has become a major concern as the widespread use of internet services exposes

users to escalating risks. The increasing reliance on digital platforms means that personal

information is constantly at risk of being compromised. While significant advancements

in privacy-enhancing technologies and cryptographic techniques have been developed to

address these concerns, their integration into large-scale internet services has remained

limited. One of the main obstacles is that the direct application of these privacy solu-

tions often results in significant performance trade-offs, such as increased computational

overhead and delays. These drawbacks create a tension between achieving strong privacy

protections and maintaining the scalability needed for real-world systems.

This dissertation delves into this challenge, aiming to find ways to reduce the tension

between privacy and scalability. By exploring new design principles and approaches, it

seeks to develop systems that not only provide robust privacy guarantees but also per-

form efficiently at scale, making them suitable for widespread use in everyday internet

applications. This dissertation demonstrates that substantial improvements in perfor-

mance—by orders of magnitude—can be achieved through thoughtful system redesign

and creative use of cryptographic techniques. It does so by describing three key projects:
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Addra (§2), Coeus (§3), and Pantheon (§4). These projects illustrate how optimizing sys-

tem architecture and tailoring the application of cryptographic methods can drastically

enhance efficiency, overcoming the traditional trade-offs between privacy and scalability.

Addra (§2) is a voice communication system that can hide voice call metadata (such as

the knowledge of who is talking to whom, and the time and duration of a call) even in the

presence of a strong adversary that can compromise the service provider and the entire

communication infrastructure. Notably, Addra supports metadata-private voice calls

for 32K users, a substantial improvement over previous solutions limited to a few tens

of users. Addra achieves its performance and scalability through an innovative system

design that leverages a privacy construct known as Private Information Retrieval (PIR).

Additionally, Addra incorporates a new and improved PIR solution called FastPIR [76],

which significantly improves its performance. FastPIR has been utilized in various other

privacy preserving solutions, including storage systems [142], and private querying on

graph neural networks (GNNs) from untrusted servers [140].

Coeus (§3) addresses another widely used application domain of ranking documents

based on keywords and retrieving them, all while ensuring strong privacy for the client.

Ranking query results is critical in many applications where the clients do not know which

element to retrieve a priori. For example, a user may search the Wikipedia repository with

certain keywords, and then read an article from the top-ranked matches. Coeus addresses

this problem by ensuring privacy throughout the entire process of ranking documents

based on search keywords and subsequent retrieval. First, Coeus introduces a novel three

round protocol in contrast to traditional two round protocols, decoupling the ranking

operation from the retrieval and thus significantly reducing computation overhead. Then,

through a series of refinements, it scales secure matrix-vector multiplication, which is

needed for the ranking part, to matrices with hundreds of billions of elements, in contrast

to the state-of-the-art prior work that scales to matrices with millions of elements. Thus,
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Coeus enables users to privately query Wikipedia’s 5 million documents in 3.9 seconds,

a significant improvement compared to 93.9 seconds without its optimizations, bringing

the solution to a practical realm.

Pantheon (§4) extends the Private Information Retrieval (PIR) interface to support

key-value retrieval. While index-based PIR allows for private retrieval from public data,

it necessitates that the client knows the index of the desired element on the server, which

is often impractical in real-world scenarios. To overcome this limitation, Pantheon en-

ables clients to perform private retrieval from an untrusted server’s key-value store using

a keyword of interest, thereby enhancing usability and privacy. The privacy guarantee

is that the server or any other adversary does not learn anything about the key or the

value retrieved. This generic solution is useful to guarantee client privacy in many real

life online services such as querying price of a stock from a stock exchange database

and streaming a movie by its title from a service such as Netflix. Pantheon overcomes

limitations of previous solutions by supporting dynamic databases and achieves a 93×

latency improvement over prior work. Pantheon is designed for efficient parallel pro-

cessing, allowing it to be implemented in an embarrassingly parallelizable manner. This

parallelized implementation makes Pantheon the first system to support private retrieval

from a million-row key-value database with a sub-second latency.

In conclusion, this dissertation highlights the critical need to balance privacy and

scalability in the design of modern internet services. As digital platforms continue to

evolve, addressing the challenges of protecting personal information while ensuring high

performance is essential. By emphasizing innovative approaches and strategic system

redesign, it demonstrates that significant advancements can be made without compro-

mising user privacy. The findings not only contribute to the academic discourse on

privacy-enhancing technologies but also offer practical solutions that can be integrated

into real-world applications, ultimately fostering a safer digital environment for users.

136



Chapter 6

Future directions

This chapter explores potential future research directions in scalable privacy-preserving

systems, building on the projects presented in the previous chapters. The discussion

is organized into two main areas: 1) Further extending the PIR (Private Information

Retrieval) query interface. 2) Supporting privacy-preserving queries across data stored

in separate, siloed environments. The following sections discuss them in detail.

6.1 Further extending the PIR query interface.

The current scope of the Private Information Retrieval (PIR) domain is primarily

limited to point queries. In index-based PIR [44, 126, 3, 13, 7], users can retrieve a single

element from a specified index in the database, while keyword-based PIR [46, 162, 144,

5] allows the retrieval of values associated with a specific keyword. However, there are

several open problems and opportunities for extending the capabilities of PIR.

One potential direction for future research is to enable more expressive queries, such

as private aggregation and range queries over public data. As an example, consider the

following SQL query:
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SELECT AGGREGATE_FUNCTION(column_name)

FROM table_name

WHERE column_name1 COMPARISON_OPERATOR value1

AND/OR column_name2 COMPARISON_OPERATOR value2

AND/OR ...

Here, AGGREGATE FUNCTION refers to functions such as COUNT, SUM, and AVG. In the

WHERE clause of the SQL query, comparison operators such as <,≤, >,≥,=, ̸= can be

used to compare a query parameter with the values in a column.

Aggregation functions can exploit the homomorphic properties of encryption, allowing

operations such as summing or counting elements to extend seamlessly from existing PIR

computations. Additionally, the optimized secure matrix-vector multiplication construct

discussed in Coeus (§3) can be applied to these aggregation tasks. However, range queries

introduce more complexity. The size of the response in a range query typically depends

on the number of rows that satisfy the predicates in the WHERE clause, resulting in a

response size that varies between queries. This variability can unintentionally expose

information about the query itself, necessitating techniques to obfuscate the response size

to prevent sensitive data leakage. Another major challenge in supporting range queries is

performing oblivious inequality checks. While recent studies [175, 29, 236] have proposed

algorithms using homomorphic encryption for inequality comparisons, these methods

often depend on bitwise encryption of operands, which introduces significant performance

and scalability challenges, rendering them impractical for large-scale systems. Efficiently

implementing private range queries over public data remains an open problem and a

promising area for future research. Advancements in cryptography, combined with more

refined system designs, could lead to practical and scalable solutions to this problem.

Progress in this domain could greatly enhance the capabilities of PIR systems, enabling

a broader range of secure and scalable query types.
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6.2 Privacy-preserving federated analytics.

A promising direction for future research based on the content of this dissertation

is enabling private querying across data from multiple data owners. In many real-world

scenarios, related datasets are distributed across multiple institutions [168]. For example,

a patient’s medical records may reside in a hospital’s electronic medical record (EMR)

system, while laboratory test results are stored in external medical labs. A clinician or

researcher might wish to query these combined datasets to gain comprehensive insights.

However, strict privacy policies at both institutions often prevent data from being shared

or transferred outside their respective premises. This challenge extends beyond simple

querying and also applies to more complex tasks like training machine learning models on

siloed datasets. For instance, training a model to detect medical conditions using both

clinical notes and X-ray images stored across different institutions requires secure and

private collaboration. A potential approach is federated analytics [228, 234], where the

analysis or model training is distributed across multiple data owners without requiring

the data to leave their premises. Although federated analytics has gained significant

momentum in recent years, it still faces challenges related to privacy, scalability, and

data heterogeneity [122].

Privacy concerns in this domain are multifaceted. Recent attacks have highlighted

vulnerabilities not only in the data itself but also in model parameters and analysis

results. Ensuring strong privacy requires advanced techniques like differential privacy,

homomorphic encryption [105, 42], and secure multiparty computation. While these

methods can offer robust privacy protections, they often suffer from inefficiencies and

scalability limitations, leaving room for further research into developing solutions that

are both scalable and efficient without compromising privacy. Data heterogeneity poses

another significant challenge in federated settings. Data can be partitioned in various
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ways across institutions—horizontally, vertically, or even in hybrid formats—and each

type of partition requires distinct strategies for secure collaboration [227, 97, 98, 139,

224]. Addressing the complexities introduced by different types of data partitioning

will be critical to building flexible and effective federated systems. These challenges

provide a rich avenue for future research, offering opportunities to create scalable, privacy-

preserving solutions that work across diverse and distributed datasets.
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Security Analysis

A.1 Addra Security proof

In this appendix, we show that Addra’s protocol (§2.3.2) meets the relationship un-

observability property (§2.2.1). Our proof follows the proof technique of Pung [17, Ap-

pendix C], whose protocol also works over completely untrusted infrastructure and meets

relationship unobservability (although with higher message latencies and overheads). We

first define an abstract protocol for metadata private voice communication, then describe

a cryptographic security game that captures the relationship unobservability property,

and finally show why an adversary cannot win the game with non-negligible probability

when the abstract protocol is instantiated with the Addra protocol.

A.1.1 An abstract protocol

We define an abstract protocol for metadata private voice communication using three

algorithms: Init(1λ), RetrAbstract(i, j), and SendAbstract(i, j,mi→j).

Init(1λ) takes as input a security parameter and initializes the state of the protocol

for each participant of the protocol. In particular, it establishes the content encryption
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key between pairs of user devices that communicate via the system.

RetrAbstract(i, j) takes as input a user identifier i for the caller and a user iden-

tifier j for the callee, and generates a retrieval request for messages sent to i by j.

SendAbstract(i, j,mi→j) takes as input a user identifier i for the caller, a recipient

identifier j for the callee, and a message (which may be ⊥ if sender is idle) that the caller

wants to send to the callee, and outputs a tuple that is sent to the server.

The protocol proceeds in rounds, each of which consists of t ≥ 1 subrounds. At the

beginning of a round, each participant calls the Init algorithm. Then, each participant

calls the RetrAbstract algorithm to generate a request to indicate that it wants to

get messages from its peer. Finally, each participant calls the SendAbstract algorithm

t times to send t messages to its peer.

A.1.2 The security game

We define a security game that a challenger and an adversary play that captures the

relationship unobservability property. We denote this game as GbA,π,K,t(1
λ), where A is

the adversary, π is a round-based protocol consisting of the Init, RetrAbstract, and

SendAbstract algorithms, K is the number of correct users (not controlled by the

adversary), t is the number of subrounds (messages exchanged per round of the protocol

π), and λ is a security parameter. The game has three phases: setup, simulation, and

guess. At a high level, during setup the adversary creates two scenarios for the challenger.

The challenger then during the simulation phase runs the protocol π for one of the

scenarios selected randomly (that is, the b-th scenario) and sends the transcript of the

protocol messages due to π to the adversary. Finally, the adversary in the guess phase

guesses which scenario the challenger simulated. The adversary wins the game if the

guess is correct. We expand on these three phases next.
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Setup phase. During setup, the adversary supplies two scenarios M0 and M1 to the

challenger. Each scenario has K tuples corresponding to the actions of K correct (non-

compromised) users.

Each tuple has an entry for the send and the retrieve part of the protocol. For the

k-th (k ≤ K) tuple, that is, for the k-th correct user, the send part of the b-th scenario,

M b[k].send = (i, jb, {mb
i→j}t) specifies that the user device with id i should send the set

of t messages {mb
i→j}t to user with id jb. The messages could be dummy (⊥). Similarly,

for the k-th tuple, the retrieve part of the b-th scenario M b[k].retr = (i, ℓb) specifies that

the user with id i should retrieve messages from the user with id ℓb.

The adversary constructs the two scenarios M0 and M1 and supplies them to the

challenger. However, the adversary has three restrictions on how it can construct the

scenarios. First, both scenarios must have the same number of entries describing the

actions of each user in every round. Second, both scenarios should describe the send

and retrieve actions of correct users only. This is required because the challenger can

simulate the actions of correct users only. Third, if jb or ℓb is a compromised user,

then that send or retr entry should be identical across the two scenarios. Recall that

relationship unobservability gives guarantees only for correct pairs of users, so such a

restriction is necessary.

Simulation phase. During the simulation phase, the challenger simulates a protocol

on one of the two scenarios that it picks randomly using a coin flip. The challenger uses

the Simulate function described in Figure A.1. The challenger then sends the output

of the algorithm to the adversary.

Note that in the simulation algorithm, the challenger calls the functions exposed by

the adversary. For instance, it callsGetMailboxIDs to learn the mailbox IDs the adver-

sary assigns to the users. Similarly, the challenger calls GetMailboxAccessTokens
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GetNumMailboxes to learn mailbox access tokens and the total number of mailboxes.

Finally, the challenger calls the GetResponse function to learn the output of a sub-

round, if any, for a correct user. These functions give the adversary an opportunity to

set these untrusted parts of the protocol. For instance, GetResponse allows adversary

to drop requests or reorder them or compute the responses to requests incorrectly.

Guess phase. In the guess phase, the adversary A outputs its guess b′ ∈ {0, 1} whether

the challenger simulated the M0 or M1 scenario. The adversary wins the game if its guess

is correct, that is, b = b′.

A.1.3 Proof

We want to show that the adversary’s advantage in winning the game described

above is negligible in the security parameter λ when the abstract protocol is instantiated

with the Addra protocol. We use a series of hybrid games to calculate the adversary’s

advantage.

Game 0. This game is the original game as described above with π instantiated with

the Addra protocol. That is, the Init algorithm establishes a shared secret between pairs

of users. Denote the secret between users with id i and j as keyi,j. The RetrAbstract

abstract algorithm is instantiated with the generation of the CPIR query in Figure 2.2.

Specifically, RetrAbstract(i, j) calls q ← Query(Mj,Ni), where Mi is a mailbox

ID provided by the adversary for user j, and Ni is the total number of mailboxes ad-

vertised by the adversary to user i. In case, Ni < Mj, then the challenger generates

CPIR query for index zero. The SendAbstract abstract algorithm is instantiated

using the Send function in Figure 2.2. Specifically, SendAbstract(i, j,mi→j) calls

Send(Mi, Ti,mi→j, keyi,j), where Mi and Ti are the mailbox ID and access token pro-
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vided by the adversary for user i, and keyi,j is the shared secret established between users

i and j.

Game 1. This game is same as game 0 except that the SendAbstract invokes Send

over random messages rather than the ones specified in the scenario.

Game 2. This game is same as game 1 except that the Retr procedure generates

query for a random mailbox ID. That is, it outputs a CPIR query for a random index

(mailbox id) rather thanMj returned by GetMailboxIDs.

Let S0 be the event that b = b′ in game 0, where Mb is the scenario chosen by the

challenger, and b′ is the guess made by the adversary. Similarly, let S1 be the event that

b = b′ in game 1, and S2 be the event that b = b′ in game 2.

Lemma A.1.1 Pr[S2] = 1/2.

Observe that in game 2 none of the requests or responses sent to the adversary depend

on the information supplied in a scenario. Specifically, the SendAbstract function

generates encryptions of random messages, and similarly RetrAbstract generates a

CPIR request for a random index. Therefore, an adversary participating in game 2

cannot distinguish between the two scenarios.

Lemma A.1.2 |Pr[S1]− Pr[S2]| ≤ ϵCPIR

The difference between game 1 and game 2 is the input to theRetrAbstract algorithm.

Specifically, in game 2, the index to CPIR query is random while it is the one supplied

in the scenario in game 1. However, given the security of CPIR, an adversary cannot tell

with non-negligible probability the index encoded in a CPIR query.

Lemma A.1.3 |Pr[S0]− Pr[S1]| ≤ ϵEnc
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The difference between game 0 and game 1 is the input to the SendAbstract algo-

rithm. Particularly, in game 1, the challenger inputs a random message while in game

0 it inputs the messages supplied in the scenario. Here, there are two sub-cases: the

recipient is honest or the recipient is under the control of an adversary. If the recipient is

honest, then given that the adversary does not have content encryption keys, it cannot

distinguish between ciphertexts for the two scenarios (follows from the indistinguishabil-

ity of ciphertexts). If the recipient is compromised, then it has the content encryption

keys, but the recipient is the same across both scenarios and receives the same messages

(see the restriction on scenario creation above). Again, the adversary cannot distinguish

between the two scenarios.

Combining the three lemmas, we get the proof that |Pr[S0] − 1/2]| ≤ ϵEnc + ϵCPIR.

That is, the adversary does not win the security game with non-negligible probability.

A.2 Coeus Security proof

This appendix is included to show that Coeus’s protocol (§3.3.3, §3.4) for oblivious

document ranking and retrieval satisfies the notion of query privacy (§3.2.2).

We first define an abstract protocol for oblivious document ranking and retrieval,

then describe a cryptographic security game that captures the notion of query privacy,

and finally show why an adversary cannot win this game with non-negligible probability

when the abstract protocol is instantiated with Coeus’s protocol (§3.3.3).

A.2.1 An abstract description of protocol

A protocol for oblivious document ranking and retrieval runs between a server and

a client. The server begins with a data structure for scoring document relevance given

a client query, a metadata library containing n metadata objects for n documents, and
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a document library that contains the n documents packed into npkd equal-sized objects,

where a document does not span more than one object. Meanwhile, the client begins

with a multi-keyword search query q. At the end of the protocol, the client receives one

object in the document library.

This protocol consists of three algorithms: SQuery, MQuery, and DQuery.

SQuery(1λ,Dict, q) takes as inputs a security parameter 1λ, a dictionary of keywords

Dict, and a multi-keyword search query q, and outputs a query qs for scoring relevance

of q against all n documents in the server’s document library.

MQuery(1λ, n, {idx1, . . . , idxK}) takes as input a security parameter 1λ, an integer

n that represents the number of objects in the server’s metadata library, and a set of K

indices whose values are between (and inclusive of) 1 and n, and outputs a query qm that

is suitable for retrieving objects in the metadata library whose indices are those in the

set {idx1, . . . , idxK}.

DQuery(1λ, npkd, idx) takes as input a security parameter 1λ, an integer npkd repre-

senting the number of objects in a suitable encoding of the document library, and an

index whose value is between 1 and npkd, and outputs a query qd for retrieving one of the

objects from the document library.

The protocol proceeds in three rounds. In the first round, the client runs the SQuery

algorithm and sends qs to the server. The server responds with an answer which consists

of relevance scores for n documents in the server’s document library. The client processes

these scores to extract the value n and a set of K indices corresponding to the highest

scoring documents. In the second round, the client feeds the outputs from the first round

as inputs to MQuery, and sends the output qm to the server. The server processes

this query and returns metadata for K documents. The server also returns the number

of objects npkd in the encoded document library. The client postprocesses the metadata

returned by the server to obtain an integer idx whose value is between 1 and npkd. Finally,
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in the third round, the client runs DQuery by feeding the outputs of the second step as

inputs to DQuery. The client sends the output of DQuery to the server, who processes

it against the document library to return one object from this library.

A.2.2 The security game for query privacy

We define a security game that a challenger and an adversary play that captures

the notion of query privacy. We denote this game as GA,π,Dict,K(1
λ), where A is an

probabilistic polynomial time adversary, π is a protocol for oblivious document ranking

and retrieval consisting of the three algorithms of SQuery, MQuery, and DQuery, Dict

is a set of keywords, K is an integer greater than or equal to 1 that represents the number

of metadata objects a client wants to get, and λ is a security parameter. The game has

three phases: setup, simulation, and guess.

During setup, the adversary chooses two multi-keyword queries q0 and q1 and sends

them to the challenger. These queries may or may not contain keywords in the Dict.

During simulation, the challenger simulates the protocol π for one of the queries. The

challenger first flips a coin and picks either q0 or q1 depending on the outcome of coin

flip (b ∈ {0, 1}). It then simulates π for qb using the Simulate2 function described in

Figure A.2. Finally, the challenger shares the output of simulate with the adversary.

During the final guess phase, the adversary takes the output of Simulate2 corre-

sponding to the scenario which the challenger simulated and outputs b′, which is the

adversary’s guess for whether the challenger simulated the protocol for q0 or q1. The

adversary wins the game if b′ = b.

We note that the Simulate2 algorithm calls several functions exposed by the adver-

sary. For instance, it calls the GetScores function to learn the relevance scores for qs.

Similarly, it calls theGetMetadata andGetDocument functions to retrieveK meta-
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data objects and one object from the document library. The adversary may arbitrarily

misbehave when responding to these calls. For instance, when replying to GetScores,

it may or may not send the actual scores for the scoring query. It may even send back

less or more number of scores than n, which is the number of documents in the server

library. Similarly, GetMetadata may return an incorrect value of npkd, and incorrect

number or incorrect content of metadata objects.

A.2.3 Proof of query privacy

We want to show that the adversary’s advantage in winning the game is negligible

when π is instantiated with Coeus’s protocol. We use a series of hybrid games to calculate

the adversary’s advantage.

Game 0: This game is the original game as described above with π instantiated

with Coeus’s protocol. The SQuery converts q to a binary vector using the dictionary of

keywords Dict and then encrypts this binary vector using a secure-matrix vector product

primitive (§3.3.2, §3.4). The MQuery algorithm calls the query generation function of a

multi-retrieval PIR query (e.g., [13]) with n as the total number of objects in the library

and the K indices as the positions of the metadata objects client wants to retrieve. The

DQuery algorithm calls the query generation function of a single-retrieval PIR with npkd

as the number of objects in the library and idx as the position of the object that is

retrieved.

Game 1: This game is the same as game 0 except that the DQuery algorithm calls

the query generation function of a single-retrieval PIR with npkd and an index sampled

uniformly at random from the range 1 to npkd.

Game 2: This game is the same as game 1 except that the MQuery algorithm calls

the query generation function of a multi-retrieval PIR with K indices sampled uniformly
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at random from the set {1, . . . , n}.

Game 3: This game is the same as game 2 except that the SQuery algorithm calls

the request generation algorithm of secure matrix-vector product with a binary vector of

length |Dict| whose each element is sampled uniformly at random from {0, 1}.

Let S0 be the event that b = b′ in Game 0, where qb is the query chosen by the

challenger, and b′ is the adversary’s guess. Similarly, let S1 be the event b = b′ in Game

1, S2 be the event b = b′ in Game 2, and S3 be the event that b = b′ in Game 3.

Lemma A.2.1 Pr[S3] = 1/2.

Observe that in game 3 none of the requests to the adversary depend on the query picked

by the challenger. Specifically, DQuery and MQuery generate PIR queries for uniformly

sampled indices, and SQuery generates a query for a uniformly sampled binary vector.

Therefore, an adversary participating in game 3 cannot distinguish between the two

scenarios.

Lemma A.2.2 |Pr[S2]− Pr[S3]| ≤ ϵSecure−matrix−vec

The difference between game 3 and game 2 is the input to secure matrix-vector prod-

uct. Specifically, in game 3, the input is dependent on the actual query selected by the

challenger, while in game 2, it is a uniformly sampled Boolean vector. But given the

security of secure matrix-vector product (which in turn depends on the semantic security

of an underlying encryption scheme), the adversary cannot differentiate the two cases

with non-negligible probability.

Lemma A.2.3 |Pr[S1]− Pr[S2]| ≤ ϵMulti−retrieval−PIR

The difference between game 2 and game 1 are the indices input to multi-retrieval CPIR:

in game 2, the indices are sampled uniformly at random while in game 1 they are depen-

dent on the scores returned by the query-scoring round. However, given the security of
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multi-retrieval CPIR that hides the value of these indices, the adversary cannot distin-

guish between the two games with non-negligible probability.

Lemma A.2.4 |Pr[S0]− Pr[S1]| ≤ ϵSingle−retrieval−PIR

The difference between game 1 and game 0 is the index input to single-retrieval PIR:

in game 1, the index is sampled uniformly at random while in game 0 it is dependent

on the metadata returned by metadata-retrieval round. Again, given the security of

single-retrieval CPIR that hides the value of the index, the adversary cannot distinguish

between the two games with non-negligible probability.

Combining the four lemmas, we get the proof that |Pr[S0]−1/2| <= ϵSecure−matrix−vec+

ϵMulti−retrieval−PIR + ϵsingle−retrieval−PIR. Therefore, an adversary cannot win the security

game with non-negligible probability.
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1: function Simulate(A, π,K, t,M b)
2: requests← {}
3: responses← {}
4: // Initialize content encryption key across parties
5: // K contains the shared secrets (keys)
6: K ← π.INIT(1λ)

7: // Obtain mailbox IDs, access tokens, number of mailboxes
8: //M contains the assigned mailbox IDs
9: M←A.GetMailboxIDs()
10: // T contains the assigned tokens
11: T ← A.GetMailboxAccessTokens()
12: // N contains the number of advertised mailboxes
13: N ← A.GetNumMailboxes()

14: // Run retrieve part of protocol
15: for k = 0 to K − 1
16: (i, j)←M b[k].retr
17: req ← π.RetrAbstract(i, j)

18: requests
insert←−−− req

19: // Run send part of protocol
20: for r = 0 to t− 1
21: for k = 0 to K − 1
22: (i, j, {mi→j}t)←M b[k].send
23: req ← π.SendAbstract(i, j, {mi→j}r)
24: requests

insert←−−− req
25: resp← A.GetResponse()

26: responses
insert←−−− resp

27: return (requests, responses)

Figure A.1: Pseudocode for the challenger to simulate a scenario supplied by the
adversary in Addra’s protocol.
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1: function Simulate2((A, π,Dict,K, qb))
2: // Run query-scoring round of protocol
3: qs ← π.SQuery(1λ,Dict, qb)
4: scores← A.GetScores(qs)
5: n← |scores| // n is the number of documents
6: // Obtain indices for the highest scoring documents
7: // if K > n, Top-K fills missing values randomly
8: {idx1, . . . , idxK} ← Top-K(scores)

9: // Run the metadata-retrieval round of the protocol
10: qm ← π.MQuery(1λ, n, {idx1, . . . , idxK})
11: (npkd, {Midx1 , . . . ,MidxK

})← A.GetMetadata(qm)
12: // Process metadata to get an integer between 1 and npkd

13: idx← SelectDocument(npkd, {Midx1 , . . . ,MidxK
})

14: // Run the document-retrieval round of the protocol
15: qd ← π.DQuery(1λ, npkd, idx)
16: obj ← A.GetDocument(qd)

17: return all messages sent to or received from A

Figure A.2: Pseudocode for the challenger to simulate the protocol π for one of the
queries supplied by the adversary in Coeus’s protocol.
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